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Abstract

:

The United Nations (UN) 2030 agenda involved 17 Sustainable Development Goals (SDGs) to achieve a better and more sustainable world for all. The fourth Sustainable Development Goal called for “ensuring inclusive and equitable quality education and promoting lifelong learning opportunities for all”. Despite international efforts to achieve such a goal, many students with vision impairment (VI) who wish to pursue a degree in computer science face significant challenges and must overcome social and technical obstacles. One challenge is learning how to program as a key skill for pursuing a degree in the field of computer science. This paper explores practical issues in teaching students with VI the basics of programming and presents recommended practices based on a suggested workshop setup. The workshop ran for three weeks, for a total of 60 teaching hours, and involved designing and implementing complete curricula and multi-modal activities to simplify the acquisition of basic programming concepts. Workshop data was collected using several data collection methods—i.e., interviews, observation, questionnaires, performance records, and daily journals. The results indicated an improvement in participants’ programming skills, which was detected through their performance records and final project evaluations. The participants also showed a high interest in learning programming and positive attitudes towards the experience. However, the participants’ experience also involved some challenges such as understanding abstract concepts, code navigation, and some technical issues. The study is hoped to contribute to the literature on education inclusion and to bridge the digital divide in our society.
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1. Introduction


In 2015, United Nations Member States agreed on the 2030 Agenda for Sustainable Development [1]. The agenda included 17 global goals designed to be a “blueprint to achieve a better and more sustainable future for all”. Goal 4 in this agenda involves ensuring inclusive and equitable quality education and promoting lifelong learning opportunities for all. This goal explicitly states in one of its targets the importance of “eliminating gender disparities in education and ensure equal access to all levels of education and vocational training for the vulnerable, including persons with disabilities, indigenous peoples and children in vulnerable situations”. However, the recent report from the UN on the implementation of this agenda revealed that “persons with disabilities continue to face multiple disadvantages, denying them both life opportunities and fundamental human rights”. The report shows that refocused efforts are “needed to improve learning outcomes for the full life cycle, especially for women, girls and marginalized people in vulnerable settings” [2].



Along this line, the inclusion of individuals with VI in the digital age has been explored in several studies over the past decade. These studies tackled various issues on VI and technology from social, pedagogical, and technological perspectives. Some of these studies have looked at information seeking [3], accessibility [4,5], bias and social exclusion [6,7], cyber-racism, cyberbullying, the digital divide [8], navigation [9,10] misinformation, and usability [11], among other aspects of information and technology experiences. However, more work is still needed to address the issue of inclusion in the context of emerging technologies and social innovation.



Many students with VI who wish to pursue a degree in the field of computer science face significant challenges and must overcome social and technical obstacles. According to Corn and Lusk [12] (p. 13), “visual impairment or visual disability is a term that encompasses both those who are blind and those with low vision.” There are nearly 285 million people worldwide who have some degree of visual impairment; of these, 8.2% live in the Eastern Mediterranean region, according to the World Health Organization (WHO) [13].



While many studies have explored the inclusion of individuals with special needs, such a research area is often overlooked in the Middle East region [14,15]. According to WHO reports [13], this can be linked to various challenges associated with disability in the region, such as the lack of effective financing, the lack of clear and standardized definitions of disability and inclusion across countries, the limitation of rigorous and comparable data on disability, the insufficient involvement of people with disabilities in decision-making, and the lack of coordination among concerned entities.



Since the advent of the computer industry, people with VI have shown a keen interest in programming [16]. In fact, there is an international movement toward teaching programming to all, promoted through an education week that incorporates the activity, Hour of Code [17]. During this week, many sectors of the community including people with VI take part in programming [18]. However, many consider learning programming to be a challenging task in general, and for students with VI in particular, simply because of the way it is traditionally taught. Many programming courses rely heavily on abstraction and visualization such as the use of diagrams, flowcharts, tables, and images. Although such teaching strategies can help explain complex programming concepts, they cannot be used successfully among students with VI [19]. This study aims to demonstrate a framework for teaching the basics of programming to students with VI. To evaluate the effectiveness of such a framework, the following questions will be answered:




	Q1:

	
What strategies can be adopted to introduce the basics of programming to adults with VI?




	Q2:

	
How do the proposed strategies impact the participants’ programming achievements?




	Q3:

	
How do the proposed strategies impact the participants’ perceptions of learning programming?









To address these questions, we conducted a three-week-long workshop targeting adults with VI. The workshop focused on teaching the basics of programming using the Quorum Environment [20].



The rest of this paper is organized as follows: The following section presents the literature review and explores previous attempts in teaching programming to students with VI. Section 3 presents our study materials and methods, while Section 4 describes the results. Section 5 involves a discussion of the study findings and the study limitations. Finally, we present the conclusions and our plans for future work.




2. Background and Related Work


VI refers to any condition of vision loss that has an impact on everyday activities [21] and that cannot be corrected with correction aids such as eyeglasses or contact lenses. It is classified according to the International Classification of Diseases into low vision and blindness [22]. Low vision means a partial loss of vision, despite the correction, while blindness is the total loss of sight or the possession of only a few degrees of vision, despite the correction. According to Project IDEAL (Informing and Designing Education for All Learners), visual impairment is classified based on functional vision into low vision, functional blindness, and total blindness. Individuals with low vision use their vision as their primary sense to read and write, with the help of magnifying devices. Functionally blind people can use limited vision for functional tasks but rely on tactile and auditory senses for learning. Totally blind people use touch and auditory senses for learning and functional tasks. The result of the process of formulating visual perceptions after receiving sensory information from the environment is known as a mental model [23]. Producing a mental model is referred to as “visualizing”, “seeing with the mind’s eye”, “hearing in the mind”, “imagining how something feels”, and so on [18]. To create a mental model, the individual imagines the object through simulations, copies, or reconstructions of past perceptual experiences or the anticipation of future ones. Visual mental models pertain foremost to the fields of philosophy, psychology, and cognitive science. The term is sometimes expanded to include other senses such as sound and smell [24].



Earlier cognitive studies concluded that people with VI have different types of mental models than sighted people [25,26]. People with VI predominantly imagine objects close to them; they are less likely to imagine objects farther away or larger objects. By contrast, sighted people tend to imagine large objects being at a greater distance from themselves [27]. However, another study concluded that the mental models of individuals with VI share distinct similarities with those of individuals who have full use of their sight; when receiving the same information as sighted people, participants with VI in the study demonstrated mental models similar to those of sighted participants [23].



For sighted people, sight is very important for learning and exploring the environment. Students without visual impairments learn through visual cues, while the other senses such as touch and hearing are often ineffective or insufficient for them. However, students with VI train themselves to depend on their other senses such as hearing, touch, taste, and smell to develop or adjust their mental models. Thus, students with VI are able to learn as well as their sighted counterparts, but they need assistive tools and different methods to learn things that depend on visual concepts. Individuals with VI must be taught skills to be able to acquire knowledge without sight, among which are orientation and mobility using assistive technology, independent living skills and residual vision, and the reading and writing of Braille [21].



An increasing number of individuals who are totally blind or who have low vision use computers and mobile devices in their daily lives to improve their professional qualifications and integrate more into society. Another study by Ashraf et al. [28] provided a systematic literature review of the application of Information Communication Technology (ICT) with people with VI. They highlight three pressing topics for people with VI: (a) assistive technology, (b) e-accessibility, and (c) virtual interfaces. They then emphasize ICT accessibility issues for people with VI, which include software environments such as websites and programming tools.



Teaching programming to students with VI has been the focus of many studies with various aims. Some of these studies looked at different programming environments such as text-based languages (TBL), Audio Programming Languages (APL), block-based languages (BBLs), and how to enhance the accessibility of these environments [29,30,31,32,33]. Several studies discussed the challenges VI programmers encounter and recommendations on how to overcome such challenges [34,35]. Another common theme in the literature involves evaluating tools and plug-ins to assist VI programmers [36,37].



One early study by Sánchez and Aguayo [38] looked at teaching Audio Programming Language (APL) to learners with VI to assist in developing their problem-solving and algorithmic thinking skills. In this study, students managed to interact with and program APL through audio-based commands, which helped them understand programming concepts and how to apply such concepts to code their own ideas. The study reported that students were satisfied with the experience of interacting with APL and were motivated to continue to use it. The researcher concluded that traditional instructional strategies such as theoretical explanations and traditional programming tasks fail to enhance their understanding of programming concepts. The researcher also argues that learners with VI depend heavily on concrete experience before building abstract thinking. This indicates that their mental model can be adjusted through the sensation of touch and hearing. In one of the studies by Kane and Bigham [31], a four-day computer science education workshop was conducted in which students with VI learned how to program using Ruby. They reported that Ruby and its interactive interpreter offer a sufficient, if not perfect, environment for teaching students with VI to program. Although most participants completed the programming tasks, keeping track of their current program scope seemed challenging, and they occasionally entered code in invalid locations.



In Albusays and Ludi [35], the difficulties programmers with VI usually encounter were identified by surveying 69 programmers. They reported some difficulties with code navigation and inaccessible integrated development environments (IDEs) as well as with screen readers and working in teams. The results also showed that programmers with VI prefer using text editors to write code. However, further investigation is needed to obtain a better understanding of such challenges and how to tackle them.



To further investigate the issue of code navigation among programmers with VI, Albusays and Ludi [34] observed 28 developers with VI using their preferred coding tool while navigating complex codebases. The study reported several navigation challenges. Participants were not satisfied with the accessibility level of most IDEs and tended to compensate by using multiple input methods in order to navigate easily. However, such approaches usually affected their speed and accuracy, thus restraining their efficiency. On the other hand, Potluri et al. [36] proposed a solution to accessibility barriers to help developers with VI who use a graphical user interface (GUI) to improve their programming experience with a plug-in called CodeTalk.



In a study by Milne and Ladner et al. [29], the researchers examined nine programming environments—five web-based and four mobile device-based—and evaluated them using screen readers. They identified five accessibility barriers: accessing the output and programming elements, moving the blocks, and conveying programming structure and type information. To address these problems, they developed Blocks4All, a block-based programming environment that enables programmers with VI to code using tablet devices.



Considering all of the above, we can see that the focus has been on solving niche problems in the paradigm of programming such as developing plug-ins or IDEs to help individuals with VI program or teaching the use of specific programming languages. To the best of our knowledge, there are no studies that report the complete experience of setting up and implementing a full workshop for teaching the basics of programming to individuals with VI, which is the aim of our paper. In the next section, we describe the study materials and methods including participants, setup, course content and activities, and data collection methods.




3. Materials and Methods


The study involved three stages:




	
Prior to the workshop: this stage covered all the processes involved in the preparation of this study, including analyzing needs, defining objectives, assigning team members, preparing course content, screening participants, and setting up the computer lab.



	
During the workshop: a major part of the process was related to the actual implementation of this study, including the assessment of participants, classroom observation, out-of-class observation, and daily reporting.



	
After the workshop: This stage mainly involved evaluating and assessing the results and outcomes of the implemented workshop and collecting and analyzing the data. This stage can be divided into two processes: (1) end-of-workshop evaluation and (2) analysis.








Figure 1 shows a detailed illustration of these processes with the related tools and data.



Our research team held a three-week programming workshop for participants with VI at Kafeef office center, an association of people with VI, located in Riyadh, Saudi Arabia [39]. The workshop was four hours a day, and the participants were engaged in learning how to write programs using the Quorum programming language. To understand how participants with VI experience a typical classroom setting and interactions, we held some preliminary discussions with computer science teachers who teach basic computer skills to students with VI (mainly Microsoft Office and Windows). We conducted the workshop after school hours (4:00 p.m.–8:00 p.m.) at Kafeef’s computer lab facility. The rationale for choosing to conduct the study at Kafeef and after school hours involves four reasons: First, Kafeef’s computer lab is equipped with all the special programs and devices required by students with VI—i.e., screen readers, headsets, and Braille Sense devices (see Section 3.2). Second, Kafeef provided participants with transportation, an important factor encouraging their enrolment. Third, the participants were familiar with Kafeef, since it had hosted several events and workshops in the past and they were accustomed to moving around easily and comfortably. Finally, most participants were only able to attend the workshop in the evening, due to their work or study commitments.



3.1. Participants


A registration form was distributed electronically through social media channels to recruit participants interested in learning programming. Due to cultural restrictions, only female participants could be accepted in the workshop. Seven female participants with VI with an average age of 27 years enrolled in the workshop. The registration form also involved a section asking the participants to self-evaluate their IT skills and English language ability. Based on their self-evaluations, the participants were selected according to the following criteria.



	
Some experience in using computers, or, at least, in using Microsoft Office and Windows to ensure the satisfaction of the minimum accepted level of computer skills.



	
Some experience in using an English keyboard, since Quorum is an English-based programming language.



	
Ability to read and write using Braille, as the course material is provided in digital form and printed as hard copy in Braille.






Table 1 summarizes the demographic information and selection criteria of all the participants. After selecting the participants, they were informed that the workshop data would be used for research purposes only and were assured that the privacy and personal identity information of all the participants would be protected.




3.2. Setup


Prior to the workshop, preliminary discussions were held with a computer science instructor who had been teaching basic computer skills to students with VI for more than 15 years. The instructor holds a bachelor’s degree in computer science and has worked as a computer instructor at Special Needs Center at King Saud University (KSU) for more than 10 years; she also provides training on basic computer skills outside KSU for VI students. She met with the research team several times prior to the workshop to discuss the course delivery requirements and help to prepare the lab. The following computer lab resources and learning materials were provided:




	
A total of seven computers to create a 1:1 participant-to-computer ratio. All the computers were provided by Kafeef in their computer lab facility.



	
Each computer was equipped with a headset to allow the participants to use screen readers without disturbing their colleagues.



	
All the computers had internet access to help the participants access their emails and learning resources.



	
Seven Braille Sense devices were provided; Braille Sense is a handy note taker that helps participants read documents during class. In our case, all the Braille Sense devices were owned by the participants. Extra devices were provided by Kafeef when needed.



	
Each participant was provided with a digital copy of the course material, in addition to a Braille-printed hard copy.



	
Quorum 6.0.9 was installed on participants’ PCs with a Sodbeans development environment, a programming language specially developed for programmers with VI. Quorum was selected since it is free and has built-in accessibility features—i.e., self-voicing support, magnification, and various sound settings (e.g., voices, beeping on errors, voice debugging).








In this workshop, the researchers assumed the role of mentor if needed, but mainly played the role of observer, taking notes and recording classroom interactions and dynamics. Figure 2 is a photo of one of the computers provided for each student. During the workshop, the instructor adopted inquiry-based and hands-on teaching approaches. Such instructional approaches focus on the role of the student in the learning process. The students were encouraged to be active participants, asking questions and sharing ideas and solutions. The role of the co-instructor was to help in resolving technical issues, guide participants when needed, and help the instructor during the course.




3.3. Course Content


The first session of the first day of week 1 was orientation, and the participants were asked to fill out the pre-questionnaire. For the remainder of the week, the instructor introduced the participants to the basics of programming, including problem-solving, algorithms, and the use of the Quorum IDE. In week 2, the first two days were dedicated to the completion of part 1 of the concept of types and variables, while the rest of the week covered the control statements—IF—and conditions. In week 3, the instructor covered part 2 of control structures, including looping and the different forms of the Repeat statement, while the rest of the week covered intensive practical exercises and the final project. A detailed description of the workshop’s content is shown in Table 2.




3.4. Classroom Activities


During the three weeks sessions, a variety of instructional strategies were used to deliver the content. The inquiry-based and hands-on teaching approaches employed aimed at encouraging the students to be active participants, asking questions and sharing their ideas and suggestions. To simplify the programming constructs, the workshop provided several multi-modal activities specifically designed to accommodate the mental model of students with VI to offer learners actual, concrete, and hands-on experience to simplify and facilitate their learning process. As discussed previously, traditional teaching approaches, such as theoretical explanations and traditional programming tasks, are inadequate to promote VI learners’ understanding of programming concepts, as they depend greatly on concrete experience before building abstract thinking. This indicates that their mental model can be adjusted through various senses—i.e., touch, hearing, smell, and even taste—which were implemented in the classroom activities (see Figure 2).



Table 3 lists examples of some of the activities used during the workshop. One of the examples involves explaining logical operators using the sense of taste. The instructor provided each student with two small cups—one with sugar, representing true, and the other with salt, representing false. Students had to taste each cub and mix the flavors to identify and “sense” the differences when using the Boolean operators, And, Or, and Not.



The instructor used practical programming sessions to check the participants’ understanding of the learned concepts and determine how they employed them in their coding. Following these discussions, it was easier for the instructor to identify and address the difficulties faced by the participants. During the programming exercises, the instructor starts by explaining and/or reviewing a certain construct—e.g., mathematical operators or the control structure, and then she presents a programming problem asking students to suggest possible solutions. The participants’ proposed solutions are discussed individually or in groups. Finally, the students begin to code (individually or in pairs), run their codes, and check for errors, while the instructor walks around to provide assistance when needed.



In another activity, a simplified tactile version of the Integrated Development Environment (IDE) main interface was designed and printed. The participants used it to learn the layout, items, and sections of the IDE editor screen (see Figure 3).



After the course content had been covered, the participants spent the final week of the workshop planning, developing, and testing their projects. The project topics were proposed by the participants themselves based on their own interests. The instructor encouraged team members to collaborate and discuss their projects’ coding and findings. More details on the final project are presented next.




3.5. Beyond the Workshop: Project Fair


The workshop encouraged problem-based collaborative learning, whereby participants worked in pairs and proposed a programming project, wrote an algorithm for the solution, and implemented and tested their programming code. The students were given the chance to freely choose their partners. P1 worked with P2, P4 worked with P5, and P6 worked with P7. Since we had 7 students, one participant (P3) preferred to work individually instead of working in a group of 3.



On the final day, the workshop concluded with a project fair, where each group presented and discussed their project ideas and demonstrated their final work. The projects were evaluated using the evaluation rubric shown in Appendix B. The researchers asked each team questions after the presentation to better understand the rationale behind each project and to evaluate the teamwork and attained programming skills. The best project award was announced at the end of the fair.




3.6. Data Collection Methods


To answer the research questions, several data collection methods were used. A pre-questionnaire was administered at the beginning to collect data on the participants’ backgrounds and interest in learning programming and to evaluate their understanding of some programming concepts such as variables, mathematical operations, Conditional Statements, and Loops. In addition, the pre-questionnaire involved three questions to test the participants’ logical thinking abilities. A translated copy of the questionnaire and model answer to the logical questions are shown in Appendix A. A post-questionnaire was administered at the end of the workshop to detect any changes in the participants’ interest in learning programming and their logical thinking after attending the workshop. The instructor was asked to record her reflections and observations on the participants’ progress, main challenges, and actions taken to resolve any difficulties or obstacles faced in or out of class. Classroom observation notes were taken during each session. One researcher attended each session as an observer. The observer focused on instructor-participant and participant-participant interaction and classroom dynamics, mainly covering three broad domains of instructor-participant interaction that support participants’ learning and development: emotional support, classroom organization, and instructional support. In addition, the participants were encouraged to share their views, challenges, and achievements through a WhatsApp group created especially for the workshop, or through their Twitter accounts, by posting under the workshop’s hashtag. Their posts were recorded daily. Finally, an end-of-workshop questionnaire was administered to assess the quality of the workshop and examine the participants’ views on their overall experience.





4. Data Analysis and Results


The pre- and post-questionnaires which involved data on the participants’ interest in learning programming and their understanding of some programming concepts were analyzed as presented in Table 4. The table shows the changes in the students’ understanding of basic programming concepts.



The students’ responded positively when asked about their understanding of the programming concepts in the post-questionnaire compared to their initial responses in the pre-questionnaire (see Figure 4).



In addition, the pre- and post-questionnaires evaluated the participants’ perceptions of learning programming before and after attending the workshop. The data were analyzed and presented in Table 5.



The pre- and post-questionnaires involved two logical thinking questions (see Appendix A). The participants’ scores on the logical thinking questions are presented in Table 6. The table shows the means and standard deviation (SD).



The analysis of students’ mean scores and standard deviation shown in Figure 5 indicates that students performed better in the post-questionnaire, which can be attributed to the fact that students in the post-questionnaire gained more understanding of the programming concepts necessary to solve the logical questions.



As stated earlier, evaluating the participants’ performance was also done through recording and analyzing their coding and identifying their errors, as shown in Table 7.



In addition, the end-of-workshop questionnaire data were analyzed to evaluate the participants’ overall satisfaction with the workshop components—i.e., the workshop’s objectives, coursework, environment, delivery, evaluation, and outcomes, as shown in Table 8.



The above data were compared and contrasted with the data collected from participants’ responses to the interviews and classroom observations. A thematic analysis was used to identify repeated ideas and patterns of meaning, which then were categorized into major themes and sub-themes related to the students’ performance, perceptions, and challenges. Several challenges were detected through classroom observation notes and students’ interviews. These challenges were categorized into several subthemes: understanding of abstract concepts, code navigation, technical issues, and educational background. A detailed discussion of these findings is presented in the following section.




5. Discussion


From the lens of these research questions, several themes were identified from the data analysis: teaching strategies, participants’ achievements, participants’ perceptions, and challenges.



5.1. Teaching Strategies


The workshop incorporated a variety of instructional strategies to introduce the basics of programming to students with VI and simplify programming constructs. Several multimodal activities specifically designed to accommodate the mental models of students with VI were provided to offer learners concrete, hands-on experience to simplify and facilitate their learning process (Table 3). As previously stated, conventional teaching and learning strategies, such as theoretical lecturing and traditional programming tasks, are insufficient for enhancing VI learners’ understanding of programming concepts. Learners with VI depend heavily on tactual experiences before they can build abstract thinking skills. Moreover, their mental models can be modified through various senses such as touch, smell, hearing, and even taste. Such teaching strategies proved to be effective, in our study, since they had a positive impact on students’ achievements and perceptions, as discussed next.




5.2. Participants’ Achievements


The data analysis revealed some interesting aspects related to student achievements. First, the pre- and post-questionnaires showed an improvement in their understanding of programming concepts (see Table 4 and Figure 4). The pre- and post-questionnaires aimed at evaluating the participants’ knowledge of basic programming concepts, such as their understanding of variables, the ability to write condition statements, or looping. The chart in Figure 4 shows that almost all the participants had a limited understanding of such concepts before the workshop. However, all the participants responded positively when asked about their knowledge of these concepts after attending the workshop. The participants were also asked explicitly whether they could write a program to solve a specific problem and execute it. In the pre-questionnaire, four of the seven participants reported that they did not have these experiences before the workshop, while in the post-questionnaire, all the participants reported that they had the ability to write a program and execute it, indicating an improvement in their skills as novice programmers.



Analyzing the students’ scores on the logical thinking questions showed an overall improvement in their performance, as shown in Figure 5. Looking closer at the students’ scores shown in Table 5 reveals that P7 scored better on all three questions. The scores of the other participants varied, as some of them scored higher in some questions or retained their original score (P1, P2, P4, P5, P6), while no change was detected in P3’s scores. On the other hand, two students scored lower in one question—i.e., P5 in Q1-B and P4 in Q2—which can be attributed to the short duration of the workshop (3 weeks) and/or to the participants’ educational background, which will be discussed later under the challenges section.



To evaluate the validity of these findings, the data from the pre-and post-questionnaires were compared against the data gathered from classroom observations and participants’ performance reports. For each task, the participants’ performance reports were used to record their coding errors and their task completion rates. The data showed that five out of seven participants managed to successfully complete all the required programming tasks, either autonomously or with minor help from their instructor. P1, P3, and P5 were among the top participants in almost all sessions; they managed to complete all the tasks independently in a relatively short time, with minimal coding errors (see Table 7). P2 and P4 took a relatively longer time to complete the tasks, asking for assistance from the instructor and the assistant occasionally. However, the performance of P6 and P7 was relatively lower than their peers. Although they managed to complete all the tasks, they seemed to take a longer time to finish, compared to the rest of the class, and referred more often to their instructor or the assistant to ask for help to solve a coding error or to explain the task further. Looking at the participants’ background information in Table 1, variations in their abilities can be linked to their ages and educational background. The participants who performed very well (P1, P3, and P5) were the youngest (age 20, 19, and 25 years) and were still pursuing their studies, which may have had a positive impact on their performance. The participants’ English language abilities seemed to influence their performance to some extent. While basic English language skills were not a prerequisite for acceptance in the workshop, it was preferred that the participants had some English language knowledge to be able to understand and type the Quorum commands. During the workshop, a few participants struggled to cope with typing and memorizing commands in English. In the pre-questionnaire, the participants were asked to rate their English language ability. While the top three participants rated their English as Excellent and Very good, P6 and P7 rated their ability as Poor and Good, respectively.



A careful look at the analysis of coding errors (Table 7) confirms the above-mentioned findings. P1 made the fewest mistakes in the group, and her mistakes involved opening parentheses and not closing them or typing a variable between quotation marks. P6 had the highest number of coding mistakes, which mainly involved syntax errors. P4 has the second most coding mistakes, which also linked to navigation and syntax. It was interesting to see how the analysis revealed that programming errors in this group of novice programmers with VI did not differ much from errors typically made by sighted programmers and revolved mainly around incompatible types and syntax errors [40]. Some researchers suggest that providing participants with a list of common mistakes and detailed examples of how to avoid them is an effective strategy for raising their awareness of such errors and helping to minimize them.



The participants’ performance was also evaluated based on their final projects. The students managed to develop impressive projects reflecting their unique personalities and interests, despite the time limit. The projects’ evaluation showed that all the students were able to find an idea appropriate to what they had learned in the workshop. They were able to implement and test their programs successfully and managed to provide suggestions for future improvement.



In summary, the workshop had an overall positive impact on the participants’ programming skills that could be detected through their performance records, pre-/post-questionnaires, and final projects. Such improvement was also reported by the participants themselves through their positive responses to the end-of-workshop questionnaire, during interviews, and in classroom observation, as discussed in the following section.




5.3. Participants’ Perceptions


From the very beginning, the participants were highly interested in learning programming. Their responses to the pre-questionnaire showed they all agreed on the importance of learning programming and that it could promote their self-confidence and careers (Table 5). Their positive views were also expressed in the post-questionnaire, as all the participants were eager to learn more about programming. During the three-week workshop, the participants sustained their interest despite the challenges and frustrations. Their interest in learning programming was evident in their attendance rates and participation level. Over the three weeks, only two absences were recorded, which indicates an 87% attendance rate. All the required tasks (in-class and homework) were completed and submitted. During the sessions, all the students were observed to be interested and engaged in the lessons and activities. They appeared comfortable seeking support from their instructor; her assistant; and, on many occasions, their peers.



The use of a variety of modalities, including auditory, sensory, and mobile modalities, effectively expanded students’ involvement and promoted their participation and interaction during class time. They were observed on many occasions to be sharing and discussing their ideas with the instructor and with their peers.



It was interesting to note how their interaction extended far beyond the classroom. Before the workshop, the researchers created a WhatsApp group aimed at facilitating out-of-class communication and information sharing among the participants. The students actively exchanged their posts either through text or audio. Their posts involved discussing their views and ideas, asking for support from their peers and the instructor, or simply expressing their feelings. They were also encouraged to share their opinions through their Twitter accounts. The students’ posts on both platforms truly reflected their positive perceptions regarding the workshop and how it contributed to the development of their programming skills and boosted their confidence.



The end-of-workshop questionnaire showed high satisfaction rates in general regarding the workshop components—i.e., its objectives, coursework, environment, delivery, evaluation, and outcomes (See Table 8). All the participants strongly agreed that the workshop contributed to their overall development. A total of 86% of them strongly agreed that they were happy and satisfied with the workshop and that they could apply the knowledge they had gained. They also reported an interest in joining an advanced programming workshop in the future.



The end-of-workshop questionnaire also included an open-ended question to allow the participants to comment on the most important aspects of the workshop. They reported:


“The delivery of information in a concrete and tactile way and linking it to real life; I loved the activities!”






“Learning algorithms and how computers think in a logical and organized way”






“Learning through different strategies”






“The enriching activities provided to us, the kind spirits, the group of beautiful trainees, the novelty of the topic, and my anxiety about it—and then overcoming all of that; that’s an advantage! Even my concerns and clumsiness ended in victory; I see that as an advantage!”






“The advantages are enormous, but the most important ones are: I was amazed by the new information, the way we learned, the great variety of activities, and by how much they accommodated our needs. Through this workshop, you managed to reactivate my brain mathematically and logically—I owe you for that!”







The students’ positive perceptions were consistent with other studies, such as Kane and Bigham [31], Seraj et al. [33], and Sánchez and Aguayo [38], which reported that VI students show high levels of motivation and enjoyment in learning programming. However, despite the participants’ positive attitudes toward this experience, there were some challenges involved as discussed next.




5.4. Challenges


Even with the positive impact of this workshop on the participants’ performance and their perceptions, a data analysis revealed that there were some challenges involved. These challenges were categorized into the following subthemes: the understanding of abstract concepts, code navigation, technical issues, and educational background.



5.4.1. Understanding of Abstract Concepts


One of the main challenges faced by the participants was their struggle to understand abstract concepts owing to the lack of visual input. In some instances, they seemed overwhelmed when they were first introduced to programming concepts such as types and variables, control structures, conditions, and loops. They expressed frustration explicitly during class time or when discussing homework: “Oh, it’s difficult!”; “It’s impossible to understand!” However, multi-modal activities were specifically designed for this workshop to take into account learners’ mental models and provide them with tactual, concrete, and hands-on experience to simplify and facilitate the learning of such constructs. Thus, there seemed to be a gradual decline in their struggle as they worked on such tasks.



It was interesting to observe how simple hands-on or role-play activities reduced students’ anxiety and provided them with a better understanding of what had seemed to be an abstract and complex concept while creating a fun and engaging atmosphere. Such an instructional approach allowed the students to quickly enhance their understanding of many of the abstract concepts related to programming and to focus on coding and testing their programs.



Another effective pedagogical approach that seemed to minimize this problem was collaborative work, sometimes referred to as pair programming [41,42]. Although some tasks involved students working individually, the participants were also encouraged to work in pairs, particularly after introducing a challenging concept. They appeared to be more enthusiastic when working together and were observed discussing and explaining to one another; the pattern of interaction involved one student holding the Braille activity sheet and reading the instructions aloud, while the other worked on the PC with the headset on. Their interaction pattern also involved the discussion and negotiation of possible solutions. Asking for the instructor’s help appeared to lessen when the participants worked in pairs, as they seemed to rely on each other to overcome any challenges. Working in pairs appeared to increase the task completion rate and promote their success as a group. The participants seemed to produce higher-quality programs with a minimum of coding errors, as reported by their instructor.




5.4.2. Code Navigation


One of the main challenges faced by the students was navigation. Due to the lack of structure conveyed by screen readers, as they read code sequentially, students faced some coding difficulty, which was confirmed through observation and a coding error analysis (Table 7). It seems that the participants occasionally had difficulty keeping track of their current position and entered code in invalid locations. This is a common challenge among programmers with VI reported in the literature [16,19,31,43]. Some students expressed frustration when faced with such a problem and were observed deleting the entire code on many occasions and starting over again as a coping strategy, which was slowing them down. Some researchers [31] recommend encouraging students to add comments to facilitate navigation, since they can indicate the start and end of a coding block. Some researchers [16,44] have pointed out that providing code samples in Braille would enhance learners’ understanding of the overall structure of the code.




5.4.3. Technical Issues


Although the programming environment selected for this workshop was fully accessible and easy to navigate using a screen reader, some participants encountered few challenges. When installed on older versions of Windows, some screen readers might crash or fail to pronounce Arabic script. This clearly caused some frustration and task delays detected through classroom observation and reported by the students. As a coping strategy, the students facing this problem avoided using Arabic script in their programming code. To address the problem, all the devices should have the appropriate operating system to minimize any incompatibility issues with screen readers.



Another technical issue could be linked to language incompatibility, which was reported in other studies [41,42]. Many coding exercises in this workshop involved Arabic script—e.g., prompting a user to input value or displaying output messages. When switching between languages while coding, students could lose track of which language was set, opening parentheses in English and closing them in Arabic, for example. They could also mistake text direction or complete an English command in Arabic characters, which inevitably caused run-time errors. When they encountered such problems, students usually asked for the instructor’s help to switch the language back to English. This issue can be easily addressed by allowing screen readers to prompt the user when switching between languages while typing.




5.4.4. Educational Background


As previously discussed, a few students progressed relatively slower than the rest of the group and, in the error analysis, most of their errors could be linked to their low English language ability (Table 1). Many researchers have argued that, since programming languages are English-based, students’ lack of language skills may hinder their learning [42,43,44]. According to Noshin and Ahmed [45] (2018, p. 192), almost all popular programming languages are English language-based. This is deemed an obstacle for non-native English speakers. On the one hand, there is difficulty understanding different programming languages’ syntax; on the other, there is the added pressure of understanding English vocabulary.



Another difficulty faced by many participants was their high school preparation. During interviews, the participants’ reported that their general education took place at Al-Noor Institute in Riyadh, a special school for educating people with poor vision, blindness, or visual impairments, supported by the Ministry of Education, from the elementary level through middle school and ending in high school. The elementary and middle school curricula focus on teaching humanities courses such as social sciences, Arabic, and basic math and science [46]. However, the high school curriculum is limited to humanities courses, with no exposure to science and math. This could explain why the students struggled with basic mathematical concepts such as how to calculate an average, convert a unit, or calculate an area. There is a strong need to integrate VI students into regular schools in order to achieve inclusive and equitable opportunities for all. According to UNESCO [46], inclusive education means “putting the right to education into action by reaching out to all learners, respecting their diverse needs, abilities, characteristics and eliminating all forms of discrimination in the learning environment”. Consequently, this will promote the achievement of the Sustainable Development Goals (SDGs).



After discussing the study results, it is crucial to acknowledge some limitations that should be addressed in future work. Due to the limited sample size, only a qualitative analysis was conducted. A mixed methods research design with a larger sample size could be adopted to enhance the results of this study. Furthermore, only female participants were involved in this study owing to cultural restrictions. The gender factor may have an impact on the study results, and it is recommended to include male participants in future work. Another limitation is the odd number of participants, which sometimes hindered working in pairs, especially during the final project. Finally, the workshop’s short duration (only three weeks) may have influenced the students’ training, since they could not practice at home and were not able to extend their practice in class.






6. Conclusions


This paper reports the planning and conducting of a three-week workshop to teach the basics of programming to adults with VI. The aim was to “ensure inclusive and equitable quality education and promoting lifelong learning opportunities for all”, signifying the fourth Sustainable Development Goal (SDG4). The study explored strategies that can be adapted to introduce the basics of programming to adults with VI and how these strategies impact participants’ programming achievements and perceptions. Data were collected using several methods: questionnaires, interviews, classroom observations, performance records, and daily reports. The workshop incorporated multimodal teaching strategies to simplify the understanding of main programming concepts taught in an introductory programming course. The strategies involved problem-based, role-play, pair work, and project-based activities. Such teaching strategies proved to have a positive impact on the participants’ achievements and attitudes. The improvement in the participants’ programming skills was detected based on their performance records and final project evaluations. Such improvement was also reported by the participants themselves in their positive responses to the post-questionnaire, during interviews, and in classroom observation. As for their attitudes, the participants demonstrated high levels of interest in learning programming and positive attitudes towards the experience. However, their experience involved some challenges, such as understanding abstract concepts, code navigation, and some technical issues.



Future work involves conducting a large-scale study and including both genders to examine how our findings apply to a different group. Our future work also involves evaluating and comparing other programming environments and their accessibility and suitability to VI. Furthermore, we plan to conduct intermediate and advanced programming workshops to encourage novice programmers with (VI) and to help bridge the digital divide in our society, making sure that “no one is left behind”.
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Figure 1. Detailed illustration of the study design and formulation process. 
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Figure 2. Examples of in-class multi-modality activities; (a), (b) and (c) pictures of a problem-solving and algorithms activity (Prepare a dish); (d) a picture of a condition statement activity (Condition cups); (e) a picture of a problem-solving and algorithms activity (Giving directions); (f) a picture of a problem-solving and algorithms activity (Sorting numbers). 
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Figure 3. Tactile screen layout for the IDE editor screen. 






Figure 3. Tactile screen layout for the IDE editor screen.



[image: Sustainability 12 05320 g003]







[image: Sustainability 12 05320 g004 550] 





Figure 4. Change in the participants’ understanding of the programming concepts in the pre- and post-questionnaires. The maximum value on the vertical axis of Figure 4 is adjusted to 100%. 
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Figure 5. (a) Students’ mean scores on the logical questions in the pre- and post-questionnaires. (b) standard deviation of students’ scores on the logical questions in the pre- and post-questionnaires. 
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Table 1. Demographic information and selection criteria of all the participants based on their self-evaluation.






Table 1. Demographic information and selection criteria of all the participants based on their self-evaluation.





	Participant Info
	Age
	Blindness Type
	Education
	English Level
	Braille Reading/Writing
	Own a Braille Sense
	Computer Skills
	Programming Background





	P1
	20
	Totally blind
	College
	Excellent
	Excellent
	Yes
	Excellent
	Basic



	P2
	29
	Partially blind
	BA
	Good
	None
	No
	Excellent
	None



	P3
	19
	Partially blind
	Diploma
	Very good
	Excellent
	Yes
	Excellent
	Basic



	P4
	28
	Totally blind
	College
	Very good
	Excellent
	No
	Excellent
	None



	P5
	25
	Totally blind
	College
	Excellent
	Excellent
	Yes
	Excellent
	None



	P6
	36
	Partially blind
	BA
	Poor
	Excellent
	Yes
	Good
	None



	P7
	32
	Partially blind
	BA
	Good
	Excellent
	Yes
	Excellent
	None







BA: Bachelor graduate.
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Table 2. Detailed course content.
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Workshop Weeks




	
Week 1

	
Week 2

	
Week 3






	
1. Introduction to programming:

	
1. Types and variables II

	
1. Control structures II




	
 1.1 What is programming?

	
 1.1 Mathematical operators

	
 1.1 Introduction to repeat statement types




	
 1.2 Problem solving and algorithms

	
 1.2 Logical operators

	
 1.2 Repeat times




	
 1.3 Getting started with IDE

	
 1.3 Output and user input

	
 1.3 Repeat while




	
 1.4 Quiz

	
 1.4 Quiz

	
 1.4 Repeat until




	
2. Types and variables I

	
2. Control structures I

	
 1.5 Quiz




	
 2.1 Introduction to types and variables

	
 3.1 Conditional IF statement

	
2. Programming exercises




	
 2.2 Typecasting

	
 3.2 Conditionals

	
3. Final project
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Table 3. List of class activities.
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	Topic/Concept Learned
	Sample Activity
	Short Description
	Teaching Strategy





	What is programming?
	Video + group discussion
	Students discussed their views on programming
	Brainstorming, activating schema



	Problem-solving and algorithms
	Preparing a dish
	Students were provided with ingredients and asked to prepare a dish. Figure 3a–c
	Problem-based learning, learning through play, collaborative learning



	
	Giving directions
	One student gave directions while the others traced on a map. The winner was the one who arrived first. Figure 3e.
	Problem-based learning, learning through play



	
	Sorting numbers
	Students were required to sort numbers on a magnetic board. Figure 3f.
	Problem-based learning, learning through play



	
	Calculate the ideal weight
	Students were asked to write an algorithm to calculate the ideal weight.
	Problem-based learning



	Getting started with IDE
	Printed tactile IDE screenshot
	A simplified tactile version of the IDE main interface was designed and printed. Participants used it to learn the layout, items, and sections of the IDE editor screen. Figure 4
	Conceptual mind maps



	Introduction to types and variables
	Tracing Braille programming code to discover errors in variables’ names
	Students were given coded programs printed in Braille with which to trace and detect errors.
	Problem-based learning



	
	Using different variables
	Students were required individually and in pairs to write simple code using different variables and types.
	Problem-based learning



	Typecasting
	Tracing Braille programming code
	Students were given coded programs printed in Braille with which to trace and detect errors.
	Problem-based learning



	Mathematical operators
	Mathematical exercises to practice order of operations
	Students are required individually and in pairs to code some mathematical exercises to practice order of operations.
	Problem-based learning, collaborative learning



	Logical operators
	“Sugar and salt”
	The instructor provided each student with two cups, one with sugar, representing true, and the other with salt, representing false. Students had to taste each box and mix the flavors to recognize and “sense” the differences when using the Boolean operators, And, Or, and Not.
	Learning through play, collaborative learning



	Output and user input
	Input-Processing-Output chart
	Students used a printed tactile aid to learn the concepts.
	Conceptual mind maps



	Control structures (IF statement)
	Acting out a scene

Role-play game
	Two students acted out a scene, while the others decided where the input, processing, and output was.

Students gathered, facing the instructor, as she instructed them to do something if a condition applied—e.g., if you have long hair, clap. If you are wearing black, knock on the table, etc.
	Role-playing, collaborative learning

Learning through play



	
	Condition cups
	Students were provided with two cups, representing True and False and several cards with Braille numbers. In pairs, they had to classify each card according to a certain condition being either true or false. Figure 3d.
	Learning through play, collaborative learning



	Control structures (loops)
	Coding
	Write a program to calculate a student’s grade, based on her score.
	Problem-solving



	
	Role-play game
	All students line up except one. The first student gives her a card. The rest of the students were tied with ribbon. The goal was to learn by checking how many cards she has: If less than 10, she gets through the ribbon; if it is more than 10, she will stay out of the line and will go directly to being the last girl standing outside of the ribbon.
	Role-playing, learning through imagination



	Project fair
	
	Students are required to come up with an idea for a certain program and must include all the programming concepts presented during the workshop—i.e., variables, conditions loops, etc. After implementing their projects, students presented their work to an evaluation committee at the project fair. The students’ projects were evaluated based on an evaluation rubric.
	Problem-based learning, collaborative learning, learning through brainstorming.
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Table 4. Differences in the participants’ understanding of programming concepts in the pre- and post-questionnaires.
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Q1

I Understand the Variables.

	
Q2

I Understand Mathematical Operations.

	
Q3

I Understand Logical Operations.

	
Q4

I Can Use Conditional Statements.

	
Q5

I Can Use Loop Statements.

	
Q6

I Can Write and Execute a Program.






	

	
Pre-

	
Post-

	
Pre-

	
Post-

	
Pre-

	
Post-

	
Pre-

	
Post-

	
Pre-

	
Post-

	
Pre-

	
Post-




	
Yes

	
3

	
7

	
3

	
6

	
1

	
7

	
2

	
7

	
1

	
6

	
2

	
6




	
TSE

	
2

	
0

	
0

	
1

	
2

	
0

	
1

	
0

	
1

	
1

	
1

	
1




	
No

	
2

	
0

	
4

	
0

	
4

	
0

	
4

	
0

	
4

	
0

	
1

	
0




	
% of positive responses

	
42%

	
100%

	
42%

	
85.7%

	
14%

	
100%

	
28.5%

	
100%

	
14%

	
85.7%

	
28.5%

	
85.7%








TSE: To some extent.
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Table 5. Change in participants’ perceptions of learning programming in the pre- and post-questionnaires.
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Pre-Questionnaires

	
Post-Questionnaires




	

	
Yes

	
TSE

	
No

	
Yes

	
TSE

	
No






	
Learning programming is important for my self-development.

	
100%

	
0

	
0

	
100%

	
0

	
0




	
I would like to learn more about programming.

	
100%

	
0

	
0

	
100%

	
0

	
0




	
Learning programming will enhance my confidence.

	
86%

	
14%

	
0

	
100%

	
0

	
0




	
Learning programming will be fun.

	
100%

	
0

	
0

	
100%

	
0

	
0




	
Learning programming will promote my career.

	
100%

	
0

	
0

	
100%

	
0

	
0




	
I have the required capabilities to learn to program.

	
100%

	
0

	
0

	
100%

	
0

	
0




	
Learning programming will be difficult.

	
0

	
0

	
100%

	
0

	
0

	
100%








TSE: To some extent.
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Table 6. Participants’ scores on logical questions.






Table 6. Participants’ scores on logical questions.





	
Participant

	
Q1-A

	
Q1-B

	
Q2




	

	
Pre-

	
Post-

	
Pre-

	
Post-

	
Pre-

	
Post-






	
P1

	
0.5

	
0.5

	
0

	
0

	
0

	
1




	
P2

	
0

	
0

	
0

	
0

	
0

	
0.25




	
P3

	
1

	
1

	
1

	
1

	
0.5

	
0.5




	
P4

	
0.5

	
0.57

	
1

	
1

	
0.5

	
0.25




	
P5

	
0

	
0.57

	
1

	
0

	
0

	
1




	
P6

	
0

	
0

	
0

	
1

	
0.25

	
0.5




	
P7

	
0

	
0.25

	
0

	
1

	
0

	
0.25




	
Mean

	
0.29

	
0.41

	
0.43

	
0.57

	
0.18

	
0.54




	
SD

	
0.39

	
0.36

	
0.53

	
0.53

	
0.24

	
0.34
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Table 7. Participants’ coding error types.






Table 7. Participants’ coding error types.





	Common Coding Error Types
	P1
	P2
	P3
	P4
	P5
	P6
	P7





	1. Typing a text variable without “ ”
	-
	●
	-
	-
	-
	-
	-



	2. Defining variables and never using them
	-
	-
	●
	●
	-
	-
	●



	3. Typing an integer variable with “ ”
	-
	-
	●
	-
	●
	-
	●



	4. Typing the wrong brackets—e.g., { } instead of ( )
	-
	-
	-
	-
	●
	●
	-



	5. Opening quotations without closing them—e.g., “How old are you?”
	-
	●
	●
	●
	-
	●
	-



	6. Opening brackets without closing them
	-
	-
	●
	●
	-
	●
	●



	7. Forgetting to print the output
	-
	●
	-
	-
	●
	●
	●



	8. Not knowing which variable to output
	-
	-
	-
	-
	-
	●
	●



	9. Forgetting to type the input command and using text
	-
	-
	-
	●
	-
	●
	-



	10. Typing the variable between quotation marks—e.g., text x = “test” output “x”
	●
	●
	-
	-
	-
	-
	●



	11. Typing all commands on one line
	-
	-
	-
	●
	-
	-
	●



	12. Spelling errors when typing variables
	-
	●
	●
	●
	-
	●
	-



	13. Typing symbols incorrectly—e.g., >= instead of <=
	●
	●
	-
	●
	●
	●
	-



	14. Not knowing where to end the condition
	-
	-
	-
	-
	-
	●
	-



	15. Not knowing where to end the loop
	-
	-
	-
	●
	-
	●
	-



	16. Using the same variable name more than once
	-
	-
	-
	-
	-
	●
	-



	The number of error types (out of 16)
	2
	6
	5
	8
	4
	11
	7



	Percentage of error types
	12.5%
	37.5%
	31.25%
	50%
	25%
	68.75%
	43.75%







● means that the participant had a coding error(s) of this type.
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Table 8. End of workshop questionnaire.






Table 8. End of workshop questionnaire.













	Questions
	Strongly Agree
	Agree
	Agree to Some Extent
	Disagree
	Strongly Disagree





	Satisfaction:
	
	
	
	
	



	I’m happy and satisfied with this workshop because I acquired knowledge that contributes to my overall development.
	86%
	14%
	0
	0
	0



	I’m happy and satisfied with this workshop because I acquired skills that contribute to my overall development.
	100%
	0
	0
	0
	0



	The workshop contributed to my overall development.
	100%
	0
	0
	0
	0



	About the workshop:
	
	
	
	
	



	I will encourage my friends to join the workshop in the future.
	86.00%
	14%
	0
	0
	0



	I would like to join an advanced programming workshop if provided.
	86.00%
	0
	14%
	0
	0



	Workshop Outcomes:
	
	
	
	
	



	At the end of the workshop, I found that the objectives and planned outcomes were achieved.
	57%
	43%
	0
	0
	0



	After this workshop, I believe that I have gained the basic knowledge I wanted from it.
	100%
	0
	0
	0
	0



	I can apply the knowledge gained from joining the workshop.
	86%
	14%
	0
	0
	0



	I can formulate solutions to programming problems.
	43%
	43%
	14%
	0
	0



	Learning programming contributed to the development of my analytical skills.
	86%
	14%
	0
	0
	0



	The workshop contributed to the development of my logical thinking skills.
	71%
	29%
	0
	0
	0



	The workshop contributed to the development of my communication skills.
	57%
	29%
	14%
	0
	0



	The workshop contributed to the development of my teamwork skills.
	57%
	29%
	0
	14%
	0



	The workshop contributed to strengthening my confidence in my abilities.
	71
	29%
	0
	0
	0



	I feel that learning and practicing programming is possible for the blind.
	100%
	0
	0
	0
	0











© 2020 by the authors. Licensee MDPI, Basel, Switzerland. This article is an open access article distributed under the terms and conditions of the Creative Commons Attribution (CC BY) license (http://creativecommons.org/licenses/by/4.0/).
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