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Abstract: With the diffusion of mobile devices and Internet hyperconnectivity technology, all daily
living records of individuals are being recorded on mobile devices in real time. However, from the
user’s point of view, the reliability of privacy protection, that is, whether the user’s data on the mobile
device completely disappears when it is deleted, is critical. This is because, for the sustainability of
social growth, it is necessary to control the digitalization and technology that heightens the risks
of the future society. Therefore, this study aims to check the traces of the SQLite database to see if
instant messenger messages deleted by the user can be recovered. When the SQLite database record
is deleted, if the database shrink function or other application-level deletion does not work, it is
possible to recover the deleted record. We chose two iOS-based instant messengers, WhatsApp and
WeChat, and analyzed the SQLite DB file and Table Schema where messages are stored. As a result of
the experiment in this study, it was verified that the area where the deleted message was stored in the
SQLite DB file was overwritten with 0 × 00 or updated with a NULL value, making it impossible to
recover the deleted message. This process operates at the app level, and user data is safely protected.

Keywords: privacy protection reliability; mobile forensic; SQLite database; message deletion event

1. Introduction

With the diffusion of mobile devices and Internet hyperconnectivity technology, all
daily living records of individuals are being recorded on mobile devices in real-time. In
particular, the wider distribution of smartphones, which have become a necessity in modern
times, has enabled individuals to access various online services more easily, and more
user data are being accumulated as smartphone specifications, such as the storage capacity,
processor, and memory, are expanding. Moreover, the hyperconnectivity that allows access
to the Internet from anywhere also provides an environment that enables easy access to
various social network services (SNS) and instant messenger (IM) services, so collecting
and analyzing the related data has significantly contributed to the solving of criminal cases.
Since most smartphone users have access to IM, the IM data is a very important clue that
can prove a suspect’s guilt or innocence in a criminal investigation. For this reason, mobile
forensics, which involves an examination of suspects’ smartphones, has become one of the
essential investigative procedures during criminal investigations.

However, from the user’s point of view, the reliability of privacy protection, that is,
whether the user’s data on the mobile device completely disappeared when it is deleted,
is very important. This is because, for the sustainability of social growth, it is necessary
to control the digitalization and technological innovation that heightens the risks of the
future society. Law enforcement agencies must conduct investigations according to due
process, and control of technology must be carried out within the scope of guaranteeing
individual privacy even during forensic work permitted by law enforcement agencies. In
other words, we need to consider the reliability of protection for personal privacy due to
rapid changes in technology and digitalization. Therefore, this study aims to check the
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traces of the SQLite database to see if instant messenger messages deleted by the user can
be recovered.

Excluding the industry-wide discussion that the closeness of flash memory itself, the
storage device for smartphones, has gradually increased, and code obfuscation to protect
data in software [1], this problem starts from acquiring and analyzing data in Apple’s
iPhone. From the digital forensic perspective, most of the relevant data are in the private
storage area of the app, which is only accessible in a rooted smartphone such as an Android
device [2]. The iOS provided by Apple sets the user-accessible area quite restrictively by
default compared to Android. Data must first be obtained from a smartphone for data
analysis, yet it is virtually impossible to obtain the data unless the lock password is obtained
from the owner. On 2 December 2015, a mass shooting occurred in San Bernardino in eastern
Los Angeles, California [3]. However, the FBI had difficulties with the investigation because
it could not unlock the main suspect’s iPhone 5C [4]. In Korea, there was also a case in
which the iPhone possessed by the main suspect identified by the investigative agency in a
criminal case could not be unlocked, and the relevant evidence could not be collected [5].

Therefore, this study aimed to obtain smartphone data by generating backup data
from a locked iPhone and then verify the possibility of data recovery by checking the traces
of instant messenger messages deleted by the user. In other words, it is intended to verify
whether the user’s privacy is being protected by analyzing the traces of deleted messages
by the user through mobile forensics. Most instant messengers use SQLite for storing
and managing exchanged messages. When the SQLite database record is deleted, if the
database shrink function or other application-level deletion does not work, it is possible to
recover the deleted record. We will choose two popular iOS-based instant messengers to
analyze if deleted messages are recovered.

According to the market share surveyed by Statista, the most popular mobile messen-
ger in the global market is WhatsApp, followed by WeChat [6]. The statistics are based on
an estimation of the number of monthly messenger apps activated by mobile messenger
users, and according to this statistic, WhatsApp has been activated 2 billion times and
WeChat 1.263 billion times (see Figure 1). This study has verified the possibility of recov-
ering deleted data through an experiment targeting the top two most widely used apps
among various global messenger apps.
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This study contributes to digital forensics as follows.

• It presents a method of investigating the structure of the SQLite database, which stores
chat messages in most instant messengers, and the verification of privacy protection
reliability from a digital forensic point of view.
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• Since this study presents a method of creating backup data for the iPhone without
unlocking it, even if the mobile phone is locked, the possibility of leakage of personal
information inside the mobile was technically confirmed.

• Since this study includes experimental results on data traces targeting the two mes-
sengers with the highest usage rates in the global instant messenger market, it is of
practical use in mobile forensics.

This paper is organized as follows. Section 2 introduces reviews of prior related
studies. Section 3 discusses a method of acquiring data by creating a backup in a locked
iPhone and the structure of the SQLite database, and how to detect deleted data. Section 4
configures the experimental environment and a deletion event to check the recoverability
of deleted messages. Section 5, following on from the deletion event presented in Section 3,
deals with the detection of data, observation of the data change in SQLite, and derivation
of the experimental results. Lastly, Section 6 presents the conclusion.

2. Related Works

Until very recently, the greater part of digital forensic analysis of iPhones was largely
based on backup files, because it is very difficult to obtain all data in the physical area
from the iPhone. Unlike open source-based Android, iOS is very limited in terms of the
areas that a user of the leading closed OS platform can access. Since Android users can
access the systems area using the ADB (Android Debug Bridge) protocol, previous studies
mainly focused on acquiring and analyzing the data in the physical area. On the other hand,
studies on iOS mainly focused on extracting the data in the logical area, i.e., the backup file,
and analyzing the related artifacts. Anglano (2014) presented a forensic analysis of artifacts
left on Android mobile devices by WhatsApp Messenger [7]. The study was notable in that
it presented the correlation of various artifacts to infer user behavior and reconstruct the
time sequence of messages exchanged by users. However, there is a limitation in that study
that cannot be used in this study as it was based on Android OS. Han (2016) discussed
the methods of acquiring and analyzing smartphone backup data [8]. It can be considered
a prior study on the data acquisition method proposed in this study, as it suggests the
use of the lockdown key file (Escrow Keybag) in iOS. As discussed above, the file makes
it easy to obtain backup data from a locked iPhone. Shimmi (2020) emphasized that an
iOS device’s backup file was a potential source of main evidential data and explained the
process of changing the SQLite table schema related to the analysis of the iOS backup file
obtained through logical collection technology [9]. The study showed a good result that
can confirm the direction in which Apple changed the configuration information related to
backup files. However, there are some differences from this study as these previous studies
mainly focused on the method of acquiring backup data.

SQLite database has been widely used to store and utilize data in smartphones. It
is used for data storage and management and input/output in embedded systems such
as smartphones because it is light in operation and has a high input/output speed and
a simple platform configuration file for running the database. Existing studies related to
SQLite have mainly focused on the forensic recovery of deleted data. Joen (2011) proposed
a technique for recovering deleted records remaining in an unallocated area of an SQLite
database [10]. The study suggested a method of recovering deleted SQLite records, but the
corresponding area was not overwritten. Part of the study will be discussed on the SQLite
record structure below. Jung (2018) studied the possibility of recovering deleted messages
through SQLite Journal analysis in messenger applications [11]. As SQLite manages the
journal file separately to manage input/output efficiently, the study proposes a method of
restoring messenger conversation by analyzing the deleted data fragments recorded in the
journal file. However, since most studies have targeted the SQLite journal in Android OS,
there is a difference in the subject of analysis of this study.
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3. Background
3.1. Acquisition Method of Locked iPhone

It is necessary to check Unique Device ID.plist to acquire logical data from a locked
iPhone. Additionally, called the escrow Keybag file, it is generated when connecting an
iPhone to a PC on which iTunes is installed and uses the plist format [12,13]. It configures
encrypted information related to authentication and creates UDID.plist, of which UDID
denotes the iPhone’s unique device ID, to prove that it is a computer that has established
trust with the iPhone, and saves it in %SystemDrive%\ProgramData\Apple\LockDown\ of
the PC (based on Windows OS) [14] (see Figure 2).
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Therefore, it is necessary to investigate intensively the computer that has been con-
nected to the analyzed iPhone processed as Trust This Computer to generate the locked
iPhone’s backup file using iTunes, by collecting the UDID.plist file [15]. If it is not feasible
to obtain the password from the user who used the iPhone (e.g., the user is dead or does
not disclose it on purpose), it will be necessary to collect the UDID.plist file stored in the
desktop or notebook PC. This is because securing the UDID.plist file is a way to get a
bypass connection without the trust process. After copying the collected UDID.plist file to
a forensic workstation and connecting the PC, it can create a backup file from the locked
iPhone without an additional authentication process (see Figure 3). In other words, the
iPhone and the forensic workstation are recognized as mutually trusted devices, and iTunes
can create a backup file for the connected iPhone.

In this study, an experiment is conducted on the obtained backup file. It detects the
tables and columns of the SQLite database, where the messages are stored, from the backup
file collected under the constrained environment of the locked iPhone and checks the
possibility of recovering the deleted messages through an experiment.

3.2. SQLite Logical Structure

The SQLite DB file is composed of contiguous pages. The pages are largely composed
of a header page and a b-tree page, of which the latter is further composed of an internal
b-tree page and a leaf b-tree page. Furthermore, a leaf b-tree page is composed of a leaf
index b-tree page and a leaf table b-tree page. The database records are stored in the leaf
table b-tree pages. The types of pages will be explained again later in the paper.
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Figure 3. iTunes recognizes locked iPhone using UDID.plist from the user’s PC (see the activated
button in red box).

The SQLite header page is the start of the DB file [16] and typically begins with a
header string that starts with “SQLite format”. After that, it specifies the page size using
2 bytes. Various setting values and status information for running the SQLite DB file are
managed using headers.

B-tree pages are created with the page size specified in the SQLite’s database file
header. Pages are composed of a page header, cell offset, free space, and cell data in that
order (see Figure 4). The page header consists of information such as the page type, free-
block information on the page, the number of cells on the page, and the cell offset [17] (see
Table 1).
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The cell offset stores the offset information, which indicates where the cell data in
the page starts in a 2-byte array and is stored downward sequentially from the position
after the page header. The cell data are stored upward sequentially from the end of the
page. The page header contains the page type, which is important information for data
detection in SQLite files. There are four types of pages, and the page where the cell data
is stored starts with the 0 × 0D value. The page header also contains a value for quickly
detecting the first data on the page and the offset value that indicates where the actual data
start on the page. Such information is used to quickly detect the last data position for data
input/output. Figure 5 below shows an example of analyzing the hexadecimal value of the
page containing the actual cell data. It shows that the cell offset array is positioned after the
header, which is composed of 8 or 12 bytes.
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Table 1. Description of page header 17.

Offset Size Description

0 1

A flag indicating the b-tree page type
0 × 02: interior index B-tree page (Internal)
0 × 05: interior table B-tree page (Internal)
0 × 0A: leaf index B-tree page (Leaf)
0 × 0D: leaf table B-tree page (Leaf)
Any other value for the b-tree page type is an error.

1 2 Byte offset into the page of the first freeblock

3 2 Number of cells on this page

5 2
Offset to the first byte of the cell content area. A zero value is
used to represent an offset of 65,536, which occurs on an empty
root page when using a 65,536-byte page size.

7 1 Number of fragmented free bytes within the cell content area

8 4 The right-most pointer (interior b-tree pages only)
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3.3. Cell Structure

An SQLite cell is divided into the header and data areas. The header area consists of a
payload, which is the size of the cell, and a Row ID, which is a unique cell number. The
data area is divided into a cell data header and cell data. The cell data header contains the
size information of the column data in an array type and is followed by the actual data (see
Figure 6).
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The data in each cell column can be carved by carving the actual data by as much as
the data size of each column stored in the cell data header (see Figure 7).
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3.4. Existing Method Detection and Recovery of Deleted Cell

Jeon et al. (2011) explained that it is necessary to check the page header first to detect
deleted data because the first freeblock information is stored in 2 bytes from the header
byte offset 0 × 01 in the page header [10]. If the offset information is stored, it means that
the deleted cell is present on the page [18]. Another way to detect deleted data is to perform
a keyword search in the database file. It directly searches and checks whether the data
to be found exists in the database file. If the keyword search result is found on the data
page (0 × D), the data can be recovered through additional detailed investigation and data
carving. Figure 8 shows the header of the page containing the deleted cell. It shows that
two cells have been deleted, and the pointer information of the first cell on the page is
stored in the page header.
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For example, 2 bytes from page offset 0 × C01 in Figure 8a are first freeblocks and
empty (0 × 0000). However, as shown in Figure 8b, when a record (cell) on the page is
deleted, the SQLite engine stores the page offset value where the deleted record starts in
the first freeblock. In this way we can analyze whether there is any deleted data on that
page and where the deleted data is.

After analyzing the start offset of the deleted cell using the page header, the next step
is to analyze the cell. According to the cell structure discussed in Section 3.2, the size of
each column can be calculated and carved sequentially (see Figure 8). However, in this
study, we adopted Keyword Search for detecting deleted cells instead of existed method.
Although Keyword Search takes a long time, it is the most sophisticated way to find the data
you want to find with the raw level.
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3.5. Summary

In Section 3, we discussed how easy it is to get backup data from a locked iPhone.
Without app-level software data protection, unencrypted data could easily be leaked,
leading to privacy breaches. We also discussed the basic structure of SQLite and how to
recover deleted cells. As discussed above, it was found that generally deleted data remains
as it is unless it is completely deleted. Additionally, after finding the data page (It starts
with 0 × 0D) and checking the deleted offset, it was confirmed that the deleted cell can
be recovered. In the next chapter, we will analyze how deleted messages are managed by
two popular mobile messengers through an experiment.

4. Experimental Environments
4.1. Message Deletion Events of Target Messengers

There are three main ways to delete an instant message from a mobile device. The first
method consists of deleting a specific chat log from the chat room. Both WhatsApp and
WeChat offer the ability to delete specific conversations from chat rooms. The second is to
delete the chat room. When a chat room is deleted, all users’ messages in the chat room are
also deleted, and the chat room’s users must be searched to begin messaging again. The
third is to delete the instant messaging app. When the instant messages app is deleted, all
chatting records using the app are also deleted. This study experimented with deleting the
chat log and deleting the chatroom. The related detailed deletion method will be discussed
again in Experimental Environments.

4.2. Tools and Experiment Environment

For this study, an experiment was conducted to detect deleted data in each mobile
messenger based on the SQLite logical structure and the deleted data detection method,
the results of which are summarized below. The backup data from Apple iPhone XS of the
sender was created using iTunes, and the experiment was conducted on messenger app
data acquired from it. The reason for using the backup data is that there is virtually no
way of physically acquiring data (acquiring the entire storage area as a bitstream) for a
digital forensic investigation performed on Apple iPhones. Therefore, it is reasonable to
acquire data in the most similar way to the environment performed in actual practice and
conduct digital forensic experiments on it. This study used the latest version of the mobile
messenger that could be downloaded from the Apps Store at the time of the experiment.
The detailed experimental environment is presented in the table below (see Table 2).

The scenario for experimenting is as follows. First, it is assumed that the acquisition
target device is an iPhone turned on but cannot be unlocked because the password is
unknown. As previously discussed, if the iPhone is locked and the password is unknown,
the backup file should be analyzed as the next best solution. A laptop computer used
by the user was found, and UDID.plist generated from the suspect’s iPhone information
was collected from the laptop computer. The analyst copied and moved UDID.plist to the
analyst’s forensic workstation, connected the user’s iPhone, acquired backup data using
iTunes, and analyzed it.

4.3. Experimental Method

For this study, the keyword ajVVicFO09 was used to experiment with deleting part of
the chat log in the chatroom, and qWMLuPMX6h was used to experiment with deleting the
chatroom (see Figures 9 and 10).
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Table 2. Properties of the experimental environment.

Category Property Value

Forensic Workstation

OS Microsoft Windows 11

Platform INTEL X64

File system NTFS

Target Device
(Evidence)

Model Apple iPhone XS

Capacity 64 GB

Software Version iOS 15.4.1

File system APFS

Instant Messenger
WhatsApp Version v2.22.6.74

WeChat Version v8.0.18

Data Acquisition
Method Logical (Backup File)

Tool iTunes v12.12.3.5

Experiment
Keyword

For deleting part of the chat Message ajVVicFO09

For deleting chatroom qWMLuPMX6h

Forensics Tools for
Analysis

SQLite DB Browser DB Browser for SQLite v3.12.2

Backup Reconstructor iMazing v2.14.8

Hexadecimal Comparison Beyond Compare4 v4.4.2

Keyword Search dnGrep v3.0.42.0
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4.3.1. Delete Part of Chat Message

The experiment was conducted in the following order to check the change of SQLite
data for the deleted message.

1. After launching the instant messenger app (WhatsApp or WeChat) on the iPhone,
send a message composed of ajVVicFO09.

2. When the receiver confirms the message, delete the ajVVicFO09 message, close the
app, and lock the phone.

3. After copying and saving UDID.plist to the forensic workstation, create a backup file
using iTunes.
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4. Extract the instant messenger app (WhatsApp or WeChat) to be analyzed using
iMazing to reconstruct the created backup file.

5. Check the SQLite database file where the conversation contents are saved from the
extracted app data, and search and analyze the traces of the ajVVicFO09 message.
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4.3.2. Delete Chatroom

The experiment was conducted in the following order to check the change of SQLite
data for deleted chatroom.

1. After launching the instant messenger app (WhatsApp or WeChat) on the iPhone,
send a message composed of qWMLuPMX6h.

2. When the receiver confirms the message, delete the chat room, close the app, and lock
the phone.

3. After copying and saving UDID.plist to the forensic workstation, create a backup file
using iTunes.

4. Extract the instant messenger app (WhatsApp or WeChat) to be analyzed using
iMazing to reconstruct the created backup file.

5. Check the SQLite database file where the conversation contents are saved from the
extracted app data, and search to analyze the traces of the qWMLuPMX6h message.

5. Verification Results
5.1. WhatsApp
5.1.1. Delete Chat Message

As shown in Figure 9, after sending the unique keyword ajVVicFO09 used in the
experiment as a message, it was searched using dnGrep to specify the SQLite database file
in which the data were stored. The result confirmed that the data stored in ChatStorage.sqlite
in the AppDomainGroup-group.net.whatsapp.WhatsApp.shared/directory. The content of mes-
sages exchanged between users is stored in the ZTEXT column of the ZWAMESSAGE table
(see Table 3) [19].

Checking the hexadecimal code in ChatStorage.sqlite confirmed that the experiment’s
keyword ajVVicFO09 was stored normally (see Figure 11).
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Table 3. Table scheme of ZWAMESSAGE in ChatStorage.sqlite.

No Column Name Declared Type Default Value Not Null

1 Z_PK INTEGER 0 FALSE

2 Z_ENT INTEGER 0 FALSE

3 Z_OPT INTEGER 0 FALSE

4 ZCHILDMESSAGESDELIVEREDCOUNT INTEGER 0 FALSE

(skip 26 columns)

31 ZPUSHNAME VARCHAR 0 FALSE

32 ZSTANZAID VARCHAR 0 FALSE

33 ZTEXT VARCHAR 0 FALSE

34 ZTOJID VARCHAR 0 FALSE
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Checking the data after the deletion showed that the record (cell) in the ZWAMESSAGE
table where the message was stored had not been deleted but maintained. However, it was
confirmed that the ZTEXT column of the corresponding cell was updated to NULL, and
the corresponding area was reduced (see Figure 12).
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5.1.2. Delete Chatroom

The unique keyword qWMLuPMX6h was sent via a message, and the chatroom was
deleted to observe changes in data following its deletion. Afterward, the experimental
keyword was searched in the backup files but was not found.
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5.2. WeChat
5.2.1. Delete Chat-Log

Experiments with WeChat were conducted in the same way as WhatsApp. Like What-
sApp, the unique keyword ajVVicFO09 was sent as a message, and it was searched using
dnGrep to specify the SQLite database file containing the data. The result confirmed that the
data were stored in message_2.sqlite in the AppDomain-com.tencent.xin/Documents/8750670c8c
1f06f1d8b1f62c47637fa1/DB/directory. The 8750670c8c1f06f1d8b1f62c47637fa1 value in the di-
rectory path is estimated to be a unique value generated by the app, and the content of mes-
sages exchanged by users is stored in the Message column of the Chat_bf2456a533c56bf9488ab
126ae200ea2 table (see Table 4). The bf2456a533c56bf9488ab126ae200ea2 value included in
the table name is estimated to be a unique value composed of information about the
chat partner.

Table 4. Table Scheme of Chat_bf2456a533c56bf9488ab126ae200ea2 in message_2.sqlite.

No Column Name Declared Type Default Value Not Null

1 CreateTime INTEGER 0 FALSE

2 Des INTEGER FALSE

3 ImgStatus INTEGER 0 FALSE

4 MesLocalID INTEGER FALSE

5 Message TEXT FALSE

6 MesSvrID INTEGER 0 FALSE

7 Status INTEGER 0 FALSE

8 TableVer INTEGER 1 FALSE

9 Type INTEGER FALSE

Checking the hexadecimal code in message_2.sqlite confirmed that the experimental
keyword ajVVicFO09 was stored normally (see Figure 13).
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A check of the data after deletion showed that the record (cell) stored in the Chat_bf2456
a533c56bf9488ab126ae200ea2 table, which stored the message, had been deleted. Moreover,
it was confirmed that the record (cell) area in which the data were stored existed but had
been updated to 0 × 00 (see Figure 14).
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5.2.2. Delete Chatroom

As with WhatsApp, a unique keyword qWMLuPMX6h was sent as a message, and
the experimental keyword was searched in the backup data to observe data changes after
deleting the chatroom, but it was not found.

5.3. Discussion

When the SQLite database record is deleted, if the database shrink function or other
application-level deletion does not work, it is possible to recover the deleted record. How-
ever, the experimental results confirmed that the deleted column data or cell data could not
be recovered from iPhone backup data for both instant messengers examined in this study
(see Table 5). This is because the deletion process of both instant messengers was operated
not only at the SQLite database level but at the app level. The results of this experiment
were conducted on the backup data acquired from the sender’s mobile device, but the
receiver’s mobile phone has the same result.

Table 5. Verification result of privacy protection reliability regarding iOS-based instant messenger.

Category SQLite File Deletion Subject
The Deleted Area on Page

Message Privacy
Column Data Cell

WhatsApp ChatStorage.sqlite
Part of message Update with NULL

(shrink) Exists Protected

Chat room Message not found

WeChat Message_2.sqlite
Part of message Updated whole cell area with 0 × 00 Protected

Chat room Message not found

In other hand, we must continue to consider many further discussions on various ways
to protect privacy in the future. For example, Qu (2020) proposed a customizable reliable
differential privacy model (CRDP), which provides customizable protection on each indi-
vidual while being attack-proof for optimizing the tradeoff between customizable privacy
preservation and data utility [20]. Additionally, Feng (2020) proposed PMF, a privacy-
preserving mobility prediction framework via federated learning, to solve this problem
without significantly sacrificing the prediction performance [21]. As such, various methods
of protecting privacy have been researched and presented, so it should be highly considered
to use the most suitable method according to the privacy surrounding environment.

6. Conclusions and Future Works

With the diffusion of mobile devices and Internet hyperconnectivity technology, all
daily living records of individuals are being recorded on mobile devices in real-time.
Especially smartphones are widely distributed, and a considerable amount of user data is
being stored in them. This study verified the reliability of the user’s privacy protection by
acquiring smartphone data through the creation of backup data from a locked iPhone in a
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restricted environment and checking the traces after deleting the instant messenger message
sent by the user in the collected data. When the SQLite database record is deleted, if the
database shrink function or other application-level deletion does not work, it is possible to
recover the deleted record. However, the analysis of the iPhone backup data confirmed
that the SQLite data for deleted messages could not be recovered in this study. The deleted
message was stored in the SQLite file of the iPhone backup data was overwritten with
0 × 00 or updated with a NULL value, making it impossible to recover the deleted message,
so it confirmed that the user privacy is safely protected. The deletion process was operated
at the app level. This has a positive effect in terms of privacy security. This study confirmed
the data storage structure, such as the SQLite database file containing the chat message and
the related table, making it practically useful. In the future, it is necessary to verify that
the same experimental results are obtained when directly stored in the mobile disk space,
such as audio and video, as well as text stored in the SQLite database. In addition, further
studies on the verification of privacy protection reliability are needed by confirming the
recoverability for global messengers not covered in this study.
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