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Abstract

:

As an important part of the traffic infrastructure, the bridge has attracted much attention for its health conditions. Bridge damage detection is an important way of evaluating bridge health conditions. However, the bridge damage could not be directly expressed by traditional bridge damage detection methods. With the emergence of new technologies and engineering applications, it is possible to achieve visual expression of bridge damages, improve the digitization of bridge detection, and promote sustainable development in bridge maintenance. In this paper, a method of bridge damage visualization based on image processing technology and the IFC standard description is proposed for common bridge damages. An existing cable-stayed bridge is taken as the engineering background, and the collected damage images are processed and analyzed utilizing cutting-edge technology to obtain specific damage information such as the length and width of bridge cracks and concrete defects. Then based on the IFC standard, the bridge damage and its attribute information are visualized and stored through an established REVIT model of the bridge.
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1. Introduction


At present, the bridge damage is mainly detected by the technicians using special equipment. Normally, to represent the bridge damage detection result, the obtained information from the detection equipment would be summarized into a report. The traditional method needs to consult a large number of documents to obtain specific information about bridge damage, which is time-consuming and inefficient. To improve the accuracy of the bridge damage identification, the damage detection technology based on visualization technique is adopted in the engineering application. Meanwhile, in order to facilitate the bridge stakeholders to obtain the bridge damage information directly, the damage information can be displayed in the three-dimensional digital model of the bridge to improve the digitalization degree of the bridge operation and maintenance.



Digital image processing emerged in the 1920s, and in the early days of transportation, it was primarily used for crack detection on asphalt road surfaces. This is because asphalt road surfaces lend themselves to clear image acquisition. As image acquisition technology continued to improve, digital image processing gradually found application in the detection of damage on bridges. Firstly, methods regarding image processing are examined. Jin et al. [1,2,3] successfully eliminated edge burrs in the binary image of cracks by using erosion and dilation operations with different coefficients, thereby improving the quality of image processing. Wang [4] proposed an image segmentation algorithm based on the SSA (Singular Spectrum Analysis) method, which was used to segment image thresholds, and compared five threshold segmentation methods. The results showed that Otsu (Otsu’s method), PSO (Particle Swarm Optimization), and SSA had similar thresholds and good segmentation effects. This method can make image processing more effective. Zuo et al. [2] combined iterative method with threshold method for image processing, using histogram peak-valley method for image segmentation, and compared the effects of Kittler binarization and Niblack binarization. The conclusion was that Kittler binarization was more effective, which was of great help for image binarization processing. Xiao et al. [5] proposed an improved median filtering algorithm based on differential threshold judgment, and used Otsu threshold segmentation method to extract cracks. Cevallos-Torres L J et al. [6] compared different segmentation techniques and concluded that the Canny edge detection method provided the best evaluation technique. Secondly, the method of collecting information about the image was studied. Jin et al. [1] used the minimum bounding rectangle method to detect the size of crack images. Tan et al. [7] obtained the pixel length of cracks by calculating the Euclidean distance between each adjacent center point, and pasted a solid color block on the surface of the concrete structure as a calibration block, which was converted to obtain the actual length of cracks. Wang et al. [3] obtained the total number of pixels on the length and width of cracks through the step-line approximation. Shao et al. [8] used the region connecting method to connect regions filled with multiple seed points to extract complete bridge cracks. Shi et al. [4,9] used the boundary extraction method based on chain code to obtain information such as the length, width, and area of cracks. Shen et al. [2,5,6,10] used the skeleton method to determine the length and average width of cracks. The research results of the above researchers provide an important theoretical and practical basis for future research on image processing.



Then, in order to realize the visual expression of bridge cracks and defects in BIM model, IFC data format is generally used to describe the information. The IFC standard has been gradually improved, which can store specific information of model entities and display it on BIM-related software, providing the possibility for the realization of visual expression of bridge damage based on IFC [11,12,13,14]. Xu et al. [12] described the relationship between defects and other IFC entities through parametric modeling of the geometric structure of defects. Chu et al. [15,16,17,18] studied the specific compilation process of component geometric models realized by IFC statements, proposed a parametric modeling method of model damage based on the IFC standards, and visualized concrete cracks. Philipp Hüthwohl et al. [19] verified that the latest version of IFC can serve as the basis for integrating relevant defect information and images. Dušan Isailović et al. [20] integrated the damaged component into the BIM by enriching the semantics of the IFC model.



This paper realizes the visualization of bridge damages by using MATLAB and REVIT software. Firstly, the image is processed by multiple tools to get the damage information. The image is grayed by the weighted average method, and the gray adjustment enhances the image. The linear filter and the Otsu binarization method are used to denoise and segment the image. The final binary image is obtained by removing the interference of small area images and morphological calculation. Secondly, the length of the processed crack image was calculated by the skeleton method, and the width and area were calculated by the pixel point statistics method. Finally, the damage model is established by using the boundary representation method. Through points, lines, surfaces and their mutual relations, an object is represented as many curved surfaces connected to form a closed space area to form a bridge model with damage.




2. Damage Information Collection Based on Image Processing Technology


2.1. Image Processing


Due to practical reasons, the process of damage image acquisition will be affected by many factors, and the collected images are often complex in illumination and excessive in noise. In order to obtain more intuitive images and facilitate the collection of image information in the later work, the images need to be processed by MATLAB. The original images of the damages are shown in Figure 1.



	
Graying






Generally, the acquired damaged images are color images, that is, the R, G, and B components determine the color of each pixel. For 8-bit images, the value range of each component is [0, 255], and the number of colors is 16,777,216. The information content is too large, so it is inconvenient to process. To simplify the image matrix, enhance the clarity of image information, and facilitate the extraction of later image information, grayscale processing can be applied to the image as a preliminary step. After gray scale processing, each pixel of the image has only one sampling color, that is, the number of colors is reduced to 256, and the redundant information can be simplified [9]. Weighted average method can be used to transform image gray scale [5].



	2.

	
Image enhancement







Affected by material and environmental factors, the collected damage images will likely have problems such as uneven light and dark, background clutter, and image distortion. In order to solve these problems and better contrast and separate the foreground and background, image enhancement is required. Spatial domain processing is a commonly used image processing method. The image enhancement method includes histogram equalization and gray adjustment. Comparing these two methods shows that histogram equalization can amplify the noise in the image when the original image contrast is not strong, and the contrast needs to be adjusted to enhance the limit. The gray adjustment method can better avoid such problems. Therefore, the gray adjustment method can map the input intensity image value to the new value to improve the contrast and enhance the image.



	3.

	
Noise processing







Environment noise and other factors will negatively impact the damage image processing, resulting in the final image with unnecessary pixel points or pixel blocks formed by noise, resulting in errors in the subsequent information extraction. Therefore, it is necessary to remove the noise in the image. The adaptive filter function Wiener2 is used in MATLAB, which filters the image with pixel type adaptive filter and applies the Wiener filter (a linear filter) to the image in an adaptive way, which usually produces better results than the linear filter. The specific steps of the Wiener2 algorithm are outlined as follows: for each pixel of the input image, Wiener2 meticulously computes the local mean and variance of the neighboring pixels in the immediate vicinity. Subsequently, utilizing these local statistics, a pixel-level Wiener filter is skillfully constructed. Finally, Wiener2 employs this filter with adeptness to effectively eliminate the noise that is present in the image, thereby resulting in a more refined and visually clearer image.wiener2 estimates the local mean and variance around each pixel:


  μ =  1  N M     ∑  n 1 , n 2 ∈ η    a ( n 1 , n 2 )    



(1)






   σ 2  =  1  N M     ∑  n 1 , n 2 ∈ η     a 2  ( n 1 , n 2 ) −  μ 2     



(2)




where,  η  is the N × M local neighborhood of each pixel in the image. wiener2 uses these estimates to create a pixel-level Wiener filter:


  b ( n 1 , n 2 ) = μ +    σ 2  −  ν 2     σ 2    ( a ( n 1 , n 2 ) − μ )  



(3)




where,    ν 2    is the noise variance. If no noise variance is given, wiener2 uses the average of all local estimated variances [21].



	4.

	
Image segmentation and post processing







Image segmentation is an important step before image analysis. The image segmentation is to separate the damage part from the background to avoid other factors in affecting the accuracy of information. The segmentation methods include threshold segmentation, region segmentation and edge segmentation. The binarization method is a kind of threshold segmentation widely used in image segmentation technology. It determines a threshold based on pixel intensity to convert the image into a binary graph with pixels represented by either 0 (black) or 1 (white). The deep crack pixel is usually processed as black when extracting crack information. However, since the value of a black pixel is zero, this processing method is inconvenient in calculating the number of pixel points in the crack image, so it is necessary to carry out the inverse operation on the image. In MATLAB, the inverse function can complement the binary image. The black and white are exchanged to achieve the effect that the crack damage is treated as white, and the background color is treated as black.



After image processing, it is necessary to extract the damaged information. In image processing, it is difficult to avoid empty pixel points. Therefore, before information extraction, it is necessary to fill the holes in binary pixels, delete the small area image and expand the image appropriately to avoid interference with subsequent information extraction. The damaged image after processing is shown in Figure 2.




2.2. Extracting Image Information


A black square block with an area of 1 cm2 was selected as the image calibration block. During image collection, the calibration block and the damage image were placed in the same environment, and the same acquisition equipment was used to collect them. After that, the calibration block and the damage image were separated to extract the pixel number of the calibration block. According to the actual area and pixel number of the calibration block, the damage information was extracted and converted to obtain the actual damage information.



	
Obtain crack length






The specific information on cracks is very important in assessing the bridge’s health condition, so after the completion of image processing, it is necessary to extract the damage information in the image. The crack length can be obtained by the skeleton method. In MATLAB, the bimorph function can extract the processed crack skeleton. However, the extracted crack has spikes, which must be eliminated after several operations. Finally, the crack skeleton formed by connecting single pixel points is obtained, as shown in Figure 3. The crack length can be obtained by calculating the number of pixels in the skeleton and converting them to the actual length in proportion.



	2.

	
Obtain crack width







The width of each crack is obtained by adding up the elements of the post-processed binary image in the second dimension before skeletonizing and expanding the crack. Thus, the maximum width, minimum width, and average width of the crack can be approximately obtained. Calculating all pixel points in the binary image can also determine the crack area. The average crack width can be approximated by dividing the area by the length.



	3.

	
The damage area is calculated by pixel points







In addition to cracks, other damages, such as concrete cavities and damage, are also common in bridge damage. In order to ensure the accuracy of image information of the defect area, it is unnecessary to conduct expansion processing and hole filling for the defect area image. The binary image generated after processing can directly count pixels. The real defect area can be obtained through pixel number and proportion conversion.





3. Expression of Bridge Damage Information


3.1. Characteristics of the IFC Architecture


IFC (Industry Foundation Classes) standard was developed by the American buildingSmart Organization (IAI), which is a standardized and digital description of the built environment (including buildings and civil infrastructure) [11]. IFC is described by EXPRESS language, which can better express data and has good readability. IFC’s data schema architecture defines four conceptual layers, the top layer is the domain layer, which provides specialized information for each domain, the bottom layer is the shared, core layer, which provides the shared, core layer of multiple domains, which contains the most common entity definition, and the resource layer, which defines the entity that describes the basic information of the model and cannot be used independently of the definition declared at the higher level [11,13,14,15,18].



IFC’s data structure is divided into header segment and data segment. The header section starts with header statement and ends with ENDSEC statement. The annotation symbols “/*” and “*/” include the annotation statement, which describes the creation date, IFC standard version, etc. The main statements in the header segment are file attribute (FILE_DESCRIPTION), file name (FILE_NAME) and file version (FILE_SCHEMA), which belong to file attribute type statements [15]. The DATA segment starts with the data statement and ends with the ENDSEC statement, which is the specific part of the file data description and belongs to the entity attribute type statement [15]. This type of statement begins with “#”, followed by the entity’s numeric ID, followed by the “=“ symbol is the entity type of IFC, parentheses are the attributes of the entity, separated by “, “, when referring to other entities, only need to be represented as “#” + numeric ID. “$” is commonly used to represent a placeholder for a null value or a value that is not provided. The specific description code is shown in Figure 4.




3.2. IFC Expression of Cracks


This modeling uses Revit2018 version, IFC standard uses 2 × 3 version, to establish concrete block and its crack model as an example to explain the basic theory of IFC expression.



The commonly used methods for the construction of geometric models through IFC files mainly include boundary representation, scanning representation (also known as stretching body representation), surface model method, structural solid geometry method and surface subdivision method. The basic process of concrete blocks created by scanning representation is to first draw a two-dimensional outline on the working plane, and then stretch the outline along a certain direction to form a three-dimensional object. The IFCEXTRUDEDAREASOLID statement can stretch a solid. This method is simple and intuitive in expression and suitable for graphic input. However, due to the difficulty in geometric transformation and the inability of this method to directly obtain the boundary information of the body, the coverage area of the representation is very limited. The boundary representation method represents an object as a closed space area formed by connecting many surfaces. It has more information about faces, edges, points and their relationships, and is suitable for damage modeling. The following describes the IFC file and the modeling process.



The IFC file first explains IFC related application information, and then defines Cartesian points and coordinate vectors. In Figure 4, #11~#21 are spatial coordinate vectors based on the three-dimensional plane, and #23~#29 are spatial coordinate vectors based on the two-dimensional plane. In addition, in the IFC file, there are also IFCSIUNIT statements that define various units, IFCAXIS2PLACEMENT3D statements that define the position and direction of objects in three-dimensional space, and IFCLOCALPLACEMENT statements that define the relative position of a product relative to another product or the absolute position of a product in the context of geometric representation of the project. The boundary notation requires the following commands: The IFCCARTESIANPOINT statement defines the vertex coordinates, the IFCPOLYLOOP statement connects the points to a line, the IFCFACEOUTERBOUND statement defines the surface boundary, the IFCFACE statement defines the ring-bounded surface of the shell, and finally the IFCCLOSEDSHELL Statement to implement the combination between the faces. The remaining commands are not relevant to this modeling, therefore, this article does not go into detail.



The cube is chosen as the concrete block model, and this concrete block model has 8 vertices. The coordinates of these 8 vertices are defined first, and then the cracks are modeled using a simple crack with 6 points on each of the inner and outer planes and a total of 8 faces as an example. The code related to the concrete block and crack modeling process is shown in Appendix A. The modeling process is shown in Figure 5.



The concrete block with cracks formed after completing the above steps is shown in Figure 6.





4. Visual Display of a Cable-Stayed Bridge Damage Information


4.1. Project Overview


The bridge is a single tower concrete cable-stayed bridge with a main span of 76 m and a total length of 98.5 m. The total width of the bridge is 7.2 m, and the width of the sidewalk is 6.0 m. The height of the main beam is 0.5 m. In the process of bridge use, it is difficult to avoid the phenomenon of concrete cracks, spalling, holes and reinforcement exposure, which will have adverse effects on the health of the bridge. In order to realize the image processing and visualization of bridge damage, this section takes the cable-stayed bridge as an example, and applies the image processing and visualization methods introduced above. The three-view drawings of the bridge are shown in Figure 7, Figure 8 and Figure 9.




4.2. Collect and Process Damage Images


During bridge inspections, it is necessary to examine various types of damages that can occur in each part. Taking the upper structure of a cable-stayed bridge as an example, various components such as cables, cable towers, and main girders need to be inspected. Regarding the cables, inspections should cover whether there is cable corrosion, broken wires, coating damage, cracks, scratches, and paint damage, as well as the appearance of the PE (Polyethylene) sheath. For the cable towers, inspections should check for cracks, water seepage in the anchorage area, honeycomb, spalling, exposed reinforcement, and other phenomena. As for the main girders, inspections should cover whether there are cracks, water seepage, surface weathering, spalling, and exposed reinforcement in the interior and exterior concrete.



It can be seen from the above that there are many types of bridge damages. However, cracks, exposed reinforcement and other damages are the most common, and they have a noticeable impact on bridge health. Therefore, cracks and concrete defects are selected to realize damage visualization based on image processing and IFC standards.



The original crack drawing and the effect of drawing after treatment are shown in Figure 10. The crack length obtained through on-site measurement is 97 mm, and the width is 1.2 mm. Since there is only a single pixel point per row after the crack extraction skeleton, the image display may not be complete, and after zooming in, you can see the individual pixel points connected into a skeleton, as shown in Figure 11 and Figure 12. The total number of pixels in the entire image is 3540 × 1296 px. After the image processing, the total number of cracked pixel blocks is 87,480 through the command flow of the for a loop. Skeletonization transforms the shapes of objects in an image into their center-lines or skeletons. After skeletonization, the length pixel is 3109, and the width pixel is 37. According to the scale conversion between image pixels and actual size, it can be seen that the corresponding actual length of a pixel block is 0.0317 mm, so the actual length of the crack is 98.56mm, and the actual width of the crack is 1.17 mm. The difference between the calculated and actual sizes is less than 5%.



The original drawing of the concrete defect and the effect drawing after treatment are shown in Figure 13. The total number of pixels in the entire image is 912 × 860 px. After the image processing is completed, it can be obtained through the for loop command flow that the total number of pixel blocks in the concrete defect part is 79,245, Through the proportional conversion between the image and the actual size, it can be seen that the corresponding actual area of a pixel block is 0.0011 mm2, and the calculated image area is 90.36 mm2, namely 0.904 cm2. The difference with the actual defect area S = 1 × 0.9 cm2 is less than 1%, and the error is negligible.




4.3. Establishment of Revit Model of Cable-Stayed Bridge


The process of creating a cable-stayed bridge using Revit 2018 is as follows:




	
Create families for each component of the cable-stayed bridge.








Take the main beam as an example. In Revit, first create a new family, select “Metric Generic Model,” then change the family category to “Structural Framing” and set the family parameters. After that, modify the project units and set the dimension annotation according to the drawings, combine with the software’s stretching, merging, hollow shape and other tools to create a 3D solid model of the main beam. It should be noted that when using hollow stretching, the “Cancel Cut Geometry” command must be used to cancel the clipping of the main beam parts except for the anchorage area. After the creation is complete, save the family file. The completed main beam model is shown in Figure 14.



After the main beam is created, according to the design requirements of the cable-stayed bridge, refer to the steps of creating the main beam parameter family, and create parameter families for each component such as the bridge deck, bridge tower, pier, cable, and anchorage.



	2.

	
Add family instances







After the cable-stayed bridge families are created, open the corresponding project file in Revit and select the family type to be added, and drag it into the project view.



	3.

	
Adjust the position of the family







In the project view, by selecting the family instance of each component, use the move command to adjust the position of the pier, cable tower, main beam, and other family instances according to the drawing requirements.



	4.

	
Add cables







In the project view, select the cable instance and use the “create instance” command to place it in the space between the bridge deck and the bridge tower.



The completed cable-stayed bridge model based on the above steps is shown in Figure 15.




4.4. Visual Expression of Damage Based on IFC


If the bridge damage is to be expressed in accordance with the actual conditions as much as possible, the selection of feature points should be as many as possible. However, excessive selection of feature points will increase the difficulty of modeling. Therefore, this paper selects 20 (17) feature points for each inner and outer plane to approximate the damage model.



Feature points of main beam modeling are selected as shown in Figure 16:



The selection of fracture feature points is shown in Figure 17:



Feature points of concrete defects are selected as shown in Figure 18:



The visualization of damages is shown in Figure 19:



The IFC code for modeling the main beam, cracks, and concrete defects shown earlier is shown in Appendix B.





5. Conclusions


The digitalization of bridge damage detection results is the development trend of the transportation infrastructure industry and the inevitable requirement for the construction of a powerful transportation country. With the in-depth application of BIM technology in the industry, it is possible to realize the visualization of bridge damage based on BIM technology. In order to solve the problems that the test results of the bridge are not friendly to the stakeholders and the damage display is not intuitive enough, the MATLAB software is used to process the image of the bridge damage, and the visualization of the bridge damage is realized through the Revit platform.



With an in-service cable-stayed bridge as the engineering background, the following conclusions are obtained:




	
In the process of image collection, the image information collected is too complex due to the environment, noise, equipment and other problems, which increases the difficulty of damage information extraction, so the image needs to be processed. The process is as follows:




	
The image is grayed by weighted average method.



	
The method of gray adjustment is used to enhance the image.



	
The image is denoised by linear filter.



	
The Otsu binarization method is used to segment the image.



	
The final binary image is obtained by removing the interference of small area image and morphological calculation.








	
The relevant information can be extracted after processing the damage image. The skeleton method extracts the crack into the crack skeleton connected by a single pixel. The pixel point statistics method counts the pixel points of crack length, width and damage area. The actual length, width and area are obtained by converting with the actual size.



	
The damage model is established by the method of boundary representation. The bridge model and the damage are represented as many curved surfaces connected to form a closed space area through the points, lines, planes and the mutual relations to form the bridge model with damage and realize the visualization of the bridge damage.
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Appendix A


#134= IFCCARTESIANPOINT((-5000.,-7500.,0.));



#136= IFCCARTESIANPOINT((5000.,-7500.,0.));



#138= IFCCARTESIANPOINT((5000.,-7500.,6000));



#140= IFCCARTESIANPOINT((-5000.,-7500.,6000));



#142= IFCCARTESIANPOINT((5000.,7500.,0.));



#144= IFCCARTESIANPOINT((5000.,7500.,6000));



#146= IFCCARTESIANPOINT((-5000.,7500.,0.));



#148= IFCCARTESIANPOINT((-5000.,7500.,6000));



#150= IFCPOLYLOOP((#134,#136,#138,#140));



#152= IFCFACEOUTERBOUND(#150,.T.);



#153= IFCFACE((#152));



#154= IFCPOLYLOOP((#144,#142,#146,#148));



#156= IFCFACEOUTERBOUND(#154,.T.);



#157= IFCFACE((#156));



#158= IFCPOLYLOOP((#134,#140,#148,#146));



#160= IFCFACEOUTERBOUND(#158,.T.);



#161= IFCFACE((#160));



#162= IFCPOLYLOOP((#140,#138,#144,#148));



#164= IFCFACEOUTERBOUND(#162,.T.);



#165= IFCFACE((#164));



#170= IFCPOLYLOOP((#136,#142,#144,#138));



#172= IFCFACEOUTERBOUND(#170,.T.);



#173= IFCFACE((#172));



#175= IFCCARTESIANPOINT((-500,-100,0.));



#177= IFCCARTESIANPOINT((100,100,0.));



#179= IFCCARTESIANPOINT((800,-100,0.));



#181= IFCCARTESIANPOINT((1500,200,0.));



#183= IFCCARTESIANPOINT((800,0,0.));



#185= IFCCARTESIANPOINT((150,200,0.));



#187= IFCCARTESIANPOINT((-500,-100,50.));



#189= IFCCARTESIANPOINT((100,100,50.));



#191= IFCCARTESIANPOINT((800,-100,50.));



#193= IFCCARTESIANPOINT((1500,200,50.));



#195= IFCCARTESIANPOINT((800,0,50.));



#197= IFCCARTESIANPOINT((150,200,50.));



#166= IFCPOLYLOOP((#136,#134,#146,#142));



#168= IFCFACEOUTERBOUND(#166,.T.);



#198= IFCPOLYLOOP((#175,#177,#179,#181,#183,#185));



#199= IFCFACEOUTERBOUND(#198,.T.);



#200= IFCFACE((#168,#199));



#201= IFCPOLYLOOP((#187,#197,#185,#175));



#203= IFCFACEOUTERBOUND(#201,.T.);



#204= IFCFACE((#203));



 



#205= IFCPOLYLOOP((#197,#195,#183,#185));



#207= IFCFACEOUTERBOUND(#205,.T.);



#208= IFCFACE((#207));



#209= IFCPOLYLOOP((#195,#193,#181,#183));



#211= IFCFACEOUTERBOUND(#209,.T.);



#212= IFCFACE((#211));



#213= IFCPOLYLOOP((#193,#191,#179,#181));



#215= IFCFACEOUTERBOUND(#213,.T.);



#216= IFCFACE((#215));



#217= IFCPOLYLOOP((#191,#189,#177,#179));



#219= IFCFACEOUTERBOUND(#217,.T.);



#220= IFCFACE((#219));



#221= IFCPOLYLOOP((#189,#187,#175,#177));



#223= IFCFACEOUTERBOUND(#221,.T.);



#224= IFCFACE((#223));



#225= IFCPOLYLOOP((#187,#189,#191,#193,#195,#197));



#227= IFCFACEOUTERBOUND(#225,.T.);



#228= IFCFACE((#227));



#242= IFCCLOSEDSHELL((#153,#157,#161,#165,#173,#200,#204,#208,#212,#216,#220,#224,#228));




Appendix B


 



#134= IFCCARTESIANPOINT((-3600,-22500.,0.));



#136= IFCCARTESIANPOINT((-3600,-22500.,-300));



#138= IFCCARTESIANPOINT((-2600,-22500.,-500));



#140= IFCCARTESIANPOINT((2600,-22500.,-500));



#142= IFCCARTESIANPOINT((3600,-22500.,-300));



#144= IFCCARTESIANPOINT((3600,-22500.,0.));



#146= IFCPOLYLOOP((#134,#136,#138,#140,#142,#144));



#148= IFCFACEOUTERBOUND(#146,.T.);



 



#149= IFCFACE((#148));



#151= IFCCARTESIANPOINT((-3600,76000.,0.));



#153= IFCCARTESIANPOINT((3600,76000.,0.));



#155= IFCCARTESIANPOINT((3600,76000.,-300));



#157= IFCCARTESIANPOINT((2600,76000.,-500));



#159= IFCCARTESIANPOINT((-2600,76000.,-500));



#161= IFCCARTESIANPOINT((-3600,76000.,-300));



#163= IFCPOLYLOOP((#151,#153,#155,#157,#159,#161));



#165= IFCFACEOUTERBOUND(#163,.T.);



 



#166= IFCFACE((#165));



#168= IFCPOLYLOOP((#136,#134,#151,#161));



#170= IFCFACEOUTERBOUND(#168,.T.);



#171= IFCFACE((#170));



#173= IFCPOLYLOOP((#138,#136,#161,#159));



#175= IFCFACEOUTERBOUND(#173,.T.);



#176= IFCFACE((#175));



 



#178= IFCCARTESIANPOINT((1.6,82.8,-500));



#180= IFCCARTESIANPOINT((1.6,71.8,-500));



#182= IFCCARTESIANPOINT((-2.1,68.1,-500));



#184= IFCCARTESIANPOINT((-4.5,54.4,-500));



#186= IFCCARTESIANPOINT((-4.5,44.4,-500));



#188= IFCCARTESIANPOINT((1.6,31.2,-500));



#190= IFCCARTESIANPOINT((1.6,24.3,-500));



#192= IFCCARTESIANPOINT((-3.5,13.4,-500));



#194= IFCCARTESIANPOINT((-1.2,0.,-500));



#196= IFCCARTESIANPOINT((0.,0.,-500));



#198= IFCCARTESIANPOINT((-2.4,13.4,-500));



#200= IFCCARTESIANPOINT((2.8,24.3,-500));



#202= IFCCARTESIANPOINT((2.8,31.3,-500));



#204= IFCCARTESIANPOINT((-3.4,44.4,-500));



#206= IFCCARTESIANPOINT((-3.4,54.4,-500));



#208= IFCCARTESIANPOINT((-1.0,68.1,-500));



#210= IFCCARTESIANPOINT((2.8,71.8,-500));



#212= IFCCARTESIANPOINT((2.8,82.8,-500));



#214= IFCCARTESIANPOINT((1.0,98.,-500));



#216= IFCCARTESIANPOINT((-1.1,98.,-500));



 



#218= IFCCARTESIANPOINT((41.,10.,-500));



#220= IFCCARTESIANPOINT((43.8,7.2,-500));



#222= IFCCARTESIANPOINT((42.7,3.4,-500));



#224= IFCCARTESIANPOINT((41.,3.0,-500));



#226= IFCCARTESIANPOINT((41.,-0.,-500));



#228= IFCCARTESIANPOINT((43.2,0.6,-500));



#230= IFCCARTESIANPOINT((45.4,0.,-500));



#232= IFCCARTESIANPOINT((48.4,0.,-500));



#234= IFCCARTESIANPOINT((49.2,3.0,-500));



#236= IFCCARTESIANPOINT((50.,4.4,-500));



#238= IFCCARTESIANPOINT((50.,5.4,-500));



#240= IFCCARTESIANPOINT((51.7,5.8,-500));



#242= IFCCARTESIANPOINT((57.7,6.0,-500));



#244= IFCCARTESIANPOINT((51.7,6.0,-500));



#246= IFCCARTESIANPOINT((50.,6.5,-500));



#248= IFCCARTESIANPOINT((46.4,8.6,-500));



#250= IFCCARTESIANPOINT((45.,10.,-500));



 



#252= IFCPOLYLOOP((#140,#138,#159,#157));



#254= IFCFACEOUTERBOUND(#252,.T.);



#255= IFCPOLYLOOP((#178,#180,#182,#184,#186,#188,#190,#192,#194,#196,#198,#200,#202,#204,#206,#208,#210,#212,#214,#216));



#257= IFCFACEBOUND(#255,.T.);



#258= IFCPOLYLOOP((#218,#220,#222,#224,#226,#228,#230,#232,#234,#236,#238,#240,#242,#244,#246,#248,#250));



#260= IFCFACEBOUND(#258,.T.);



#261= IFCFACE((#254,#257,#260));



#263= IFCPOLYLOOP((#142,#140,#157,#155));



#265= IFCFACEOUTERBOUND(#263,.T.);



#266= IFCFACE((#265));



#268= IFCPOLYLOOP((#144,#142,#155,#153));



#270= IFCFACEOUTERBOUND(#268,.T.);



#271= IFCFACE((#270));



#273= IFCPOLYLOOP((#134,#144,#153,#151));



#275= IFCFACEOUTERBOUND(#273,.T.);



#276= IFCFACE((#275));



 



#278= IFCCARTESIANPOINT((1.6,82.8,-495.));



#280= IFCCARTESIANPOINT((-1.1,98.,-495.));



#282= IFCCARTESIANPOINT((0.1,98.,-495.));



#284= IFCCARTESIANPOINT((2.8,82.8,-495.));



#286= IFCCARTESIANPOINT((2.8,71.8,-495.));



#288= IFCCARTESIANPOINT((-1.0,68.1,-495.));



#290= IFCCARTESIANPOINT((-3.4,54.4,-495.));



#292= IFCCARTESIANPOINT((-3.4,44.4,-495.));



#294= IFCCARTESIANPOINT((2.8,31.3,-495.));



#296= IFCCARTESIANPOINT((2.8,24.3,-495.));



#298= IFCCARTESIANPOINT((-2.4,13.4,-495.));



#300= IFCCARTESIANPOINT((0,0.,-495.));



#302= IFCCARTESIANPOINT((-1.2,0.,-495.));



#304= IFCCARTESIANPOINT((-3.5,13.4,-495.));



#306= IFCCARTESIANPOINT((1.6,24.3,-495.));



#308= IFCCARTESIANPOINT((1.6,31.3,-495.));



#310= IFCCARTESIANPOINT((-4.5,44.4,-495.));



#312= IFCCARTESIANPOINT((-4.5,54.4,-495.));



#314= IFCCARTESIANPOINT((-2.1,68.1,-495.));



#316= IFCCARTESIANPOINT((1.6,71.8,-495.));



#318= IFCPOLYLOOP((#278,#280,#282,#284,#286,#288,#290,#292,#294,#296,#298,#300,#302,#304,#306,#308,#310,#312,#314,#316));



 



#320= IFCFACEOUTERBOUND(#318,.T.);



#321= IFCFACE((#320));



#323= IFCPOLYLOOP((#278,#316,#180,#178));



#325= IFCFACEOUTERBOUND(#323,.T.);



#326= IFCFACE((#325));



#328= IFCPOLYLOOP((#316,#314,#182,#180));



#330= IFCFACEOUTERBOUND(#328,.T.);



#331= IFCFACE((#330));



#333= IFCPOLYLOOP((#314,#312,#184,#182));



#335= IFCFACEOUTERBOUND(#333,.T.);



#336= IFCFACE((#335));



#338= IFCPOLYLOOP((#312,#310,#186,#184));



#340= IFCFACEOUTERBOUND(#338,.T.);



#341= IFCFACE((#340));



#343= IFCPOLYLOOP((#310,#308,#188,#186));



#345= IFCFACEOUTERBOUND(#343,.T.);



#346= IFCFACE((#345));



#348= IFCPOLYLOOP((#308,#306,#190,#188));



#350= IFCFACEOUTERBOUND(#348,.T.);



#351= IFCFACE((#350));



#353= IFCPOLYLOOP((#306,#304,#192,#190));



#355= IFCFACEOUTERBOUND(#353,.T.);



#356= IFCFACE((#355));



#358= IFCPOLYLOOP((#304,#302,#194,#192));



#360= IFCFACEOUTERBOUND(#358,.T.);



#361= IFCFACE((#360));



#363= IFCPOLYLOOP((#302,#300,#196,#194));



#365= IFCFACEOUTERBOUND(#363,.T.);



#366= IFCFACE((#365));



#368= IFCPOLYLOOP((#300,#298,#198,#196));



#370= IFCFACEOUTERBOUND(#368,.T.);



#371= IFCFACE((#370));



#373= IFCPOLYLOOP((#298,#296,#200,#198));



#375= IFCFACEOUTERBOUND(#373,.T.);



#376= IFCFACE((#375));



#378= IFCPOLYLOOP((#296,#294,#202,#200));



#380= IFCFACEOUTERBOUND(#378,.T.);



#381= IFCFACE((#380));



#383= IFCPOLYLOOP((#294,#292,#204,#202));



#385= IFCFACEOUTERBOUND(#383,.T.);



#386= IFCFACE((#385));



#388= IFCPOLYLOOP((#292,#290,#206,#204));



#390= IFCFACEOUTERBOUND(#388,.T.);



#391= IFCFACE((#390));



#393= IFCPOLYLOOP((#290,#288,#208,#206));



#395= IFCFACEOUTERBOUND(#393,.T.);



#396= IFCFACE((#395));



#398= IFCPOLYLOOP((#288,#286,#210,#208));



#400= IFCFACEOUTERBOUND(#398,.T.);



#401= IFCFACE((#400));



#403= IFCPOLYLOOP((#286,#284,#212,#210));



#405= IFCFACEOUTERBOUND(#403,.T.);



#406= IFCFACE((#405));



#408= IFCPOLYLOOP((#284,#282,#214,#212));



#410= IFCFACEOUTERBOUND(#408,.T.);



#411= IFCFACE((#410));



#413= IFCPOLYLOOP((#282,#280,#216,#214));



#415= IFCFACEOUTERBOUND(#413,.T.);



#416= IFCFACE((#415));



#418= IFCPOLYLOOP((#280,#278,#178,#216));



#420= IFCFACEOUTERBOUND(#418,.T.);



#421= IFCFACE((#420));



 



#423= IFCCARTESIANPOINT((41.,10.,-495.));



#425= IFCCARTESIANPOINT((45.,10.,-495.));



#427= IFCCARTESIANPOINT((46.4,8.6,-495.));



#429= IFCCARTESIANPOINT((50.,6.5,-495.));



#431= IFCCARTESIANPOINT((51.7,6.0,-495.));



#433= IFCCARTESIANPOINT((57.7,6.0,-495));



#435= IFCCARTESIANPOINT((51.7,5.8,-495.));



#437= IFCCARTESIANPOINT((50.,5.4,-495.));



#439= IFCCARTESIANPOINT((50.,4.4,-495.));



#441= IFCCARTESIANPOINT((49.2,3.0,-495.));



#443= IFCCARTESIANPOINT((48.4,0.,-495.));



#445= IFCCARTESIANPOINT((45.4,0.,-495.));



#447= IFCCARTESIANPOINT((43.2,0.6,-495.));



#449= IFCCARTESIANPOINT((41.,0.,-495.));



#451= IFCCARTESIANPOINT((41.,3.0,-495.));



#453= IFCCARTESIANPOINT((42.7,3.4,-495.));



#455= IFCCARTESIANPOINT((43.8,7.2,-495.));



#457= IFCPOLYLOOP((#423,#425,#427,#429,#431,#433,#435,#437,#439,#441,#443,#445,#447,#449,#451,#453,#455));



 



#459= IFCFACEOUTERBOUND(#457,.T.);



#460= IFCFACE((#459));



#462= IFCPOLYLOOP((#423,#455,#220,#218));



#464= IFCFACEOUTERBOUND(#462,.T.);



#465= IFCFACE((#464));



#467= IFCPOLYLOOP((#455,#453,#222,#220));



#469= IFCFACEOUTERBOUND(#467,.T.);



#470= IFCFACE((#469));



#472= IFCPOLYLOOP((#453,#451,#224,#222));



#474= IFCFACEOUTERBOUND(#472,.T.);



#475= IFCFACE((#474));



#477= IFCPOLYLOOP((#451,#449,#226,#224));



#479= IFCFACEOUTERBOUND(#477,.T.);



#480= IFCFACE((#479));



#482= IFCPOLYLOOP((#449,#447,#228,#226));



#484= IFCFACEOUTERBOUND(#482,.T.);



#485= IFCFACE((#484));



#487= IFCPOLYLOOP((#447,#445,#230,#228));



#489= IFCFACEOUTERBOUND(#487,.T.);



#490= IFCFACE((#489));



#492= IFCPOLYLOOP((#445,#443,#232,#230));



#494= IFCFACEOUTERBOUND(#492,.T.);



#495= IFCFACE((#494));



#497= IFCPOLYLOOP((#443,#441,#234,#232));



#499= IFCFACEOUTERBOUND(#497,.T.);



#500= IFCFACE((#499));



#502= IFCPOLYLOOP((#441,#439,#236,#234));



#504= IFCFACEOUTERBOUND(#502,.T.);



#505= IFCFACE((#504));



#507= IFCPOLYLOOP((#439,#437,#238,#236));



#509= IFCFACEOUTERBOUND(#507,.T.);



#510= IFCFACE((#509));



#512= IFCPOLYLOOP((#437,#435,#240,#238));



#514= IFCFACEOUTERBOUND(#512,.T.);



#515= IFCFACE((#514));



#517= IFCPOLYLOOP((#435,#433,#242,#240));



#519= IFCFACEOUTERBOUND(#517,.T.);



#520= IFCFACE((#519));



#522= IFCPOLYLOOP((#433,#431,#244,#242));



#524= IFCFACEOUTERBOUND(#522,.T.);



#525= IFCFACE((#524));



#527= IFCPOLYLOOP((#431,#429,#246,#244));



#529= IFCFACEOUTERBOUND(#527,.T.);



#530= IFCFACE((#529));



#532= IFCPOLYLOOP((#429,#427,#248,#246));



#534= IFCFACEOUTERBOUND(#532,.T.);



#535= IFCFACE((#534));



#537= IFCPOLYLOOP((#427,#425,#250,#248));



#539= IFCFACEOUTERBOUND(#537,.T.);



#540= IFCFACE((#539));



#542= IFCPOLYLOOP((#425,#423,#218,#250));



#544= IFCFACEOUTERBOUND(#542,.T.);



#545= IFCFACE((#544));



#547= IFCCLOSEDSHELL((#149,#166,#171,#176,#261,#266,#271,#276,#321,#326,#331,#336,#341,#346,#351,#356,#361,#366,#371,#376,#381,#386,#391,#396,#401,#406,#411,#416,#421,#460,#465,#470,#475,#480,#485,#490,#495,#500,#505,#510,#515,#520,#525,#530,#535,#540,#545));
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Figure 1. The original images of the damages. (a) Original image of crack; (b) Original image of concrete cavity with exposed bars. 
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Figure 2. The damaged image after processing. (a) Image of Crack after processing; (b) Image of exposed reinforcement of concrete cavity after processing. 
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Figure 3. The skeleton of the crack. 
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Figure 4. Part of the IFC code. 
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Figure 5. Flowchart of modeling using the IFC standard. 
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Figure 6. Concrete block with cracks. 
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Figure 7. Bridge Elevation. 
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Figure 8. Tower Elevation. 
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Figure 9. Sectional view of the main beam. 
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Figure 10. Processing of crack image. 
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Figure 11. Skeleton of the crack. 
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Figure 12. Enlarged local crack skeleton. 
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Figure 13. Image processing of concrete defects. 
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Figure 14. Model of the main girder. 
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Figure 15. Model of cable-stayed bridge. 
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Figure 16. Feature points of main beam. 
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Figure 17. Characteristic points of cracks. 
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Figure 18. Characteristic points of concrete defects. 
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Figure 19. Models of cracks and concrete defects. 
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