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Abstract: The segmentation of unstructured roads, a key technology in self-driving technology,
remains a challenging problem. At present, most unstructured road segmentation algorithms are
based on cameras or use LiDAR for projection, which has considerable limitations that the camera
will fail at night, and the projection method will lose one-dimensional information. Therefore,
this paper proposes a road boundary enhancement Point-Cylinder Network, called BE-PCFCN,
which uses Point-Cylinder in order to extract point cloud features directly and integrates the road
enhancement module to achieve accurate unstructured road segmentation. Firstly, we use the
improved RANSAC-Boundary algorithm to calculate the rough road boundary point set, training
in the same parameters with the original point cloud as a submodule. The whole network adopts
the encoder and decoder structure, using Point-Cylinder as the basic module, while considering the
data locality and the algorithm complexity. Subsequently, we made an unstructured road data set for
training and compared it with existing LiDAR(Light Detection And Ranging) semantic segmentation
algorithms. Finally, the experiment verified the robustness of BE-PCFCN. The road intersection-over-
union (IoU) was increased by 4% when compared with the best existing algorithm, reaching 95.6%.
Even on unstructured roads with an extremely irregular shape, BE-PCFCN also currently has the
best segmentation results.

Keywords: LiDAR; unstructured road; semantic segmentation; Point-Cylinder; boundary enhancement

1. Introduction

The convenience of transportation improves people’s lives and promotes economic de-
velopment. However, it cannot be ignored that the frequent occurrence of traffic accidents
has also caused immeasurable economic losses and human losses. Drivers’ overspeed
behavior, fatigue driving, and mis-operation are the main causes of traffic accidents, and
self-driving technology can effectively solve this problem, according to [1]. Over the past
few years, there has been a rapid development in the self-driving field. Simultaneously,
road segmentation is a crucial step in realizing self-driving. In general driving scenarios,
there are mainly two kinds of road. Structured roads usually refer to highways or some
roads, which are highly structured with clear road markings, such as boundary lines.
Unstructured roads refer to roads with no artificial markings or few road markings [2,3].
Although there are many studies on the road segmentation of structured roads [4–7], few
studies on unstructured road segmentation exist. In unstructured road scenes, there are
no lane lines, no obvious road boundaries, and even the road’s shape is unknown or
partially damaged. When compared with structured roads, such unstructured roads are
more difficult to segment and are more likely to cause traffic accidents. Simultaneously,
it is impossible to directly apply structured road segmentation algorithms to unstruc-
tured road scenes. As a result, in response to the complex unstructured road scene, the
study of unstructured road segmentation is even more necessary. Moreover, this article
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mainly solves the road segmentation problem on these kinds of unstructured roads in the
urban environment.

Cameras and LiDAR (Light Detection And Ranging) sensors are commonly used
sensor devices in self-driving scenarios. There are many methods to use the camera
for unstructured road segmentation. However, the color and texture features that are
used by the camera sensor are not robust enough [8]. The camera will fail at night, and
it will be negatively affected during the day when there is reflection. Unlike cameras,
LiDAR can obtain more accurate expressing scene features by directly obtaining point
cloud data, and it is an active sensor that is independent lighting conditions. Therefore,
LiDAR sensors are widely used in various self-driving scenarios, such as lane marking
extraction and lane width estimation [9], positioning system [10], target detection, and
semantic segmentation. In the LiDAR coordinate system, the LiDAR sensor itself is the
coordinate origin, and the XY-plane is parallel to the road surface. The positive x-direction
is the vehicle’s forward direction, and the XYZ coordinate system follows the right-handed
coordinate system. Some of the methods use LiDAR to perform semantic segmentation
in unstructured road scenes. However, most of these methods project the LiDAR point
cloud into a bird’s-eye view or a spherical projection view, which loses the feature of
one dimension [11]. At the same time, most of the current methods only perform feature
extraction for a particular unstructured road scene, such as off-road scenes and rural road
scenes. Therefore, these methods have poor adaptability. Some algorithms [4,11,12] directly
extract point cloud features among the structured road and they have achieved excellent
results on the KITTI dataset [13]. However, few studies have applied them directly to
unstructured road segmentation. This is because most of these algorithms focus on small-
scale point cloud feature extraction without optimizing the features of unstructured roads,
resulting in inaccurate segmentation and the inability to guarantee the calculation speed in
larger scenes.

In this work, we focus on LiDAR sensors for unstructured road segmentation. We
found that, in unstructured road scenes, buildings or vegetation often determine the
boundaries of the roads. Therefore, the road boundary must have some features of height
changing. This article uses the network to strengthen this feature in order to obtain accurate
unstructured road boundary segmentation results. The LiDAR sensor outputs point cloud
information of the three-dimensional world, providing such a kind of height information.
Consequently, we can directly use LiDAR point cloud data for feature extraction and road
semantic segmentation without projecting the point cloud.

This paper proposes a point-wise deep learning network with boundary enhancement,
called BE-PCFCN (boundary enhancement Point-Cylinder CNN), which can achieve a
good result in an unstructured road semantic segmentation task. When compared with
other algorithms for semantic segmentation of unstructured roads, the algorithm shown
in this paper fully extracts the point cloud’s height features and it has better performance
and more robustness in various unstructured road scenes. Whether on unmarked urban
roads or irregularly shaped roads, or even partially damaged roads, BE-PCFCN has good
segmentation results. In particular, the accurate segmentation of road boundaries provides
a guarantee for driving safety.

The contribution of this work mainly lies in three aspects:

1. In unstructured road semantic segmentation, we directly perform feature extraction
on point clouds while using the Point-Cylinder module instead of using projection
methods. In this way, the point cloud information can be fully utilized, which makes
the segmentation result more accurate.

2. We propose a network structure with boundary enhancement. The accuracy of road
boundary segmentation can be enhanced by calculating the boundary point cloud
above the original point cloud road plane and then putting it into the neural network
to compensate for the resulting feature map.

3. The proposed method performs better in unstructured road scenes when compared
with some open-source semantic segmentation algorithms.
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The paper is organized, as follows: First, Section 2 introduces the related works.
Section 3 is the introduction of methodology and implementation details. Section 4
shows some of the experimental results and comparisons. Finally, we draw a conclu-
sion in Section 5.

2. Related Works
2.1. Structured Road Segmentation Method

Road semantic segmentation is an active research area in the field of self-driving.
LiDAR and camera sensors are usually used for road semantic segmentation. Some camera-
based algorithms depend on the assumption of global road conditions, such as bound-
aries [14], lane line [15], or vanish points [16]. Furthermore, some stereo camera-based
methods [15] use depth information to help unstructured road drivable area extraction. De-
spite achieving good performance, camera-based methods are easily affected by changing
illumination. LiDAR can effectively solve the shortcomings of the camera. It can be used
for higher-precision road semantic segmentation due to its large amount of information in
space and the properties of active laser emission not affected by illumination.

The use of LiDAR for road segmentation mainly includes the direct use of point clouds
for feature extraction or projection into a 2D projection pseudo image for feature extrac-
tion. [4–6] focus on converting the 3D point cloud to 2D grids to enable the usage of 2D
Convolutional Neural Networks. SqueezeSeg [7], SqueezeSegv2 [17], and RangeNet++ [6]
utilize the spherical projection, which converts the point cloud to a range image and
adopts the 2D convolution network on the pseudo image for point cloud segmentation.
PolarNet [18] uses bird’s-eye view projection for feature extraction.

Although the projection method is fast, it will lose part of the LiDAR point cloud
information. PointNet [12], KPConv [11], and RandLA-Net [4] directly use point clouds for
feature extraction. Although the accuracy is higher, the problem of slow inference speed is
inevitable. Aiming at the efficiency of 3D convolutional networks, increasing numbers of
researchers have proposed methods to improve efficiency [16], and Lei et al. [19] proposed
reducing the memory footprint of the volumetric representation while using octrees where
areas with lower density occupy fewer voxel grids. Liu et al. [20] analyzed point-based
and voxel-based methods’ bottlenecks and proposed point-voxel convolution. Graham
et al. [21] proposed sparse convolution to speed up volume convolution by keeping active
sparseness and skipping calculations in inactive regions. SPVNAS [22] presents 3D Neural
Architecture Search to efficiently and effectively search the optimal network architecture
over this diverse design space.

These methods are based on the encoder and decoder structure [23–26] and they
achieve good results in structured road segmentation. However, these algorithms, such as
KPConv, RandLA-Net, and SPVNAS, are all aimed at point cloud semantic segmentation.
Additionally, there is a lack of relevant experiments to prove whether these algorithms
can be applied to unstructured roads directly. On the one hand, because of the lack of
relevant data sets; on the other hand, they have not been optimized for the characteristics
of unstructured roads.

2.2. Unstructured Road Segmentation Method

The existing road segmentation methods are mainly for structured roads, but the
problems in the unstructured road are quite different. When compared with structured
roads, unstructured roads have no lane lines, no obvious road boundaries, and no regular
shape. Some of the algorithms use traditional feature engineering methods, such as
extract radial features and transverse features for road segmentation [27]. However, the
mainstream approach is to use deep learning algorithms for road segmentation. Because
of the limitation of the dataset, most of these deep learning methods use some techniques
to reduce the demand for data. Gao et al. [8] use the driving trajectory for area growth
to automatically generate the drivable area for weakly supervised learning to segment
road. Although this work dramatically reduces the workload of labeling data, the final
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result is rough, and it cannot accurately segment the road boundary. Holder et al. [28] use
a small number of unstructured road pictures to perform transfer learning that is based on
structured roads. However, unstructured roads often have similar texture characteristics to
the surrounding environment, so it is not easy to achieve good results in various scenarios.

These algorithms mainly use cameras or projection LiDAR point clouds for road seg-
mentation and propose effective solutions for limited datasets. However, the disadvantage
is that the camera will fail at night, and the LiDAR projection will cause information loss.
Therefore, current unstructured road segmentation algorithms have limited segmentation
accuracy, especially for road boundaries, which cannot be accurately distinguished from
the surrounding environment.

This work proposes a method that directly utilizes LiDAR point cloud data with a
Point-Cylinder structure, which makes full use of the point cloud features and avoids the
camera’s shortcomings at night. We also propose a boundary enhancement method that
uses the road boundary’s height change features to more effectively segment the road.

3. Methods
3.1. Network Overview

Our network that is based on road boundary enhancement with a Point-Cylinder
module is called BE-PCFCN. The proposed network input consists of two parts, the original
point cloud and the point cloud after the boundary extraction, as shown in Figure 1. There
are currently two methods, point-based and voxel-based, in order to directly extract the
3D features of the point cloud. The voxel-based method requires O(n) random memory
accesses, in which “n” is the number of points. This method only needs to iterate over all
the points once to scatter them to their corresponding voxel grids. While, for the point-
based method, gathering all of the neighbor points requires at least O(kn) random memory
accesses, in which “k” is the number of neighbors. To conclude, the point-based method
has irregularity and poor data locality, and the voxel-based method has high algorithm
complexity. We use the Point-Cylinder substructure after considering the advantages and
disadvantages of these two methods. This structure reduces the memory consumption
while performing the convolutions in voxels in order to reduce the irregular data access.
On this basis, it simultaneously transforms the original Cartesian coordinate system into a
Cylinder [29] coordinate system. LiDAR point cloud distributes as the closer the more, the
far the fewer, so such a structure can make the distribution of points more uniform and
reduce the proportion of empty grids, thus greatly reducing the amount of computation.

The network structure adopts the encoder–decoder framework with a skip connection
module, which can combine high-level semantics and low-level fine-grained surface infor-
mation in order to better achieve the segmentation result. The original point cloud passes
through the boundary extraction algorithm to obtain the rough road boundary point cloud
set. In this way, it can be put into the same encoder–decoder network for feature extraction.
After the rough boundary point cloud is passed through the encoder–decoder, the output
feature map is superimposed on the original point cloud decoder’s output, and the final
probability distribution is output through the fully connected layer.
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Figure 1. Overall architecture of the proposed boundary enhancement Point-Cylinder CNN (BE-PCFCN). The original
point cloud and the point cloud extracted by the boundary enhancement algorithm are input into the network based on
Point-Cylinder, respectively. After concatenating the last layer of feature maps, the segmentation results are output through
the fully connected layer.

3.2. Road Boundary Enhancement Module

It is necessary to roughly extract the area that may be the road boundary in advance
in order to enhance the road boundary in the neural network and to segment the real road.

However, most of the current algorithms for calculating the boundary of point clouds
are for small indoor objects, and the calculation efficiency is low in large outdoor scenes.
This article mainly focuses on the boundary of the ground, where the height above the
ground changes. Therefore, we propose a fast algorithm, which can quickly extract a
possible point cloud set of rough ground boundaries for the scene.

Firstly, it is necessary to calculate the plane of the road. Based on the road plane, we
can easily find continuous points and whose z value is above this plane. Such a point
set can be considered to be a rough road boundary. An assumption is used here: it is
assumed that, in the common scene, the ground plane has the largest number of LiDAR
points. However, if some conditions make the assumption false, then the point cloud will
be enhanced at the unknown position. Because the point cloud label will not change, even
if some positions’ weight is enhanced, it will not have too much negative impact on the
segmentation result. There is no plane larger than the ground in an unstructured road scene,
so the plane that is found by the RANSAC (Random Sample Consensus) algorithm [30]
can be considered the ground. We can easily extend the RANSAC fitting plane algorithm
in three-dimensional (3D) space, according to the RANSAC fitting straight line algorithm.
After the plane is obtained, the average z value of the road plane in the LiDAR coordinate
system can be calculated. The set of points within a certain threshold above the road plane
is considered the possible boundary. The pseudo-code of the improved 3D RANSAC-
Boundary algorithm is shown below.
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Algorithm 1 3D RANSAC-Boundary algorithm

1. init inliersResult, inliers, maxIterations, diatanceTol, zTol
2. for i in range(maxIterations):
3. while (inliers.size() < 3):
4. inliers.append (random points)
5. end while
6. calculate the plane using the first three point in inliers to get parameters A, B, C, D
7. for j in range(cloud.size()):
8. if distance (cloud[i], plane) < diatanceTol:
9. inliers.append(cloud[i])
10. end if
11. end for
12. if (inliers.size() > inliersResult.size()):
13. inliersResult = inliers
14. end if
15. end for
16. for (point:(cloud-inliersResult))
17. if ((the distance between point and last plane in the previous for cycle) < zTol)
18. Results.append(point)
19. end if
20. end for
21. return Results

A rough road boundary point cloud collection can be calculated when the algorithm
is done. The collection is used as the input of a network branch to enhance the feature map
of point cloud segmentation. If the total number of points is N, then the time complexity
of plane segmentation is O(kN), where k represents the number of iterations. The time
complexity of extracting the boundary part is O(N), and the total time complexity is O(kN),
which can run in real-time.

Figure 2 shows the result of the algorithm; all of the point clouds that may be the
road’s boundary are extracted and placed in the boundary point collection. After that, this
rough road boundary point set is used as the input into the network, which shares the
same parameters with the original point cloud.
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3.3. Network Structure

The basic structure of the network is the encoder and decoder with skip connections
of two branches, which is the original point cloud stream and the rough road boundary
stream. The encoder and decoder deal with a sub-module, called Point-Cylinder. This
design can extract point cloud features from two angles, point-wise and cylinder-wise,
while considering memory consumption and point cloud locality. At the end of the
network, the two branches’ feature maps are concatenated to generate a total feature map.
The final segmentation result comes after the fully connected layer. Figure 1 shows the
overall structure. Additionally, the following will explain in detail from three perspectives:
Point-Cylinder substructure, two-branch 3D encoder–decoder structure, and Loss function.

3.3.1. Point-Cylinder Substructure

How to encode the point cloud for feature extraction is the first consideration for deep
learning using LiDAR point cloud data directly. The original data of the point cloud are
an unordered sequence, and each element of the sequence contains four dimensions of
(x, y, z, i). Therefore, the algorithm complexity of calculating directly on the point cloud
will not be too high, but there will be problems of poor spatial locality and irregularity.
Our network needs this kind of spatial locality to obtain the features of point cloud z-
value changes and segment the road and the surrounding environment. In this regard,
voxelizing the point cloud will effectively solve this problem. However, the voxel-based
representation requires very high resolution in order to not lose information, which will
cause huge computational overhead. Therefore, this paper adopts the point-voxel [22] idea
to design a substructure to extract features. Simultaneously, a cylinder is used instead of
the voxel to solve voxel sparsity, which makes the point cloud distribution more legitimate
with the Velodyne LiDAR data, effectively reducing the number of empty voxels and
unnecessary calculations.

Figure 3 shows the Point-Cylinder substructure that was proposed in this article. The
input point cloud is applied to Multi-layer Perception for feature extraction. Simultaneously,
the point cloud is converted from Cartesian coordinate into a cylinder coordinate and
voxelize to the cylinder [29]. The origin of the cylinder coordinate system is consistent
with the LiDAR coordinate system’s origin. The polar axis is parallel to the x-axis, and
the z-axis is the same as the LiDAR coordinate system. Note that the point features { fk}
remain unchanged during the transformation. We denote the cylinder coordinates as { p̂k}.
We use the following formula to transform the point cloud {( fk, p̂k)} into Cylinder grid
{Cyu,ε,v}.

Cyu,ε,v,c =
1

Nu,ε,v

n

∑
k=1
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ε
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θ α ε

=

= × = × = × = ×� �ℓ� �� �
          

(1)

Where r denotes the voxel resolution, � denotes the angular resolution, ⟦∙⟧ is 0-1 opera-
tor indicating whether the coordinate �̂
 belongs to the voxel grid, 	
,� denotes the c�� 
channel feature corresponding to �̂
, and ��,�,� is the number of points that fall in the 
voxel grid ���,�,�. In the implementation of the algorithm in this paper, the resolution r 
is set to 0.05 and the angular resolution � is set to �/180, so the angle can be directly 
rounded in the calculation. 

 

f loor( ˆ̀k × r) = u, f loor(θ̂k × α) = ε, f loor(ẑk × r) = v
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where bi and fi are the batch index and the feature associated to the i-th coordinate.
Subsequently, we do the Sparse Convolution on feature Tensor F:

Fout
u = ∑

i∈ND(u,Cin)

WiFin
u+i, u ∈ Cout (3)

where ND(u, Cin) = {
i
∣∣u + i ∈ Cin, i ∈ ND} is a set of offsets from the current Cylinder

center u that exist in Cin. Cin and Cout are the input and output coordinates of Sparse
Tensor. Wi is the convolution kernel weight of i-th coordinate.

Finally, we use trilinear interpolation to transform the Cylinder grids into point cloud
feature format and then concatenate the features extracted from the two parts to obtain the
final output.
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3.3.2. Two-Branch 3D Encoder–Decoder Structure

This paper uses the two-branch structure to perform feature extraction and feature
concatenate on the original point cloud and the point cloud after boundary extraction.
The two-branch network uses the same parameters to enhance the boundary of the road
on the feature map. In this way, the road’s boundary will be strengthened during the
training process in order to obtain greater weight. This boundary information is a kind
of prior value that can help the network better distinguish the adjacent objects. We train
the original point cloud and the boundary point cloud in two branches and perform
a feature-level fusion, improving the network’s response to the road boundary on the
fused feature map. Especially in the unstructured road scene, the two-branch structure
is more necessary to enhance the road boundary, because it is easily confused with the
surrounding environment.

The network adopts the encoder and decoder structure, while using the original
point cloud and the extracted rough boundary point cloud as input. Based on the Point-
Cylinder substructure that was proposed in the previous section, skip connections are
added when encoding and decoding the cylinder, which is shown in Figure 1. This can
combine high-level semantics and low-level fine-grained surface information to better
achieve the segmentation result. The encoder and decoder adopt an asymmetrical design.
For PointTensor, the up-sampling stage requires more information from the cylinder feature
map to ensure spatial locality. Therefore, we only concatenate the features of PointTensor
and Cylinder once in the down-sampling and concatenate twice in the up-sampling phase.
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For the input of the extracted rough road boundary point cloud, the parameters (kernel
weights and biases) of the Conv layer of two streams are shared at the training stage. For
the sharing parameters, the road boundary point cloud must be performed, as follows: a)
expand the PointTensor to the same shape as the original point cloud; b) zero the element
at the expanded position.

For the encoder part of the cylinder, we use 3D sparse convolution and two-layer
ResBlock as the basic unit, which can effectively perform feature extraction. DeConv3D
and two-layer ResBlock are used for upsampling with skip connection to combine high-
level semantics and low-level fine-grained surface information in the decoder part. For the
point cloud data, the fully connected layer, Batch Normalization, and ReLu are used for
feature extraction. Based on this, the feature map that is generated by the corresponding
layer of the cylinder is concatenated to obtain the feature vector of the point cloud data.

Finally, the two networks’ output feature maps are concatenated and, after the fully
connected layer, the final segmentation result can be obtained.

3.3.3. Loss Function and Optimizer

For network optimization, weighted cross-entropy loss [32] and Lovász-Softmax [33]
are combined as the loss function to maximize the IoU (intersection-over-union) score
for classes. Cross-entropy loss is suitable for multi-classification problems, which is the
semantic segmentation of LiDAR point clouds in this article. Lovasz loss is a Lovaze
extension of IoU Loss, which performs better. It is suitable for multi-class segmentation
tasks using IoU as the evaluation index. Therefore, combining the two loss functions can
make the results of the entire network more accurate. The two parts have the same weight,
and the final loss function can be expressed as:

Ltotal = −∑
i

1/
√

viP(yi) log P(ŷi) + 1/|C|∑
c∈C

J(e(c)) (4)

where vi is the frequency of each class, P(ŷi) and P(yi) are the corresponding predicted and
ground truth probability, J is the Lovász extension of IoU, e(c) is the vector of errors for
class c, and p is the number of pixels considered. The model uses SGD (Stochastic gradient
descent) as the optimizer, and the initial learning rate is set to 1e-4.

4. Experiments and Results

In the experimental part, we first introduce the dataset that was used for training and
testing and the metrics that we used to evaluate the model. Subsequently, the promotion
of adding road boundary enhancement to the network is verified. Simultaneously, we
compare the results of BE-PCFCN and some typical algorithms on the KITTI [13] test set
and our unstructured road test set.

4.1. Dataset

We collected some unstructured scene data and labeled them for training to evaluate
the segmentation performance of the proposed network. In our work, irregular outdoor
parking lots and small roads lacking lane lines are collected as a dataset of unstructured
road scenes for labeling. We build a typical unstructured road dataset while using the
vehicle with a Velodyne VLP-32C LiDAR and a front-view monocular camera. LiDAR data
are used for labeling and training, and camera data are only used for visualization. During
data collection, the vehicle is driven by a human, and all of the devices are synchronized in
time. Finally, we selected 1000 frames of LiDAR point cloud data in two scenes for labeling.
70% of them are used for training, 10% are used as a validation set, and 20% are used as a
test set.

Structured roads and unstructured roads have some elements that are the same, such
as vehicles, people, and vegetation. Therefore, we combined our dataset and KITTI dataset
for training and validation. The KITTI test set and our own labeled test set are separately
tested. Specifically, according to the characteristics of the elements in the scene and the
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number of corresponding point clouds, we divide all of the points into the following
categories: road, buildings, vegetation, vehicles, people, and others. We did not make any
changes to the KITTI dataset for separate training. In the fusion data set, we map ‘car’,
‘truck’, ‘bicycle’, ‘motorcycle’, and ‘other vehicle’ to ‘vehicles’; map ‘bicycle’, ‘motorcyclist’,
and ‘person’ to ‘people’; map ‘road’, ‘parking’, ‘sidewalk’, ‘other ground’ to ‘road’; map
‘fence’, ‘vegetation’, ‘trunk’, and ‘terrain’ to ‘vegetation’; ‘building’ remains unchanged;
and, map other points to ‘others’. This makes the data set to match the data set that we
labeled. All of the experiments were performed on GeForce RTX 3090 GPU.

4.2. Metrics

For evaluating the algorithm performance, we adopt the following criteria:

IoU =
Tp

Tp + Fp + FN
(5)

recall =
Tp

Tp + FN
(6)

precision =
Tp

Tp + Fp
(7)

where Tp is the number of ground points detected correctly, FN is the ground points not
detected, and Fp is the ground points falsely detected. We use IoU to judge the difference
between the segmented result and the ground truth, recall to analyze the missed detection
rate, and precision to analyze the false detection rate.

4.3. Experimental Results

We selected two scenarios to verify the adaptability of the method proposed in this
paper: general unstructured roads with clear boundaries and unstructured roads with
irregular edges for testing. We tested BE-PCFCN, BE-PCFCN without boundary enhance-
ment in this paper and some representative semantic segmentation algorithms. All of the
training parameters of the two networks are the same. SGD optimizer is used with the
initial learning rate of 0.001, batch size of 4, distanceTol of 0.05, zTol of 1.0, training epochs
of 50, and the same training set and validation set are used.

Currently, SPVNAS is the best algorithm for semantic segmentation among open
source codes [22]. Accordingly, we compare BE-PCFCN with it. Because SPVNAS initially
used the weight trained on the KITTI dataset, which is different from our dataset. Therefore,
we use the default training parameters to train SPVNAS on our dataset. Based on the
obtained new weight file, it is compared with the BE-SPCNN that is proposed in this paper.

We first selected some simple and more common road scenes for comparison. Al-
though all of the algorithms have good results, the BE-PCFCN can more accurately segment
the road, as shown in Figure 4. Especially for road boundaries, the enhancement algorithm
we proposed can make the network learn boundary features more effectively and reduce
the misclassification of roads and surrounding environments. Simultaneously, BE-PCFCN
has advantages in road segmentation when compared with other LiDAR point cloud se-
mantic segmentation algorithms. With the boundary enhancement module, the network
can effectively learn the road boundary feature, reducing road misclassification.

We compared BE-PCFCN with other LiDAR semantic segmentation algorithms on the
KITTI test set to illustrate the adaptability of our algorithm in road segmentation, which is
shown in Table 1. Because we cannot obtain the codes of some papers, all of the comparison
data are based on their papers. We use buildings and vegetation to enhance the road’s
boundary, and their test IoU are also compared.
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Table 1. Building intersection-over-union (IoU), Road IoU, and Vegetation IoU of different models
on KITTI dataset.

Road IoU Buildings IoU Vegetation IoU

PointNet [12] 61.6 41.4 31.0

PointNet++ [34] 72.0 62.3 41.5

RandLA-Net [4] 90.4 86.9 81.7

Kpconv [11] 88.8 90.5 84.8

SalsaNext [5] 91.7 90.2 81.8

TORANDONet [35] 89.7 91.3 85.6

SPVNAS [22] 90.2 91.6 86.1

Cylinder3D [29] 91.4 91.0 85.4

BE-PCFCN without
boundary

enhancement
90.4 90.8 80.7

BE-PCFCN 95.6 88.4 80.3

Table 1 shows that BE-PCFCN has significantly improved the road segmentation
result, which is 4% higher than the previous best result of road segmentation. However,
the road enhancement module inevitably weakens the network’s learning of other parts,
resulting in a decline in both Buildings IoU and Vegetation IoU. When we further looked
at the Fp in the calculation process, we found that falsely detected building points were
more likely to be classified as vegetation. Nevertheless, in the actual driving scene, when
the road is accurately segmented as the drivable area, the vehicle can safely drive on the
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road. At this time, it does not matter whether the surrounding environment is vegetation
or buildings. Simultaneously, BE-PCFCN without boundary enhancement has good results,
and the road IoU also exceeds 90%, even when there is no significant height difference
between the surrounding environment and the road.

In the previous simple road segmentation test, BE-PCFCN has good performance. In
order to verify the robustness of BE-PCFCN, the following tests will be carried out in more
complex unstructured road scenes. We selected roads with irregular shapes, uneven roads,
and roads with many obstacles for testing. The KITTI dataset uses a 64-beams LiDAR
sensor to verify whether our algorithm can maintain excellent segmentation results with
less information; we also tested it with the 32-beams LiDAR sensor.

On the more complex unstructured road test set, BE-PCFCN can also have good
road segmentation results. The example shown in Figure 5 covers a scene where the road
has no obvious boundaries or is partially damaged and it includes a 32-beams LiDAR as
input. It can be seen that in complex unstructured roads, BE-PCFCN is more accurate
and will not segment the outside of vegetation and buildings into road areas. However,
SPVNAS will have this kind of mis-segmentation error. When the input is changed to a
32-beams LiDAR, all of the algorithms’ segmentation results are significantly worse due to
the limited information and sparse point cloud. However, BE-PCFCN has the best result
with more continuous and complete road surface segmentation and clearer road boundary.
Furthermore, the mis-segmentation is lower than that of the SPVNAS.

Subsequently, we use our own 32-beams LiDAR dataset as the training set, train
BE-PCFCN and SPVNAS, test on our unstructured road test set, and calculate Road IoU,
Road Recall, and Road precision. Table 2 shows the final results.

Table 2. Road IOU, Road Recall, and Road precision of SPVNAS and BE-PCFCN on our unstructured
road data set.

Road IOU Road Recall Road Precision

SPVNAS 75.0 96.0 77.3

BE-PCFCN 77.2 97.8 78.5

The result of road segmentation decreased significantly in a difficult scene. After
further analysis, it is found that the precision is significantly reduced. That means real
road points can be segmented, but non-road points are misclassified into road points. When
32- beams LiDAR is used as input, the ground point cloud is too sparse, the curbs between
the road and the grass are sometimes not scanned by the LiDAR. In this case, the grass
and road will be considered on the same continuous plane, which reduces segmentation
precision. When the LiDAR point cloud scans enough information, the segmentation
results will become accurate.

When comparing the results shown in Table 2 with Table 1, with 32-beams LiDAR as
input, the algorithm in this paper cannot very accurately segment the road, and the result
is not as good as 64-beams LiDAR. The segmentation result is still better than the other
algorithm. The 32-beams LiDAR can be used to assist driving in combination with cameras
and other sensors for self-driving tasks.
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4.4. Summary

Based on the experiment above, we can draw the following conclusions:

(1) The BE-PCFCN model performs well in the task of road segmentation. The IoU of
road segmentation exceeds the current best algorithm by 4% on the KITTI dataset.

(2) In the simple unstructured road scenes, BE-PCFCN can accurately segment the road
and environment around the road with the boundary enhancement module.

(3) In the complex unstructured roads, BE-PCFCN has obvious advantages over other
algorithms. However, when the input data are a 32-beams LiDAR point cloud,
the point cloud on the ground will become sparse. Sometimes the road boundary
feature cannot be obtained, which will result in poor segmentation results. However,
once enough road boundary features are obtained, the network will still have an
excellent output.

To sum up, BE-PCFCN has the best segmentation results on different unstructured
road scenes, which has no lane lines, no obvious road boundaries, and the road’s shape
is even unknown or partially damaged. When using a 64-beams LiDAR, it has strong
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robustness, and it is suitable for scenes that require high road segmentation accuracy. When
conditions are limited and only 32-beams LiDAR can be used, BE-PCFCN can also provide
higher segmentation accuracy than other algorithms.

5. Conclusions

This paper has presented a highly robust method, called BE-PCFCN, to achieve
reliable and accurate performance in unstructured road segmentation. In our work, the
road boundary enhancement module and Point-Cylinder sub-module are designed to
adapt to various unstructured road segmentation scenarios because of the shortcomings in
the current unstructured road segmentation algorithm.

We divided the test scenarios into the simple unstructured road and the complex
unstructured road in order to test separately in the experiment. We compared BE-PCFCN,
BE-PCFCN without boundary enhancement, and other LiDAR point cloud semantic seg-
mentation algorithms. In a simple unstructured road scene, BE-PCFCN has excellent
performance, which is 4% higher than the previous best result of road segmentation on
the road IoU. In more complex unstructured road scenarios, BE-PCFCN also has better
performance than other algorithms. Although BE-PCFCN emphasizes the surrounding
environment’s contribution as the edge of the road, which sometimes confuses the sur-
rounding environment’s specific categories, BE-PCFCN is still a robust algorithm and it
has higher accuracy than other algorithms.

However, this paper has the limitation that the 3D RANSAC-Boundary algorithm will
fail in vertically curved road surfaces. From another perspective, the boundary algorithm
will also fail if there is no significant height difference between the road boundary and
the environment. In these cases, BE-PCFCN will degenerate into a network without
road enhancement.

In the future, we will continue our work, so that the algorithm can segment the road
well in more possible unstructured scenarios.
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