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Abstract

:

Unmanned Aerial Vehicles (UAVs) support humans in performing an increasingly varied number of tasks. UAVs need to be remotely operated by a human pilot in many cases. Therefore, pilots require repetitive training to master the UAV movements. Nevertheless, training with an actual UAV involves high costs and risks. Fortunately, simulators are alternatives to face these difficulties. However, existing simulators lack realism, do not present flight information intuitively, and sometimes do not allow natural interaction with the human operator. This work addresses these issues through a framework for building realistic virtual simulators for the human operation of UAVs. First, the UAV is modeled in detail to perform a dynamic simulation in this framework. Then, the information of the above simulation is utilized to manipulate the elements in a virtual 3D operation environment developed in Unity 3D. Therefore, the interaction with the human operator is introduced with a proposed teleoperation algorithm and an input device. Finally, a meta-heuristic optimization procedure provides realism to the simulation. In this procedure, the flight information obtained from an actual UAV is used to optimize the parameters of the teleoperation algorithm. The quadrotor is adopted as the study case to show the proposal’s effectiveness.
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1. Introduction


1.1. Simulation of Unmanned Aerial Vehicles


Today, Unmanned Aerial Vehicles (UAVs) have become very important in the activities carried out by humans. These vehicles are used to perform border inspections [1], crop surveillance [2], light shows [3], hazardous waste management [4], among many other examples.



UAVs can perform these activities in two different ways:




	(1)

	
An algorithm preprogrammed in an onboard computer allows it to fly autonomously.




	(2)

	
A human pilot operates it remotely from a control station.









Approach (1) seeks the vehicle’s autonomy, i.e., its ability to maneuver with minimal human intervention. On the other hand, in approach (2), the maneuvers depend on human actions. So, the vehicle is used as a tool to perform tasks that are impossible to carry out autonomously due to their complex nature or to the limitations of current computer systems [5,6,7,8].



Despite the significant development of approach (1), human pilots are indispensable in many situations. The above is because human pilots are adapted to the very particular requirements of specific applications [9,10]. For cinematographic tasks, for example, the use of UAVs is limited by legal requirements that prioritize the safety of the filming crew, imposing operating rules on these vehicles and requiring experienced pilots [11]. Due to current challenges in real-time image processing, the human pilot is necessary to perform tasks such as manual obstacle avoidance to guarantee the safe and correct accomplishment of a mission [12]. On the other hand, current technology has allowed cooperation between the human and the computer, allowing the latter to support some tasks that the human performs (or vice versa). In [13], the actions of a human pilot are complemented by data science for better obstacle avoidance and denied airspace with a UAV. In a different case, the computer uses the flight information of a human pilot to teach a UAV to fly in [14].



So, a human operator can be dispensed under approach (1) when technology and operating environment conditions are safe and allow the UAV to fly autonomously with few restrictions and low risk. Otherwise, the activities of the UAV must be supplemented or carried out under human supervision by approach (2).



In approach (2), the human is responsible for maneuvering the UAV in the best possible way. Nevertheless, learning to pilot UAVs is a difficult task, and the ability depends on the amount of training the human has previously received [15]. Moreover, training is essential to comply with many of the current regulations on UAVs [16]. As in many other contexts, the human trains by repeating a task several times until he masters it, and the case of flight training is no exception [17]. However, training with this type of system has two main difficulties:




	
Many of the UAVs are expensive equipment, and improper operation can cause damage to the vehicle itself or to its environment, which entails excessive expenses as a consequence [18,19].



	
Currently, efficient energy storage and prolonged storage use are open problems [20]. In addition to generating additional costs, the above limits the possibility of continuous training with UAVs since the batteries on board tend to be small and short duration.








The two previous difficulties can be solved through the simulation tool, minimizing expenses and training times and reducing the risks and damages of incorrect operations. Next, it is studied how the simulation tool has contributed to the development of UAVs.




1.2. A Survey on Simulators for Unmanned Aerial Vehicles


Over time, different types of simulators have been proposed and used successfully to develop autonomous and non-autonomous tasks with UAVs.



The research in [21] proposes a new dynamic model for a conventional fixed-wing airplane that considers four controllable variables. This new model is realistic, and numerical simulations demonstrate its effectiveness. Regarding the work in [22], a linear dynamic model for a fixed-wing aircraft is obtained and validated through numerical simulations. Another research uses the dynamic model obtained by the Newton-Euler method to simulate an unmanned aerial vehicle [23]. The simulations are numerical in the previous work and test different control strategies. A work very similar to the above ones can be found in [24]. In the same way, the aerial vehicle model is obtained and simulated to test control laws. As for the work of [25], Unity and the conservative UAV dynamics (i.e., environmental factors such as frictions are not considered) are used to perform realistic 3D simulations. The proposal is capable of simulating predefined rescue tasks with various vehicles.



For its part, the research in [26] seeks to determine, precisely, the dynamic model of an unmanned aerial vehicle by integrating physical components, sensors, control boards, and communications elements. The dynamic model is simulated on an embedded board and enables the development of advanced flight controls and navigation systems. Similar to the previous work, ref. [27] proposes a simulation in an embedded system to aid the tests of non-linear control strategies. The dynamic model parameters are identified from the inputs and outputs of an actual aerial vehicle. Other work that simulates air vehicles in embedded systems can be observed in [28]. In particular, this work considers the operation of commercial hardware devices within the dynamic model.



The dynamic model of different ground and air vehicles, and several of their components, is used to perform a Hardware-In-the-Loop (HIL) simulation in an embedded system in [29]. Missions (predefined tasks) can be assigned from the simulation, and the data related to the position and orientation of the vehicles can be acquired. The work in [30] presents another simulator with HIL for unmanned aerial vehicles. This simulator allows testing different control strategies.



On the other hand, the work in [31] uses Unity 3D to produce a high-fidelity three-dimensional simulation of a quadrotor and its flight environment. This simulation uses ROS (Robot Operating System) to simulate the behavior of some sensing elements (laser sensors). However, it does not consider a dynamic model or control elements. The work in [32] develops the simulation of UAVs through ROS and a 3D simulation software for robotics called Gazebo. Like the previous work, the dynamic model is not developed explicitly, and the simulation allows sensing elements such as cameras. This simulator is used mainly for route planning.



The work in [33] provides a simulator for unmanned aerial vehicles at the network level. This tool simulates communication and interactions between hardware devices commonly used in this type of vehicle. Another work focused on the simulation of communication networks with unmanned aerial vehicles can be found in [34].



A different work, consulted in [35], proposes a simulator for conventional fixed-wing aircraft. This simulator includes the dynamic model of the aircraft and its sensors and provides a means to visualize a 3D simulation. The above is done with commercial software and allows predefined tasks to be defined and simulated. The work in [36] presents an investigation very similar to the previous one but focused on the simulation of multiple aircraft. This simulator also allows testing different control strategies for a variable number of vehicles. An additional example of a UAV simulator in the agriculture context is at [37]. This simulator tests the vehicle group coordination and control strategies for crop monitoring tasks.



A completely different simulation approach is found in [38]. This work presents a compendium of videos of flights with unmanned aircraft. The compendium allows simulation of visualization activities with these vehicles and provides benchmarks for testing and evaluating algorithms. Similarly, the work in [39] shows an unconventional simulator where the simulation of unmanned aerial vehicles is carried out through its dynamic model. However, this work uses a real six-degree-of-freedom robotic manipulator instead of using a 3D environment to visualize the simulation. In this way, the end-effector is positioned and oriented following the aircraft’s configuration.



The alternative found in [40] proposes a simulator of unmanned aerial vehicles in traffic environments (static and moving obstacles). This simulator allows specifying the physical and control parameters of the vehicles and information related to the environment. The simulation is carried out in Unity 3D and indicates the points through which each vehicle must travel. This simulator aims to facilitate route planning tasks in dynamic spaces.



Up to this point, reviewed works address different aspects of UAV simulators, such as the development of the vehicle model, the generation of numerical data, the design of 3D environments, and the use of dedicated hardware. However, there are more advanced simulators whose use has become widespread in recent years for commercial, research, and educational purposes. These alternatives are characterized by simulators that integrate several aspects described in the works reviewed before, providing high-quality simulations with a high level of realism.



One of the above alternatives is the DJI Flight Simulator (https://www.dji.com/simulator (accessed on 6 December 2021)). This simulator is proprietary software that allows simulating the behavior of various UAVs and controllers of the DJI brand. The simulator provides different 3D scenarios and can customize the weather and daylight conditions. By its part, Gazebo (http://gazebosim.org (accessed on 6 December 2021)) is a 3D simulator for robotic systems. One of the main characteristics of Gazebo is its level of generality. In this sense, it is possible to simulate the kinematics and dynamics of robots and mechanisms made up of rigid bodies and provide the user with an accurate 3D representation of their movements. Finally, AirSim [41] is an alternative dedicated to the simulation of UAVs and cars. AirSim uses a simplified physics engine that allows performing fast simulations suitable for experimentation with artificial intelligence algorithms.




1.3. About the Proposal


As observed in the previous survey, several simulators are dedicated to obtaining a UAV model to perform tasks such as route planning, adjusting controllers, or analyzing interactions with other vehicles. Some of these models aim to be realistic, i.e., the simulations generate numerical information that accurately describes the behavior of real-world UAVs. However, in most cases, the results of the simulations are limited to presenting numerical evidence.



Concerning the above, other elements, besides an accurate numerical simulation, can contribute to developing a more realistic simulator, e.g., the development of a detailed virtual environment or an optimized interaction with the pilot. In this sense, few simulators show this information more naturally for humans, e.g., through a virtual 3D representation. Another interesting finding is the lack of simulators that consider a remote operation carried out by humans. As mentioned before, these are essential tools for pilot training.



In the case of the advanced simulators (i.e., DJI Flight Simulator, Gazebo, and AirSim), some of the problems mentioned above seem to be solved. However, these have some drawbacks. For example, the main issue with the DJI Flight Simulator is that it is proprietary software, which means that the simulated UAVs and teleoperation devices are limited and cannot be extended. In addition, it is impossible to determine the details of its physics engine, which limits the possibility of extending or using it in tasks such as the design of control systems. Regarding Gazebo, the drawbacks are related to the dependence on third-party physics engines such as ODE, Simbody, Bullet, and DART. This dependence limits the numerical methods to solve the dynamics of UAVs and leads to the lack of an explicit model to carry out other essential tasks such as identification or controller tuning. Additionally, AirSim includes a simplified physics engine that does not support fixed-step-size simulations. This engine is excellent for speeding up the response times of the simulation, but it is not a good option when a faithful description of the physics involved in the operation of a UAV is required. Finally, it is important to remark that all the above alternatives are dependent on specific development technologies and platforms, which also reduces the availability of simulators for a part of the final users.



Because of the above, this work proposes a framework for building realistic virtual simulators for the human operation of unmanned aerial vehicles, using the quadrotor as the study case. A detailed dynamic model of this UAV is obtained first to perform dynamic simulations. Then, a virtual 3D representation of the quadrotor and its operating environment is developed in Unity 3D. After that, the model, its dynamic simulation, and the virtual elements are coupled to obtain a virtual quadrotor simulation. Therefore, a teleoperation algorithm is proposed and included in the above simulation. This algorithm allows interactions between the human pilot and the UAV through a typical gamepad. Finally, the simulation is endowed with realism through meta-heuristic optimization, where the flight information obtained from a real quadrotor is used to tune the parameters of the teleoperation algorithm.



The rest of this paper is organized as follows. The development of the quadrotor simulator is described in Section 2. The simulator is tested, and the results are presented in Section 3. Finally, Section 4 draws conclusions and details the future work.





2. Building a Realistic UAV Simulator


The framework elements to build a realistic virtual simulator for the teleoperation of UAVs are detailed in this section. For this, the quadrotor is selected as the study case.



2.1. Quadrotor Study Case


The quadrotor is a UAV with rotary wings that can take off and land vertically. This vehicle can perform rotational and translational movements with the help of four rotors attached to a rigid body, which are equidistant from its mass center.



Figure 1 shows a schematic diagram of the quadrotor navigation. Based on this figure, the position and orientation of the quadrotor can be described for any time instant through six generalized coordinates. In this figure can be distinguished two coordinate systems: the fixed or universal coordinate system   { I }  , from which these generalized coordinates are measured; and the mobile quadrotor coordinate system   { B }  , attached to the frame of this vehicle from the mass center, which is used to analyze points of interest on the quadrotor body. In this way, the coordinates in   ξ =   [ x , y , z ]  T    measure the position of the mass center concerning the fixed coordinate system   { I }  . Regarding the variables in   η =   [ ϕ , θ , ψ ]  T   , they describe the orientation of the quadrotor in terms of a consecutive sequence of Euler’s angle rotations. Of course, there are several alternatives for the above sequence. Still, this framework utilizes the convention   Z X Y  , also called Pitch-Roll-Yaw (PRY), since humans can intuitively interpret it, and it is helpful to avoid particular singular points [42]. In the   Z X Y   convention, the initial frame rotates first around the axis   y B   (this is also the axis   y I  ) by angle  θ  (pitch); then, the resulting frame   {  B ′  }   rotates around the axis   x  B ′    by angle  ϕ  (roll); finally, the resulting frame   {  B ″  }   rotates around the axis   z  B ″    by angle  ψ  (yaw); the resulting frame   {  B ‴  }   denotes the final orientation of the quadrotor. Figure 2 illustrates how the previous successive rotations are carried out.



Based on the above, it is necessary to derive a model of the vehicle that can simulate its behavior in a way close to reality. Therefore, the kinematic and dynamic studies are developed next for the quadrotor




2.2. Modeling


2.2.1. Quadrotor Kinematics


Kinematics studies the movement of bodies without considering the forces that generate it. In this way, quadrotor kinematics describes the quadrotor movements concerning the generalized coordinates.



As detailed before, the position of the quadrotor is given by its mass center location, i.e.,   ξ =   [ x , y , z ]  T   , which is used to describe the translation movement. The rotation movement is related to the vector   η =   [ ϕ , θ , ψ ]  T   , and the convention of Euler angles   Z X Y  . With the angles of the vector  η , it can be established the orientation relationships between the frames   { I }   and   { B }   employing the elementary rotation matrices for each coordinate axis:


   R x   ( ϕ )  =     1   0   0     0    cos ϕ     − sin ϕ      0    sin ϕ     cos ϕ       



(1)






   R y   ( θ )  =      cos θ    0    sin θ      0   1   0      − sin θ    0    cos θ       



(2)






   R z   ( ψ )  =      cos ψ     − sin ψ    0      sin ψ     cos ψ    0     0   0   1      



(3)







Then, any vector   P B   in the coordinate system   { B }   (e.g., the vector of a rotor position) can be written in the coordinate system   { I }   using:


   P I  = ξ +  R  z x y    P B   



(4)




where    R  z x y    ( ψ , ϕ , θ )  =  R z   ( ψ )   R x   ( ϕ )   R y   ( θ )   .




2.2.2. Quadrotor Differential Kinematics


On the other hand, differential kinematics studies the motion relationships between the linear and angular velocities in a quadrotor concerning the translation and rotation ones. In this sense, the linear velocity in the quadrotor concerning the inertial system   { I }   can be obtained as the time derivative of  ξ  as:


   ξ ˙  =    x ˙  ,  y ˙  ,  z ˙   T   



(5)







As for the angular velocity of the quadrotor, this requires additional analysis. Angular velocity is the rate of change in rotations around the three main axes in frame   { I }   concerning time. This velocity is represented by the vector   ω =   [ p , q , r ]  T   , whose components are observed in Figure 3, where frame   {  I ′  }   is the main frame   { I }   translated to the mass center of the quadrotor. The vector  ω  is related to the rotation velocities    η ˙  =   [  ϕ ˙  ,  θ ˙  ,  ψ ˙  ]  T    by:


  ω =  θ ˙   j I  +  ϕ ˙   R  y  T   ( θ )   i I  +  ψ ˙   R  y  T   ( θ )   R  x  T   ( ϕ )   k I   



(6)




where   i I  ,   j I  , and   k I  , are the unit vectors of the main axes x, y, and z in   { I }  , respectively.




2.2.3. Quadrotor Dynamics


Dynamics studies the physical phenomena involved in the movement of the quadrotor. For this, the Lagrangian approach obtains the quadrotor dynamics. This approach requires the analysis of the energies in the system and involves the formulation of a mechanical Lagrangian  L . The Lagrangian is given by the difference between the total kinetic energy and the total potential energy of the quadrotor, as observed in (7).


  L = K − U  



(7)







Potential energy is the ability of a body to carry out work depending on its configuration. In the case of the quadrotor, the potential energy depends on its vertical position and is given by:


  U = m g z  



(8)




where m is the mass, and g is the acceleration of gravity.



On the other hand, kinetic energy is related to the motion of a body of a given mass. In this way, the kinetic energy of the quadrotor is due to two independent movements: the translation and the rotation. So, the total kinetic energy is the sum of the translational and rotational kinetic energies, respectively   K T   and   K R  , as indicated in (9).


  K =  K T  +  K R   



(9)







The translational kinetic energy of a mechanical system is given by [43]:


   K T  =  1 2  m  v T  v  



(10)




where m is the body’s mass and  v  is its linear velocity vector. In the quadrotor, the above linear velocity is   v =  ξ ˙   .



Analogously, the rotational kinetic energy of a mechanical system is given by [43]:


   K R  =  1 2   ω T  I ω  



(11)




with  ω  as the angular velocity vector of the system and I as its moment of inertia. Since symmetric mass distribution is assumed in the quadrotor, the moment of inertia I of this system has the following form:


  I =      I  x x     0   0     0    I  y y     0     0   0    I  z z        



(12)




where   I  x x   ,   I  y y   , and   I  z z    are the moments of inertia about the three coordinate axes.



Based on the Lagrangian  L  calculated before, the quadrotor can be modeled through the Lagrange equation of motion in (13) [44].


   d  d t     ∂  ∂  q ˙    L  q ,  q ˙    −  ∂  ∂ q   L  q ,  q ˙   = 0  



(13)




where  q  is the vector of generalized coordinates of the system,   q ˙   is the vector with the first time derivative of these coordinates, and t is time.



Considering that the motion of the quadrotor is made up of rotation and translation independently, the equations of its motion can be obtained through two separate analyzes as denoted by (14).


       d  d t     ∂  ∂  ξ ˙    L  ( ξ ,  ξ ˙  )   −  ∂  ∂ ξ   L  ( ξ ,  ξ ˙  )  = 0        d  d t     ∂  ∂  η ˙    L  ( η ,  η ˙  )   −  ∂  ∂ η   L  ( η ,  η ˙  )  = 0      



(14)




with   L  ( ξ ,  ξ ˙  )  =  K T  − U   and   L  ( η ,  η ˙  )  =  K R   .



By calculating the derivatives in (14) and rearranging the terms obtained, the motion equation of the quadrotor can be expressed in the matrix closed-form as:


       M T   ξ   ξ ¨  +  g T   ξ  = 0        M R   η   η ¨  +  C R   η ,  η ˙    η ˙  = 0      



(15)




where    M T   ξ    and    M R   η    are the inertia matrices for the translational and rotational equations, respectively,    g T   ξ    is the translational gravity vector, and    C R   η ,  η ˙     is the rotational matrix of centrifugal and Coriolis forces. Full details of the motion equation terms (15) can be found in Appendix A.1.




2.2.4. Generalized Forces and Torques in the Quadrotor


The quadrotor is an under-actuated dynamic system. However, its four rotors can control its position and orientation as follows:


       M T   ξ   ξ ¨  +  g T   ξ  = f        M R   η   η ¨  +  C R   η ,  η ˙    η ˙  = τ      



(16)




where   f =   [  f x  ,  f y  ,  f z  ]  T    and   τ =   [  τ ϕ  ,  τ θ  ,  τ ψ  ]  T    are respectively the vectors of forces and generalized torques that are produced by the rotational motion of the actuators.



In   { B }  , the thrust exerted by the four rotors is always vertical (collinear to axis   z B  ) and has the form:


   f B  =   [ 0 , 0 ,  f  B , z   ]  T  =   [ 0 , 0 ,  f 1  +  f 2  +  f 3  +  f 4  ]  T   



(17)




where   f i   is the thrust related to the torque   τ i   of the i-th rotor. The thrust   f i   is obtained as in (18), with   l h   as the radial length of the propellers.


   f i  =   τ i   l h   ,  i = 1 , 2 , 3 , 4  



(18)







In turn, the torque   τ i   is related to the magnitude of the rotational speed   Ω i   of the i-th rotor as shown in (19), where   k r   is a constant of proportionality of the same sign as   τ i  .


   τ i  =  k r   Ω i 2  ,  i = 1 , 2 , 3 , 4  



(19)







Then, in   { I }  , the generalized force  f , applied to translational dynamics, is given by:


  f =  R  z x y    ϕ , θ , ψ   f B   



(20)







On the other side, the components of the generalized torque  τ  are obtained by analyzing the possible quadrotor movements in Figure 4.



The movement of the rotors to hold the quadrotor in a fixed position in the air requires that all the rotors rotate at the same angular velocity to generate the upward thrust force as indicated in (21) and the direction described in Figure 4a. In the same figure, it can be seen that the direction of rotation of the consecutive rotors is inverse to prevent the quadrotor from making any rotation.


   Ω 1  =  Ω 2  =  Ω 3  =  Ω 4   



(21)







The roll motion (rotation around the   x B   axis) requires a difference in thrust produced by the rotors 3–4 concerning the rotors 1–2, as seen in Figure 4b. Then, the torque necessary to perform the roll motion is given by (22).


   τ ϕ  =  τ 3  +  τ 4  −  τ 1  −  τ 2   



(22)







Analogously, pitch motion (rotation around the   y B   axis) requires a difference in thrust produced by the rotors 1–4 concerning the rotors 2–3, as seen in Figure 4c. Therefore, the torque necessary to perform this motion is observed in (23).


   τ θ  =  τ 4  +  τ 1  −  τ 2  −  τ 3   



(23)







Finally, the yaw movement (rotation around the vertical axis or   z B  ) is related to the torque   τ i   perpendicular to the plane of rotation produced by all rotors, i.e., it requires a difference in thrust produced by the rotors 2–4 concerning the rotors 1–3 as seen in Figure 4d. Then the torque necessary to perform the yaw motion is given by (24).


   τ ψ  =  τ 1  −  τ 2  +  τ 3  −  τ 4   



(24)







The developed forms of the vectors  f  and  τ  can be consulted in Appendix A.2.




2.2.5. Non-Conservative Effects in the Quadrotor


A more realistic model requires to include non-conservative effects such as friction. So, a model that considers frictions in the dynamics of rotation and translation can have the following form:


       M T   ξ   ξ ¨  +  g T   ξ  +  f f   (  ξ ˙  )  = f        M R   η   η ¨  +  C R   η ,  η ˙    η ˙  +  τ f   (  η ˙  )  = τ      



(25)




where   f f   in (26) is the friction vector due to the translation velocity   ξ ˙   of the quadrotor, and   τ f   in (27) is the friction vector due to the rotation velocity   η ˙   when the quadrotor interacts with the air.


   f f  =    f  x ˙   ,  f  y ˙   ,  f  z ˙    T   



(26)






   τ f  =   [  τ  ϕ ˙   ,  τ  θ ˙   ,  τ  ψ ˙   ]  T   



(27)







In this framework, a viscous friction is considered in the translational dynamics, so the components of   f f   in (26), are    f  x ˙   =  b  x ˙    x ˙   ,    f  y ˙   =  b  y ˙    y ˙    and    f  z ˙   =  b  z ˙    z ˙   , with   b  x ˙   ,   b  y ˙    and   b  z ˙    as viscous friction coefficients. Similarly, this type of friction is also considered for the dynamics of rotation and the components of   τ f   in (27) are    τ  ϕ ˙   =  b  ϕ ˙    ϕ ˙   ,    τ  θ ˙   =  b  θ ˙    θ ˙    and    τ  ψ ˙   =  b  ψ ˙    ψ ˙   , with   b  ϕ ˙   ,   b  θ ˙    and   b  ψ ˙    as viscous friction coefficients.



For completeness, the developed forms of   f f   and   τ f   are presented in Appendix A.3.





2.3. Dynamic Simulation


The complete dynamic model of the quadrotor in (25), i.e., the equations of motion that describe the translation and rotation of this vehicle, can be utilized to perform a dynamic simulation. This simulation consists of determining the future states of a system from an initial configuration [45]. A state is the minimum set of variables that fully describe the behavior of a dynamical system at any instant of time [46]. For any mechanical system like the quadrotor, the state variables are typically the generalized coordinates and their first time derivatives. Then, the state vector  χ  for the quadrotor is composed of  ξ  and  η , and their first time derivatives   ξ ˙   and   η ˙   as follows:


  χ =   [ ξ , η ,  ξ ˙  ,  η ˙  ]  T   



(28)







Then, a state equation can be formulated based on  χ . The state equation is a differential equation that establishes a relationship between the current and future states of a system when it is subjected to a given input [47]:


   χ ˙  = f  ( χ , u , t )   



(29)




with  u  as the vector of the system inputs.



Using (25), the state equation of the quadrotor is in the form:


   χ ˙  =      ξ ˙       η ˙       ξ ¨       η ¨      =      ξ ˙       η ˙        M T  − 1    ξ   [ f −  g T   ξ  −  f f   (  ξ ˙  )  ]         M R  − 1    η   [ τ −  C R   η ,  η ˙   ]   η ˙  −  τ f   (  η ˙  )   ]        



(30)







If an initial condition   χ 0   is imposed on the previous equation, it becomes an Initial Value Problem (IVP) like the one shown in (31). The IVP can be solved by some numerical integration method to simulate the quadrotor behavior. Although there is a vast diversity of sophisticated numerical integration methods, this framework adopts Euler’s method [48] (also known as ode1) due to its simplicity and low computational cost. Using Euler’s method, the future states of the quadrotor are calculated after a short time window   d t   from a current time instant.


  I V P =       χ ˙  = f  ( χ , u , t )        χ  ( 0 )  =  χ 0        



(31)







Next, it is explained how this numerical simulation of the quadrotor integrates with the virtual environment.




2.4. Virtual Environment


Virtual Reality (VR) is a term used to refer to a type of human-computer interface that provides a realistic representation of the real world [49], typically through 3D geometries. One of the most widely used technologies today to create these interfaces is Unity 3D [50]. This tool is adopted to develop the proposed simulator. In this framework, the virtual environment is a 3D space that includes a virtual representation of the quadrotor, which can perform translation and rotation movements.



The adopted 3D quadrotor is a realistic model based on the device SM450, originally developed by Steven T and shared through the GrabCAD platform (https://grabcad.com/library/quadcopter-sm450-1 (accessed on 16 October 2021)). The above 3D model can be observed in Figure 5. Some of the elements in this 3D model can move freely to give a more realistic feel to the quadrotor. In this sense, the propellers’ rotation movement around the vertical axis is enabled. In addition, the above rotation can be animated during the simulation.



Regarding the rest of the virtual environment, various graphic elements represent objects or things found in the real world, such as trees, grass, terrains, and the sky. These elements have no actual interaction with the simulation, i.e., they are not considered in the dynamics of the quadrotor but can be included in the future through realistic collision handling. The utilized virtual elements are displayed in Figure 6.




2.5. Virtual Dynamic Simulation


At this point, it is possible to perform a dynamic simulation of the mathematical model of the quadrotor to obtain numerical information about its states. Likewise, there is a virtual representation of the quadrotor and its virtual operating environment in Unity 3D.



Then, the virtual simulation of the quadrotor consists of feeding the elements of the virtual environment with the information generated from the dynamic simulation. For this, it is essential to synchronize the update interval of the virtual environment in Unity 3D with the integration interval   d t   used in Euler’s integration method not to affect the user’s perception of realism.




2.6. Virtual Teleoperation


Teleoperation can be defined as the continuous control of a remote slave robot by a human [51]. This definition fits naturally with the piloting of UAVs. In virtual teleoperation, the slave robot is virtual, and its remoteness is perceived through a virtual simulation, i.e., the human manipulates a virtual environment [51]. This kind of interaction is helpful in education, evaluation, and training [52].



The teleoperation algorithm proposed in this framework takes as inputs the commands triggered by the human user. They indicate how the quadrotor should move in terms of its generalized torques and forces. It is necessary to define which operations the user can perform through a master device. Even when there are very specialized master devices, gamepads are used more and more frequently to control UAVs. The above is because these game devices meet several usability criteria such as reduced size, portability, adaptability, universality, and ergonomics and can be acquired at affordable costs [53]. So, the Xbox Series gamepad is adopted as the master device, and its enabled commands are depicted in Figure 7. The commands established for this device develop the elevation, yaw, pitch, and roll movements in the quadrotor. It is important to highlight that although a gamepad is adopted to develop this framework, it is possible to carry out a mapping similar to the one carried out below between the input mechanisms of a more specialized device and the actions in the UAV.



The teleoperation algorithm in Algorithm 1 is proposed in this framework based on the above interactions. At every instant   d t   in the virtual dynamic simulation, this algorithm handles the commands of the master device as follows:




	
Elevation (lines 1–5 in Algorithm 1): Allows takeoff, landing, and keeping the quadrotor in the air. For this, the reference height   z d   varies proportionally to the positional value of the left stick for the vertical axis    u  L S V   ∈  [ − 1 , 1 ]    using the constant   k z  . This reference value is set to    z d  = 0   when    z d  < 0   to avoid trespassing the floor. Then,   z d   is utilized to calculate the vertical thrust   f  B , z    by a Proportional Integral Derivative (PID) controller with the gravity compensation term   m g  , where   k  p , z   ,   k  i , z   , and   k  d , z    are the proportional, integral, and derivative gains, respectively.



	
Yaw (lines 6–8 in Algorithm 1): Changes the direction the front of the quadrotor is pointing, to the left or to the right (it is assumed that the front of the quadrotor coincides with the positive direction of the axis   x B  ). In this case, the desired yaw angle   ψ d   takes a value proportional to the positional value of the left stick for the horizontal axis    u  L S H   ∈  [ − 1 , 1 ]    with the constant   k ψ  . A PID controller is also adopted to develop the torque   τ ψ   with   k  p , ψ   ,   k  i , ψ   , and   k  d , ψ    as the proportional, integral, and derivative gains, respectively.



	
Pitch (lines 9–16 in Algorithm 1): Produces a forward and backward movement of the quadrotor in the direction the front of the quadrotor is pointing. Here, the desired pitch angle  θ  is proportionally modified by the positional value of the right stick for the vertical axis    u  R S V   ∈  [ − 1 , 1 ]    based on the constant   k θ  . Additionally, the reference is set as    θ d  = 0   to stop the vehicle when    u  R S V   = 0  . Moreover, the value of   θ d   is bounded in the interval   [ − π / 4 , π / 4 ]   to avoid singularities. As in the above case, a PID controller is included to develop the torque   τ θ  , where   k  p , θ   ,   k  i , θ   , and   k  d , θ    are the proportional, integral, and derivative parameters, respectively.



	
Roll (lines 17–24 in Algorithm 1): Generates movement towards the sides of the quadrotor, i.e., in the direction of the axis   y B  . In this case, the desired roll angle   ϕ d   is proportionally modified by the positional value of the right stick for the horizontal axis    u  R S H   ∈  [ − 1 , 1 ]    using the constant   k ϕ  . This reference is set as    ϕ d  = 0   to stop the vehicle when    u  R S H   = 0  . As in the pitch movement, the value of   ϕ d   is bounded in the interval   [ − π / 4 , π / 4 ]   to avoid singularities. Analogously, a PID controller is included to develop the torque   τ ϕ  , where   k  p , ϕ   ,   k  i , ϕ   , and   k  d , ϕ    are the proportional, integral, and derivative parameters, respectively.








From the above teleoperation algorithm, the input scaling constants   k z  ,   k ψ  ,   k θ  , and   k ϕ  ; the proportional gains   k  p , z   ,   k  p , ψ   ,   k  p , θ   , and   k  p , ϕ   ; the integral gains   k  i , z   ,   k  i , ψ   ,   k  i , θ   , and   k  i , ϕ   ; and the derivative gains   k  d , z   ,   k  d , ψ   ,   k  d , θ   , and   k  d , ϕ    must be adjusted correctly to match the behavior of a real-world teleoperated quadrotor.



	Algorithm 1: Teleoperation algorithm
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2.7. Simulator Optimization


The virtual teleoperated simulator developed so far includes elements that provide a feeling of realism to a certain extent. However, as mentioned before, this feature also depends on the suitable adjustment of the parameters in the teleoperation algorithm. Nevertheless, tuning these parameters is not a trivial task due to the highly non-linear relationships between the inputs and the considered movements in the quadrotor.



For the above fact, the meta-heuristic optimization approach is used in this framework to tune the teleoperation parameters [54]. In this approach, a mathematical programming problem is stated first. Then, the problem is solved by a meta-heuristic optimizer, and the solution includes a suitable set of parameters.



Because the simulation needs to be as close to reality as possible, the flight information of a real-world quadrotor and its interactions with the human operator is required. This information guides the search for the best teleoperation parameters. It can be acquired from the sensors included in any real-world vehicle, such as the Inertial Measurement Unit (IMU), the gyroscope, and the magnetometer, among other alternatives.



In this framework, it is assumed that the height   z ^  , the yaw angle   ψ ^  , the pitch angle   θ ^  , and the roll angle   ϕ ^   values, as well as the input control actions for the elevation    u ^   L S V   , the yaw movement    u ^   L S H   , the pitch movement    u ^   R S V   , and the roll movement    u ^   R S H    can be acquired from the real-world quadrotor.



Therefore, the mathematical programming problem for the optimization of the teleoperation parameters can be stated as:


   min   p ∈ Ω    J  ( p )  =  J z   ( p )  +  J ψ   ( p )  +  J θ   ( p )  +  J ϕ   ( p )   



(32)




where the vector  p  includes the parameters of the teleoperation algorithm,  Ω  is the search space given by the lower and upper bounds of each parameter, and    J z   ( p )   ,    J ψ   ( p )   ,   J θ   ( p )   , and    J ϕ   ( p )    are the objective functions related to the Integral Square Error (ISE) index [55] calculated over the errors    e z   ( t )  =  z ^   ( t )  − z  ( t )   ,    e ψ   ( t )  =  ψ ^   ( t )  − ψ  ( t )   ,    e θ   ( t )  =  θ ^   ( t )  − θ  ( t )   , and    e ϕ   ( t )  =  ϕ ^   ( t )  − ϕ  ( t )    for   t ∈ [ 0 ,  t f  ]   as follows:


   J z   ( p )  = I S E  (  e z   ( t )  )  =  ∫  t = 0   t f    (  z ^   ( t )  − z  ( t )  )  d t  



(33)






   J ψ   ( p )  = I S E  (  e ψ   ( t )  )  =  ∫  t = 0   t f    (  ψ ^   ( t )  − ψ  ( t )  )  d t  



(34)






   J θ   ( p )  = I S E  (  e θ   ( t )  )  =  ∫  t = 0   t f    (  θ ^   ( t )  − θ  ( t )  )  d t  



(35)






   J ϕ   ( p )  = I S E  (  e ϕ   ( t )  )  =  ∫  t = 0   t f    (  ϕ ^   ( t )  − ϕ  ( t )  )  d t  



(36)







In the above functions,   z ( t )  ,   ψ ( t )  ,   θ ( t )  , and   ϕ ( t )   are obtained from the dynamic simulation of the quadrotor considering    u ^   L S V   ,    u ^   L S H   ,    u ^   R S V   , and    u ^   R S H    as the inputs.



Therefore the problem in (32) aims to find the parameters of the teleoperation algorithm that minimize the differences between the behavior of the simulated and the real-world quadrotors when both receive the same inputs. Meta-heuristic optimizers from swarm intelligence and evolutionary computation can solve this problem [56].





3. Results and Discussion


The effectiveness of the proposed framework in developing a realistic simulator for the quadrotor is evaluated in this section. For this, the behavior of the simulated quadrotor is compared to that of a real-world quadrotor.



The device utilized to perform the comparisons is the DJI Ryze Tello quadrotor controlled by the GameSir T1d gamepad, as observed in Figure 8. The dynamic parameters of the quadrotor model are proposed based on the characteristics of this device and an arbitrary set of environmental conditions. These parameters are displayed in Table 1. On the other hand, interval   d t = 1  ( ms )   is used to perform the dynamic simulation and as the update rate of the virtual environment.



Concerning the teleoperation algorithm, its parameters are tuned with the rand/1/bin variant of Differential Evolution (DE) [57]. This well-known meta-heuristic optimizer has been successfully utilized in applications from various contexts [58]. The hyper-parameters selected for this optimizer are a maximum number of generations    G  m a x   = 1000  , a population size   N P = 20  , and typical choices of the crossover rate   C R = 0.5   and the scaling factor   F = 0.5   [59]. Moreover, every searched parameter’s lower and upper bounds are set as   l b = 0   and   u b = 30  , respectively. For the optimization of these parameters, a test flight is performed with the DJI Ryze Tello quadrotor during    t f    = 20 (s) to gather the required data for the problem in (32), i.e., the values of   z ^  ,    p s i  ^  ,   θ ^  , and   ϕ ^   and the input commands of the controller    u ^   L S V   ,    u ^   L S H   ,    u ^   R S V   , and    u ^   R S H   . Like any other commercial vehicle, this quadrotor is equipped with sensors that allow monitoring and control. The information is stored as a standard flight log file, and the required data is extracted using the DatCon tool (https://datfile.net/DatCon/intro.html (accessed on 16 October 2021)). It is important to mention that, due to the different sampling frequencies of the sensors, it is unlikely that the required information can be sampled every   d t  . So, a standardization procedure is needed to work with the available data. This standardization consists of filling the unavailable values at a given instant with the available values of the previous instant. In this way, the standardized information acquired from the test flight is displayed in Figure 9. Finally, DE performs the optimization using the above information, and the resulting teleoperation parameters are observed in Table 2.



Table 3 shows the objective function values obtained with the optimized teleoperation parameters in Table 2. In the first table, the small values of the objective functions denote a response of the simulated quadrotor close to the behavior of the real quadrotor when both receive the same input commands. This response can be observed in Figure 10. If the results in Figure 9 and Figure 10 are compared, a similar shape is observed for the simulated and real data, but the response of the simulated quadrotor is smoother.



The obtained results for the quadrotor study case indicate that the proposed framework can be used to develop realistic virtual simulators for the teleoperation of UAVs.



The optimized configuration above is used in the final simulator shown in Figure 11. Finally, an arbitrary flight is carried out in the simulator (i.e., using arbitrary commands from the Xbox Series gamepad) to verify its operation. The obtained log is observed in Figure 12. A suitable and smooth response to the user commands is observed in that figure.




4. Conclusions and Future Work


Based on the necessity of simulation tools for UAVs remotely controlled by human operators, this work proposes a framework to build realistic virtual simulators for the teleoperation of these vehicles. The quadrotor is adopted as the study case.



The framework elements consider the modeling, the dynamic simulation, the interconnection of the dynamic simulation with a virtual environment, and the interaction with the user through a teleoperation scheme.



In each of the previous elements, realism is incorporated into the simulator. The modeling fully describes the behavior of a UAV and considers the non-conservative phenomena of the operating environment to develop a dynamic simulation close to reality. The virtual environment includes a realistic representation of the UAV and other components familiar to a human operator. Finally, the teleoperation scheme is optimized with a meta-heuristic optimizer to match the behavior of a real-world teleoperated UAV.



The response of the simulated UAV is compared with that of a real-world one, and similar behaviors are obtained. The above describes the effectiveness of the proposed framework.



In addition, some advantages of simulators that can be developed through this framework include obtaining an explicit realistic model of the UAV, which can be used in tasks such as identification and controller design. Also, the model can be supplemented with more specific models of the vehicle elements, e.g., the actuators, to obtain simulations closer to reality. Even when the case study of this framework is developed in Unity 3D, it does not depend on a specific technology or platform. In this way, a simulator based on this framework can be implemented using available technology and accessed from different platforms, increasing the availability of this proposal.



In future work, the realism in the simulator can be improved by considering a more detailed model of the UAV. In this sense, the dynamics of rotors and drivers can be coupled to the model obtained in this work. Also, an enhanced proposal could include the interactions of the UAV with other objects in the virtual environment, e.g., through realistic collision handling. Moreover, simulating the operation of some sensors can improve the feedback to the human user. Finally, the feedback response can be enhanced by using haptic responses.
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Appendix A. Complete Dynamic Model of the Quadrotor


Appendix A.1. Conservative Model


The closed-form translational and rotational motion equations of the quadrotor are given by (15). For the translational equation, the inertia matrix    M T   ξ    is given by:


   M T   ξ  =     m   0   0     0   m   0     0   0   m      



(A1)







In the same equation, the gravity vector    g T   ξ    is:


   g T   ξ  =   [ 0 , 0 , m g ]  T   



(A2)







Concerning the rotational equation, the inertia matrix    M R   η    is:


   M R   η  =      m 11     m 12     m 13       m 21     m 22     m 23       m 31     m 32     m 33       



(A3)




with:


      m 11  =  I  x x    cos 2  θ +  I  z z    sin 2  θ        m 12  = 0        m 13  =   I  z z   −  I  x x    sin θ cos θ cos ϕ        m 21  = 0        m 22  =  I  y y          m 23  =  I  y y   sin ϕ        m 31  =   I  z z   −  I  x x    sin θ cos θ cos ϕ        m 32  =  I  y y   sin ϕ        m 33  =  I  y y    sin 2  ϕ +  I  x x    cos 2  ϕ  sin 2  θ +  I  z z    cos 2  θ  cos 2  ϕ     











On the other hand, the rotational matrix of centrifugal and Coriolis forces    C R   η ,  η ˙     is:


   C R   η ,  η ˙   =      c 11     c 12     c 13       c 21     c 22     c 23       c 31     c 32     c 33       



(A4)




with:


     c 11     =  θ ˙    I  z z   −  I  x x    sin θ cos θ       c 12     =  ϕ ˙    I  z z   −  I  x x    sin θ cos θ         +  ψ ˙   1 2     I  z z   −  I  x x     cos 2  θ cos ϕ −   I  z z   −  I  x x     sin 2  θ cos ϕ −  I  y y   cos ϕ        c 13     =  θ ˙   1 2     I  z z   −  I  x x     cos 2  θ cos ϕ −   I  z z   −  I  x x     sin 2  θ cos ϕ −  I  y y   cos ϕ         +  ψ ˙   −  I  y y   sin ϕ cos ϕ +  I  x x   cos ϕ sin ϕ  sin 2  θ +  I  z z    cos 2  θ cos ϕ sin ϕ        c 21     =  ϕ ˙    I  x x   −  I  z z    cos θ sin θ         +  ψ ˙   1 2    I  y y   cos ϕ −   I  z z   −  I  x x     cos 2  θ cos ϕ +   I  z z   −  I  x x     sin 2  θ cos ϕ        c 22     = 0       c 23     =  ϕ ˙   1 2    I  y y   cos ϕ −   I  z z   −  I  x x     cos 2  θ cos ϕ +   I  z z   −  I  x x     sin 2  θ cos ϕ          +  ψ ˙    I  z z   −  I  x x     cos 2  ϕ sin θ cos θ       c 31     =  ϕ ˙    I  z z   −  I  x x    sin θ cos θ sin ϕ +  θ ˙   1 2     I  z z   −  I  x x     cos 2  θ cos ϕ           −   I  z z   −  I  x x     sin 2  θ cos ϕ +  I  y y   cos ϕ          +  ψ ˙    I  y y   sin ϕ cos ϕ −  I  x x   cos ϕ sin ϕ  sin 2  θ −  I  z z    cos 2  θ cos ϕ sin ϕ        c 32     =  ϕ ˙   1 2    I  y y   cos ϕ +   I  z z   −  I  x x     cos 2  θ cos ϕ −   I  z z   −  I  x x     sin 2  θ cos ϕ          +  ψ ˙    I  x x   −  I  z z    cos θ sin θ  cos 2  ϕ       c 33     =  ϕ ˙    I  y y   sin ϕ cos ϕ −  I  x x   cos ϕ sin ϕ  sin 2  θ −  I  z z    cos 2  θ cos ϕ sin ϕ          +  θ ˙    I  x x   −  I  z z     cos 2  ϕ sin θ cos θ     












Appendix A.2. Conservative Model with Generalized Forces and Torques


The motion equations in (16) includes the generalized forces  f  and torques  τ  produced by the rotors. The vector  f  is calculated as in (20) by rotating the thrust force   f B   in (17) through the composite rotation matrix for the   Z X Y   convention:


   R  z x y    ϕ , θ , ψ  =       c θ   c ψ  −  s θ   s ϕ   s ψ      −  c ϕ   s ψ       c ψ   s θ  +  c θ   s ϕ   s ψ         c θ   s ψ  +  c ψ   s θ   s ϕ       c ϕ   c ψ       s θ   s ψ  −  c θ   c ψ   s ϕ        −  c ϕ   s θ      s ϕ      c θ   c ϕ        



(A5)




with    c •  = cos  ( • )    and    s •  = sin  ( • )   .



Therefore, the force  f  is:


  f =       cos ψ sin θ + cos θ sin ϕ sin ψ    f 1  +  f 2  +  f 3  +  f 4          sin θ sin ψ − cos θ cos ψ sin ϕ    f 1  +  f 2  +  f 3  +  f 4          cos θ cos ϕ    f 1  +  f 2  +  f 3  +  f 4         



(A6)







In the case of the vector  τ , it is obtained by considering the roll, pitch, and yaw rotations in (22)–(24) and has the form:


  τ =       τ 4  +  τ 1  −  τ 2  −  τ 3         τ 3  +  τ 4  −  τ 1  −  τ 2         τ 1  −  τ 2  +  τ 3  −  τ 4        



(A7)








Appendix A.3. Non-Conservative Model with Generalized Forces and Torques


The complete non-conservative model of the quadrotor is described by (25). In this equation, the translational and rotational friction vectors   f f   and   τ f   are:


   f f  =   [  b  x ˙    x ˙  ,  b  y ˙    y ˙  ,  b  z ˙    z ˙  ]  T   



(A8)






   τ f  =   [  b  ϕ ˙    ϕ ˙  ,  b  θ ˙    θ ˙  ,  b  ψ ˙    ψ ˙  ]  T   



(A9)







The friction coefficients in the above equations are difficult to measure in practice. However, an identification procedure can help to calculate them in a relatively simple way [60]. In this procedure, the inputs and outputs of a real quadrotor are first measured during an arbitrary flight. This information is then used to fit the coefficients in a model such as (25). In this way, a correct selection of the coefficients implies that the model generates outputs similar to the real quadrotor when the same inputs are used.
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Figure 1. The quadrotor navigation scheme. 
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Figure 2. Euler’s angle rotations sequence using the convention   Z X Y  , also called Pitch-Roll-Yaw (PRY). (a) Initial quadrotor frame   { B }  . (b) New frame   {  B ′  }   after a pitch rotation of frame   { B }   with angle  θ . (c) New frame   {  B ″  }   after a roll rotation of frame   {  B ′  }   with angle  ϕ . (d) New frame   {  B ‴  }   after a yaw rotation of frame   {  B ″  }   with angle  ψ . 
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Figure 3. Angular velocity of the quadrotor concerning the three main axes in the frame   { I }  . 
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Figure 4. Independent quadrotor motions. (a) Vertical thrust. (b) Roll motion. (c) Pitch motion. (d) Yaw motion. 
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Figure 5. The 3D model of the quadrotor. 
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Figure 6. The 3D virtual environment. 
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Figure 7. The teleoperation device. 
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Figure 8. Experimental platform based on the DJI Ryze Tello quadrotor and the GameSir T1d bluetooth controller. 
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Figure 9. The data acquired from the DJI Ryze Tello. 
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Figure 10. The data retrieved from the virtual simulator using the experimental input commands from th GameSir T1d controller. 
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Figure 11. Final setup of the realistic virtual simulator for the quadrotor teleoperation. 
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Figure 12. The data retrieved from the virtual simulator using arbitrary commands from the Xbox Series gamepad. 
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Table 1. Dynamic parameters of the quadrotor.
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	Parameter
	Nominal Value





	m
	0.225 (kg)



	g
	9.81 (m/s2)



	   I  x x    
	5.0 × 10−3 (kg m2)



	   I  y y    
	5.0 × 10−3 (kg m2)



	   I  z z    
	5.0 × 10−3 (kg m2)



	   l h   
	0.042 (m)



	   b  x ˙    
	1.0 (N s/m)



	   b  y ˙    
	1.0 (N s/m)



	   b  z ˙    
	1.0 (N s/m)



	   b  ϕ ˙    
	0.5 (N m s/rad)



	   b  θ ˙    
	0.5 (N m s/rad)



	   b  ψ ˙    
	0.5 (N m s/rad)
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Table 2. Optimized teleoperation parameters.
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	Type
	Parameter
	Value





	Input
	   k z   
	0.0028



	scaling
	   k ψ   
	0.0027



	constants
	   k θ   
	0.9879



	
	   k ϕ   
	0.3030



	Proportional
	   k  p , z    
	12.3973



	gains
	   k  p , ψ    
	26.9075



	
	   k  p , θ    
	0.3159



	
	   k  p , ϕ    
	0.1176



	Integral
	   k  i , z    
	0.0146



	gains
	   k  i , ψ    
	0.0001



	
	   k  i , θ    
	0.0363



	
	   k  i , ϕ    
	0.0116



	Derivative
	   k  d , z    
	16.4687



	gains
	   k  d , ψ    
	0.0022



	
	   k  d , θ    
	0.0029



	
	   k  d , ϕ    
	0.0781
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Table 3. Objective function values.






Table 3. Objective function values.





	Objective Function
	Value





	    J z   ( p )    
	0.8204



	    J ψ   ( p )    
	0.2148



	    J θ   ( p )    
	0.0537



	    J ϕ   ( p )    
	0.0013



	   J ( p )   
	1.0903
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