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Abstract: Fueled by the development of deep neural networks, breakthroughs have been achieved in
plenty of computer vision problems, such as image classification, segmentation, and object detection.
These models usually have handers and millions of parameters, which makes them both computa-
tional and memory expensive. Motivated by this, this paper proposes a post-training quantization
method based on the clipping operation for neural network compression. By quantizing parameters of
a model to 8-bit using our proposed methods, its memory consumption is reduced, its computational
speed is increased, and its performance is maintained. This method exploits the clipping operation
during training so that it saves a large computational cost during quantization. After training, this
method quantizes the parameters to 8-bit based on the clipping value. In addition, a fully connected
layer compression is conducted using singular value decomposition (SVD), and a novel loss function
term is leveraged to further diminish the performance drop caused by quantization. The proposed
method is validated on two widely used models, Yolo V3 and Faster R-CNN, for object detection
on the PASCAL VOC, COCO, and ImageNet datasets. Performances show it effectively reduces
the storage consumption at 18.84% and accelerates the model at 381%, meanwhile avoiding the
performance drop (drop < 0.02% in VOC).

Keywords: object detection; quantization; clipping; post-training quantization; accuracy loss

1. Introduction

With the development of big data and computer hardware, it has become possible
to train large deep neural networks (DNNs). Therefore, deep neural networks have been
widely studied in recent years and applied to face recognition, image classification, au-
tonomous driving, natural language processing, and other artificial intelligence fields.
Although deep neural networks have excellent performance and have been able to lead
humans in some tasks, most deep neural network models have the disadvantages of large
size (large space consumption for model storage) and high computational cost.

The excellent performance of deep neural networks comes at the cost of high compu-
tational complexity and huge memory consumption. As the network grows in size, the
number of parameters in the network grows and the amount of computation becomes
larger. This leads to two core problems:

1. Itis difficult to deploy it in some resource-constrained devices, which greatly limits
the application scenarios of neural networks. For example, in scenarios such as the
Internet of Things (IoT), embedded systems not only lack rich computing and storage
resources but also have a very urgent need for low power consumption.

2. Itis difficult to apply in some industrial scenarios with high real-time requirements,
such as autonomous driving. These technologies require extremely high real-time
network inference; otherwise, there will be safety hazards.
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Therefore, a variety of deep neural network compression and acceleration techniques
have emerged to try to remove redundancy in the network while ensuring network accuracy,
i.e, to find a good tradeoff between network performance and computational cost.

In general, model compression and acceleration of deep neural networks have both
industrial application and academic research implications: In terms of application, the
technology can make it easier to land artificial intelligence applications. Current deep
neural networks are difficult to use in scenario-constrained environments due to their large
number of parameters and computations, and studying how to compress and accelerate
deep neural networks will help solve such problems. In theoretical research, the technique
can help people to better understand deep neural networks. Various existing deep neural
networks all suffer from information redundancy. By using model compression and
acceleration algorithms, the redundancy in the network can be removed and the part of the
network that really works can be uncovered. The study of this part will help people directly
design deep neural networks that are more efficient and have better generalization ability.

Previous methods could be roughly divided into two categories. The first category
is to design a lightweight network structure. Taking MobileNet [1], SqueezeNet [2] Shuf-
fleNet [3], and DenseNet [4] as examples, the main idea of these methods is to design a more
efficient network computing method to reduce network parameters without decreasing
network performance; however, although the lightweight models could effectively reduce
network parameters, their generalization abilities are partly sacrificed and perform more
poorly than conventional models. For example, the lightweight model MobileNet-224
achieves 70.6% accuracy on the ImageNet classification, but a non-conventional model such
as SENet obtains 83.8% accuracy. It motivates us to seek new mechanisms for achieving
compressed models. The second class quantizes the weights and input of a CNN from
a 32-bit float number to a lower-bit number. This paper mainly studies the method for
quantification.

This paper focuses on the study of 8-bit quantization with minimal accuracy loss.
According to the traditional quantization method, the post-training quantization method
based on clipping is proposed. Firstly, the weight information and the floating-point
number of the input data flow are clipped to a fixed-point range in the training, which can
not only avoid the search and calculation of the range of the input data flow in the dynamic
quantification process but also greatly reduce the amount of calculation. Moreover, the loss
caused by the clip operation in the training process can be compensated by the Lq loss we
proposed during model training. It penalizes the differences between clipped weights and
non-clipped weights for diminishing the performance drop. Then, the model is converted
to 8-bit for inference. Our approach is simple but effective in compressing the model while
maintaining its performance. To validate the effectiveness of the proposed method, it is
conducted on YOLO V3 and Faster R-CNN model for object detection on the PASCAL
VOC benchmark dataset. Performances demonstrate that our model could compress the
model to 18.84% without losing the accuracy of detection, and the speed is increased by
about 381%.

The contributions of our work are three folds:

1. A clipping-based post-training 8-bit quantization method is proposed, which can
reduce the calculation amount in the traditional quantification method and reduce
the accuracy loss.

2. A method using singular value decomposition (SVD) in the full connection layer is
proposed, which can effectively reduce the redundant parameters and improve the
training speed.

3. AnLgqloss is proposed to reduce the accuracy loss caused by clipping during training
in this training—clipping method.

In the next section, we present some of the outstanding work in the field of quantifica-
tion and explain the excellence of our approach. In the third section, we will introduce the
previous int8 quantization methods and their problems. The fourth section will elaborate
on our methods and their advantages. In the fifth section, we will verify the superiority
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of the clipping-based method in the mainstream object detection network. There is a dis-
cussion section about the limitations and future developments, and the last section will
summarize the contributions of this paper.

2. Related Work

According to the degree of low precision, network quantization can be further divided
into ultra-low precision quantization and 8-bit quantization. Ultra-low precision quanti-
zation refers to the use of 1 to 4-bit values to replace 32 floating-point parameters in the
source network. A representative work of ultra-low precision quantization is the binary
quantization network (BNN) [5]. When training the neural network, BNN quantizes the
network weight parameters and activation values to 1 or —1, so the exclusive OR (XOR)
operation in the logical operation can be used to replace the matrix multiplication and
addition operation of the original network, which greatly improves the operation efficiency.
A three-valued quantization network (TWN) [6] quantizes ownership values to —1, 0,
and 1. Incremental quantization network (INQ) [7]: By iterative logarithmic transformation
of weight parameters, the quantization error of each iteration is reduced, and finally the
network performance degradation caused by the quantization process is reduced. However,
due to the ultra-low precision quantization, the precision of the network performance is
usually negatively affected. Moreover, the training error fluctuates violently in the training
process. The most commonly used quantization method in the industry is 8-bit quantiza-
tion. Its quantization strategy is relatively conservative. Using an 8-bit fixed-point number
to store and calculate network parameters has little effect on network accuracy.

Recently, to solve the problem of accuracy loss and instability in the simulation
quantification, work such as that of [8] carried out the theoretical analysis of the convergence
stability of quantitative training, and based on this, proposed the error-sensitive learning
rate adjustment and the direction-adaptive gradient truncation method. Dettmers proposed
a fixed-point method using single instruction multiple data (SIMD) operations to improve
model performance [9]. Zhu E et al. established a unified 8-bit (Int8) training framework for
general convolutional neural networks, which can accurately and efficiently train various
networks and tasks. A direction-sensitive gradient clipping technique to reduce the gradient
direction deviation and a deviation back learning rate scaling technique to avoid illegal
gradient updating along the wrong direction were also proposed [10]. Jacob B proposed
a quantization scheme, which only depends on an integer algorithm to approximate the
floating-point calculation in neural networks. The training the of simulation quantization
effect helps to recover the accuracy of the model to almost the same level as the original
data [11].

Some well-known methods of 8-bit quantization are introduced above, but recently
there have been some novel quantization methods that can be referred to and compared.
Peng proposes an optimization method based on the idea of quantization compensation [12].
Compared with their work, we design a new loss function to compensate for clipping
loss, which can avoid model bias. Bao proposed a clipping method based on learning
parameters to quantize the network parameters during the training phase [13], while our
method performs clip processing before training and then quantifies the inference, which
is more efficient and has less final accuracy loss. Gheorghe also proposes a quantization
method for adaptive models [14], but the author’s method of improving model efficiency by
removing the fully connected layer leads to a large loss of information, while our processing
of the fully connected layer using SVD can refine the effective information with higher
accuracy. Ullah’s method also quantifies by weight intervals [15]. However, the author’s
method was only validated on shallower networks such as VGG, and its processing of only
valid bits may lead to accuracy loss in deeper networks.
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3. Preliminary Knowledge

The process of quantization is the process of converting floating-point numbers into
fixed-point numbers, and it is also the process of changing from continuous values to
discrete values. The quantization methods are generally divided into training-aware
quantization and post-training quantization, as shown in Figure 1a,b, and Figure 1c briefly
illustrates the clipping-based post-training quantization method that we propose.

float32
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Figure 1. Demonstration of training-aware quantization, post-training quantization, and clipping-
based post-training 8-bit quantization. (a) Training-aware quantization. Both input and weights are
quantized and the model is trained the quantized to 8-bit number. (b) Post-training quantization.
The input and weights are pseudo-quantized to 32-bit integer for training and further quantified
after training. (c) Clipping-based post-training 8-bit quantization. The input and weights are pseudo-
quantified and clipped to a predesigned range, and then further quantified after training.

The basic ideas of the three strategies in Figure 1 are as follows.

(a) Training quantization: The model is directly quantized, and the input and weights
are converted to 8-bit numbers during model training. At last, inverse quantization is
performed during model inference.

(b) Post-training quantization: The model is still trained with 32-bit floating point num-
bers, and the weight distribution is obtained to derive the quantization parameters,
and finally the quantized model is deployed in the inference stage.

(c) Clipping-based post-training 8-bit quantization: The weights and inputs are clipped
before training so that they are trained as 32-bit fixed-point numbers, and then the
quantization model is deployed to the inference stage.

This is only a brief description of the method. The details of the operational mechanism,
formulae derivation, and strengths and weaknesses analysis will be described later in
Sections 3.1, 3.2, and 4.1.

Next, we analyze the defects in training-aware quantization and post-training quanti-
zation methods.
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3.1. Training-Aware Quantization

Training-aware quantization conducts quantization during training. It uses floating-
point numbers to save fixed-point parameters during training and uses fixed-point param-
eters directly during the final inference. The quantization parameters in the network are
learned and updated during the training process.

The forward propagation of quantization during training is as follows. It first multi-
plies the input x and weight w by the scale and then converts it to " and @’ through the
round function for calculation (formulas (1) and (2)):

x' = q(x) @

w' = q(w) ©)

In backpropagation, since x’ is a discrete value, the second term in (formulas (3)
and (4)) is non-derivable. To solve this problem, researchers proposed a straightforward
estimator [16] (STE), as shown in Figure 2. The stepwise function in Figure 2 represents
a common uniform quantization method, and its gradient is normally difficult to find.
STE is actually a sign function that takes 1 when the gradient of the stepwise function is
greater than or equal to 0, so that the gradient here can be regarded as 1. By doing so, the
quantization function becomes an identity mapping f(x) = x for backpropagation.

dL dL  dx’
dx e N dx ©)
dL dL  du’
do v X dw @)
A /
/
/
/

A
v

v

Figure 2. STE diagram.

In short, the discrete values in the neural network will lead to a performance drop,
caused by its low number of bits. Moreover, the inherent discrete nature of the quantized
model hinders the conventional backpropagation calculations, which assume the weights
are continuous. Although mandatory fitting methods could train a model in a discrete
manner, it makes the training unstable.

3.2. Post-Training Quantization

Post-training quantization refers to the quantization of model parameters after training
when the weights of the model are fixed. Generally, the quantization parameters that mini-
mize the quantization loss of each layer of the network are obtained through the validation
set. The quantization process could be generally divided into dynamic quantization and
static quantization.
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(1) Post-training dynamic quantification

This method is to quantize the operations after the convergence of the floating-point
model training, where the weights are quantized in advance. The activation output needs
to be dynamically quantified in the forward propagation process during inference. During
quantization, each layer calculates a quantization parameter to obtain the maximum and
minimum input and then quantizes them. In the actual calculation process, each layer
needs to be traversed, which increases the calculation cost.

(2) Post-training static quantification

The weights are quantized in advance in this method. Moreover, the activation
output is quantized based on the fixed quantization parameters recorded in the small
sample calibration process (the maximum and minimum values of each layer). There is no
recalculation of quantization parameters in the whole process, so the computational cost
is low However, the risk of accuracy drop is relatively high because small samples often
cannot accurately reflect the data distribution and data range of the whole dataset.

Taking our commonly used uniform linear quantization as an example, we briefly
describe the traditional post-training quantization method. Assuming that the weights
of convolution are w, the input is x, and the weight quantization parameters obtained
in advance are w5 and w,,;,, the input quantization parameters are x;,,x. Formulas (5)
and (6) show the process that input and weights are linearly adjusted to (-1, 1):

xl — z(x — xmin) _ 1 (5)

Xmax — Xmin
ZU/ — Z(ZU B wmin) 1 (6)
Wmax — Wmin
The normalized input x" and weights w’ are multiplied by a magnification S and
rounded to an integer (if S is 128, then the new x” and w"” are converted to int8):
x" = round (Sx") 7)

w" = round (Sw") (8)

The core of the convolutional neural network is the matrix multiplication of w and x.
In the following, we use a series of dequantization operations to simplify this multiplication.
Formulas (7) and (8) are obtained from formulas (5) and (6):

(x/ + 1)(xmax - xmin)

X = Xpin + > (9)
/ — .
W = Wpin + (w + 1)(w72ﬂﬂx wmm) (10)
Multiply formulas (7) and (8):
wx = (xmax*xmin)iwmax*wm[n)wlx/ + (xmax*xmin)iwmux+wmin)x/
(11)

(Xmax+Xmin) (Winax —Wiin) . 1 (Xmax+Xmin) (Winax+Wiin)
+ i w' + i

Since Xmax, Xmin, Wmax, Win are known constants, the formula is simplified with kq, kp,
k3, k41

w-x = kiw'x’ + kpx' + kaw' +ky (12)
klw// x// kzx// k3w//

X RS k 13

w-x o S + S + kyq (13)

In short, the calculation of training-aware quantization is complex and requires a
long training time. As for the dynamic post-training quantization, the range of dynamic
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statistical input is needed, the amount of calculation is large, and the computational
complexity of inverse quantization is high. For static post-quantization, the clip value
obtained by small samples cannot fully reflect the data distribution of the whole dataset,
which inevitably leads to accuracy loss. Therefore, in the next section, we propose a simple
and efficient quantitative method with little accuracy loss.

3.3. Object Detection Networks

At present, object detection algorithms based on convolutional neural networks can
be divided into two categories: one-stage object detection and two-stage object detection
algorithm. The one-stage object detection algorithm is based on convolutional networks.
The feature map directly returns the location of the target, and the model further classifies
the target categories. The representative works are SSD [17] and YOLO [18-21] series.
In two-stage target detection algorithms, the first stage is to generate region proposals,
and the second stage is to return to the target location and classify the target category
based on the regional proposal, which is represented by the R-CNN [22] series algorithms,
including R-CNN, Fast R-CNN [23], Faster R-CNN [24], and mask R-CNN [25]. This paper
takes a one-stage mature representative network, YOLOv3, and a two-stage representative
network, Faster R-CNN, for validating the effectiveness of our designs The process and
experimental design of the clipping-based post-training 8-bit quantization method are
shown in Figure 3. As shown in Figure 3, we apply our clipping base quantization method
to two representative one-stage, two-stage target detection networks. After fine-tuning, we
check whether the accuracy loss meets the expectation, and if the accuracy still decreases,
we adjust the loss function considering the loss of clipping operation to obtain the result.

Training-clipping
quantization

Yolov3
Multi-scale output

Fine-Tuning
Conv layers D

expectations?

/

Faster-RCNN

L~ L~ ~ [
- Add new
— . Lq loss
Conv layers e ~
» ~ FC layers

RPN Roi pooling

Object detection network

Figure 3. Architecture of the clipping-based post-training quantization method.

4. Method

Usually, the neural network model takes 32-bit single-precision floating-point num-
bers as parameters. The floating-point number consists of three parts: symbol (one bit),
exponential (eight bits), and tail numbers. The pipeline of floating-point addition and
subtraction includes: (1) Checking the 0 operands. If the number of operations involved is
zero, the operations directly return the results. (2) Comparing the size of two order codes
and completing the alignment for the addition or subtraction of the tail number. (3) The
results are rounded and standardized. When the network size is large, it requires a lot of
memory and computational resources to conduct the floating-point operation. Differently,
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the low-precis fixed-point operation could save memory and compute, because it computes
the summation directly; it is needless to conduct alignment before computing. Network
quantification is based on this idea. It transfers the number from floating points to fixed
points by discretization of the weight parameters of the network. It effectively compresses
the storage space of network parameters and reduces the amount of calculation. Specifi-
cally, it uses a low-precision way to store and calculate network parameters. Usually, the
neural network uses 32-bit floating-point number to store all the parameters and calculation
results of the network. If a small amount of network performance is sacrificed, the data are
mapped to a smaller numerical range by using the quantitative method, which can greatly
reduce the number of parameter storage and the memory space occupied by calculation.
By adopting a reasonable low-precision method, only a small part of network precision can
be lost while the model volume is greatly compressed.

To reduce the model and solve the excessive accuracy loss caused by traditional
quantification methods, we propose a post-training quantization method combined with a
clip during training. In addition, a fully connected layer compression method based on
singular value decomposition is conducted to minimize storage consumption. Furthermore,
we propose a new loss function to improve the accuracy and avoid the performance
drop during quantization. These methods have achieved good results in the following
experiments in Section 4, and their mechanism will be sequentially introduced as follows

4.1. Clipping-Based Post-Training Quantization

The key to this method is to clip input and weights during training. The clipping
process will inevitably bring some accuracy drop. Differently from the traditional method,
we clip the input to a fixed range in the training process. During the training of the model,
the input learning of each layer can make up for a certain accuracy loss caused by clip
operation to the greatest extent. Moreover, after clipping to a fixed range, we will know the
maximum and minimum values of each layer parameter in each calculation process. It is
helpful to avoid the cyclic calculation process of searching the range of input data stream
dynamically, and we can also ensure that the range of input values is fixed in the range of
our clip in order to avoid the risk of accuracy drop of post-training static quantization.

The calculation method is as follows. We first clip the input and weight to [—277,27/]

and [-27%,27K], where j and k are integers:

x = clip [—2*1',2*1} (14)

w = clip [—Z*k,Z*k] (15)

Similarly, the input and weight are converted into int8 type by multiplying an amplifi-
cation factor and round function:

x' = round (27+jx) (16)

w' = round (27+kw> (17)
Next, the dequantization process is also very simple (as shown in Figure 4):

x'w'

WX = Djtkt14 (18)
x/.w/ 7+k x/.w/
q(w-x) = ojkr1a = 57 (19)
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[27+kW1] [27+kW2]

Figure 4. Forward propagation using clipping-based post-training quantization.

Figure 4 shows a simplified forward propagation process for neural networks. Com-
bined with Equations (16)—(19), it shows that the computational effort in forward propaga-
tion can be saved by multiplying the quantization parameters. This ingenious combination
avoids many redundant parameter calculations. By comparing formula (18) with formu-
las (11)—(13), we can find that we have saved a lot of computation in the process of inverse
quantization. In short, our post-training quantization method combined with clip during
training has obvious advantages in avoiding the huge amount of calculation in dynamic
post-training and solving the problem of accuracy loss in static post-training.

It is worth mentioning that the clip values of our training—clipping method are sym-
metrically centered on 0 and are the integer power of 2; this minimizes the amount of
computation with the representation of int8, but the closer the value of the clip to the
real data range, the smaller the accuracy loss. In the experiment in Section 4, we will
comprehensively consider these effects to obtain the best quantitative results.

4.2. Decomposition of Fully Connected Layers

Singular value decomposition (SVD) is a widely used algebraic feature extraction
method in the field of machine learning [26]. Singular value decomposition (SVD) is
to decompose a linear transformation into two linear transformations, one representing
rotation and one representing stretching.

In the object detection network, most of the classification results or prediction results
need to be processed through the fully connected layer. The fully connected layer generally
has a large number of parameters. In this paper, the first-order input with the size of 1024
is taken as an example (as shown in Figure 5), and the parameter number in the traditional
fully connected layer is 1024 x 1024 in an object detection model such as Faster R-CNN.
Using the SVD method, the key information is firstly saved in a compressed 256-size linear
layer and then expended to a 1024-size fully connected layer. In this way, the number of
parameters is equal to 1024 x 256 x 2, and the method can reduce 50% of the calculation
cost, only losing some unimportant information.

1024 1024 1024 1024

a b

Figure 5. SVD transformation in the fully connected layer. (a) General fully connected layer. (b) Fully
connected layer after SVD.
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4.3. Lq Loss Function

At present, the loss function of the mainstream object detection algorithm is mainly
composed of three parts. The first part is for classification where the cross-entropy loss is
mostly used. The second part is for bounding box regression, and different algorithms will
be used in different frameworks. The third part is the loss of category confidence. However,
in our clipping-based method, the existing loss ignores the clipping process. We hope that
this part of the loss can also participate in training to improve the accuracy. Therefore,
we designed a new Lq loss (formula (20)), which involved the loss caused by the clipping
process in training. The new loss function is shown in Formula (21), which shows a good
effect on improving accuracy in the experiment in Section 4.

m n
Lq:)\ZZij—ijHz (20)
i=1j=1

where m, n represent the number of categories and numbers, respectively, w; represents
the original weight value, and Cw; represents the weight value after clipping. Figure 6 is a
good example of two weights.

—

0.501 0.257 0.5 0.25

(a) (b)

Figure 6. An illustration of wj and Cw;. (a) w;. (b) Cw;.

As shown in Figure 6, the original weight wj is the float number of 32 bits, while Cw;
represents the fixed point number of integer power of 2 nearest to w;.

Thus, with the addition of Lg, the total loss L is shown as in formula (21). Where LP is
the previous loss of the network, L is the modified loss:

L=1L,+Lg (1)

Therefore, in the process of fine-tuning of the model, the update of the weight gradient
when it propagates backward becomes:

w=w — adwy (22)
where w represents weight, a represents learning rate, dw, equals:
dwg = dw, 4 2(wj — Cw;) (23)

where dw, represents partial derivative in the quantization model, dw, means partial
derivative in the previous model, 2(w; — Cw;) represents the partial derivative to new
Lq loss.
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5. Experiments

Experiments on mainstream object detection frameworks Yolov3 and Faster R-CNN
were conducted. In the experiment, we mainly used average precision (AP) and average
recall (AR) of three different sizes in the COCO index as the evaluation criteria, and our
dataset was PASCAL VOC2007 + 2012 [27]. The experimental hardware configuration used
Intel Core i7-9800X CPU @ 3.80 GHz processor, NVIDIA GTX 2080 Ti card, 32 GB RAM, 3
TB mechanical hard disk, and the operating system was Windows 10 with a 64-bit system.
The programming language was Python, and the deep learning framework was PyTorch.
GPU acceleration library was CUDA10.2 and CUDNNS.0.

5.1. YOLO Experiments

The clipping experiment was mainly to validate the influence of clipping operation
on the model accuracy and obtain the parameter values with the smallest influence for
post-quantization. Thus, to minimize the effect of the clipping operation, we needed to
make the value of the clipped values approximate to the real values in the original models.

The weight value is static and can be obtained by training. We obtained the range
of model weight from the original models, as shown in Figure 7. It can be found that the
weights of the convolution layer are distributed between [-1, 1], mainly concentrated in
[—0.0625, 0.0625]. The total number of network parameters is 62,944,352, of which 99.2% of
the parameters are located between [—0.03125, 0.03125], and 0.67% of the parameters are
between [—0.0625, —0.03125] and [0.03125, 0.625].

40,000
35,000
30,000
25,000

20,000

Params/k

15,000
10,000
5,000

0
(-0.125, -0.0625)  (-0.0625, -0.03125) (-0.03125, 0) (0, 0.03125) (0.03125, 0.0625) (0.0625, 0.125)

Figure 7. Histogram of weight distribution.

The values of input data flow are dynamic and difficult to collect. We used the following
steps to determine its value range. First, the weights were clipped to [-1, 1]. Since the
weight was within this range, as shown in Figure 7, the weights were not changed at this
time. Then, according to the experience, the clip strategies of three data streams [—8, 8],
[—4, 4], [-2, 2] were selected for experiments. The experimental results are shown in Table 1.
Table 1 compares these three clip strategies, and it can be found that the accuracy decreases
the least when the input interval is [—8, 8] compared to baseline, there is a small loss of
accuracy when it is [—4, 4], and there is a significant decrease of 5% when the input interval
is [-2, 2]. The smaller the interval is, the more missing parameters there are and the greater
the decrease in accuracy. This indicates that the inputs are mainly distributed in the interval
[-8, 8].

Table 1. Results of three input clip strategies in float type during training.

Input Clip AP(IOU) AP(IOU) AP(IOU) AR(IOU) AR(IOU) AR(IOU)

Strategies 0.5:0.95 0.5 0.75 0.5:0.95 0.5:0.95 0.5:0.95
[-8, 8] 0.5853 0.7990 0.6417 0.4700 0.6812 0.6971
[—4, 4] 0.5703 0.7911 0.6345 0.4636 0.6728 0.6861
[-2,2] 0.5302 0.7453 0.5868 0.4400 0.6377 0.6491

Baseline 0.5858 0.8010 0.6421 0.4702 0.6831 0.6976
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According to the distribution of weights reflected in the figure, five clipping strategies
were adopted for the clipping experiment of weights to observe the change of accuracy,
including [-1, 1], [-0.5, 0.5], [-0.25, 0.25], [-0.125, 0.125], and [—0.0625, 0.0625]. We first
clipped the data stream to [—8, 8], and then compared these five weights clipping strategies.
The results are in Table 2. Table 2 shows that the accuracy loss becomes smaller step by
step as the weighting interval narrows from [—1, 1] to [-0.0625, 0.0625]. However, it is
worth mentioning that the accuracy loss is very small when the weight interval is from
[—1, 1] to [-0.125, 0.125], and the accuracy difference with the baseline is kept within
0.1%. This indicates that the weights are mainly distributed between [—0.125, 0.125], and
the small number of parameters in other parts hardly affects the accuracy. However, at
[-0.0625, 0.0625], the maximum accuracy is only 0.78, with a significant accuracy drop of
2%, indicating that the number of parameters between 10.0625, 0.125| has increased and
their absence has affected the accuracy. Therefore, we selected the first four strategies for
the subsequent experiments.

Table 2. Results of five weight clip strategies in float type during training.

Weight Clip AP(IOU) AP(IOU) AP(IOU) AR(IOU) AR(IOU) AR(IOU)
Strategies 0.5:0.95 0.5 0.75 0.5:0.95 0.5:0.95 0.5:0.95
[—1,1] 0.5853 0.7990 0.6417 0.4700 0.6812 0.6971
[-0.5,0.5] 0.5849 0.7990 0.6413 0.4697 0.6804 0.6962
[—0.25,0.25] 0.5839 0.7995 0.6432 0.4692 0.6779 0.6910
[—0.125, 0.125] 0.5830 0.7987 0.6397 0.4700 0.6783 0.6914
[—0.0625, 0.0625] 0.564 0.7805 0.6222 0.4612 0.6613 0.6725
Baseline 0.5858 0.8010 0.6421 0.4702 0.6831 0.6976

5.1.1. Quantization Test

After the clipping experiment, the quantization experiment was carried out according
to the four selected weight clipping strategies. First, the weights trained by four weight
clip strategies were obtained, and then the weights were clipped into int8 types in the
same range as before. According to the corresponding weight range, the inference process
was directly conducted. This is our post-training quantization process, and the results are
shown in Table 3.

Table 3. Results of four weight clip strategies in int8 type during inference.

Weight Clip AP(IOU) AP(IOU) AP(IOU) AR(IOU) AR(IOU) AR(IOU)
Strategies in Int8 0.5:0.95 0.5 0.75 0.5:0.95 0.5:0.95 0.5:0.95
[—1,1] 0.5600 0.7990 0.6260 0.4490 0.6560 0.6690
[-0.5,0.5] 0.5720 0.7960 0.6410 0.4610 0.6670 0.6810
[—0.25,0.25] 0.5770 0.7990 0.6400 0.4640 0.6710 0.6850
[—0.125, 0.125] 0.5780 0.7980 0.6420 0.4650 0.6730 0.6860
Baseline 0.5858 0.8010 0.6421 0.4702 0.6831 0.6976

Table 3 shows the performance of the four weight-clipping strategies in model in-
ference. There is basically a trend that the smaller the clipped interval is, the higher the
accuracy is. However, in the interval of [—1, 1], the model inference effect is obviously
inferior to other strategies, and there is an about 2% decrease in accuracy. The accuracy of
[—0.125, 0.125] is the highest, reaching 0.6420 at 0.75AP, which is only 0.0001 worse than
the baseline; thus, we chose this weight clipping strategy as the main strategy.

5.1.2. Lq Loss Experiment

In previous experiments, it was found that even if the training—clipping quantization
method is used, there will still be an about 1% accuracy loss. We propose to add a new
Lq loss function, which takes the difference between the float point number and the fixed-
point number after clipping into backpropagation, and effectively compensates for the
loss caused by the clip operation. Moreover, we found that different learning rates have
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different effects on accuracy, as shown in Table 4, where L represents the training result
obtained by the original loss and L + Lq represents the training result after adding Lq
loss. The results show that the accuracy of adding Lq loss is about 1.126% higher than the
original average, and the accuracy error of the baseline is less than 0.2%, which can realize
the quantification of no accuracy loss.

Table 4. Lq loss performance contrast.

. AP(IOU) AP(IOU) AP(IOU) AR(IOU) AR(IOU) AR(IOU)
Strategies

0.5:0.95 0.5 0.75 0.5:0.95 0.5:0.95 0.5:0.95

L 0.5780 0.7980 0.6400 0.4650 0.6730 0.6860
L+Lqg 0.5849 0.8020 0.6414 0.4705 0.6815 0.6938
Baseline 0.5858 0.8010 0.6421 0.4702 0.6831 0.6976

5.2. Faster-RCNN Experiments

In Faster-RCNN, similarly to YOLO, clipping and quantization experiments were
conducted. However, the difference is that Faster-RCNN was finally classified by the
fully connected layer. Here, we verified the results of SVD improvements and found that
reducing the learning rate is beneficial to compensate for certain accuracy losses.

5.2.1. Quantization Test

In this section, no longer repeating the same experimental methods and steps as
YOLO, [-0.5,0.5] and [—1, 1] of the two weight clipping strategies are better in the clipping
experiments. Table 5 shows the performance of the two previously selected weight-clipping
strategies in the model. The two 32-bit float-point clipping results represent the accuracy
results of the model at training time; the two 8-bit integer clipping results represent the
results of the model at the inference stage. It can be observed that the clipping strategy
[—0.5, 0.5] is more prominent, the accuracy reduction is only 1%, and many indicators do
not even decline, proving the superiority of our method. The mAP curve of this strategy
is compared with the baseline, as shown in Figure 8. In Figure 8, the accuracy of the
two curves remains almost the same at the beginning of the training period, with some
fluctuations in the middle of the training period, but at the end of the training period, it can
be observed that the quantized accuracy curve and the baseline maintain the same trend
and are below the baseline with a small difference in accuracy.

Eval mAP
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Figure 8. mAP contrast.
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Table 5. Clipping and quantitative results of the two strategies.
Weight Clip AP(IOU) AP(IOU) AP(IOU) AR(IOU) AR(IOU) AR(IOU)

Strategies 0.5:0.95 0.5 0.75 0.5:0.95 0.5:0.95 0.5:0.95

}Eli)it ;3]2 0.5191 0.8021 0.5784 0.4461 0.6327 0.6399
Float 32

[=0.5, 0.5] 0.5187 0.8003 0.5806 0.4458 0.6316 0.6381

[eqgl] 0.4830 0.7950 0.5310 0.4250 0.6130 0.6220

. é‘;tso 5] 0.5090 0.8000 0.5690 0.4410 0.6250 0.6320

Baseline 0.5191 0.8030 0.5756 0.4468 0.6317 0.6389

5.2.2. SVD Test

In the head part of Faster RCNN, we used SVD decomposition to compress the fully
connected layer, which can reduce the redundant parameters and improve the detection
speed. However, reducing the parameters involved in the calculation often leads to lower
accuracy. We tested the accuracy of SVD decomposition under different learning rates
(LR), as shown in Table 6. It can be found that SVD undeniably still brings some loss to
the model accuracy, and the maximum accuracy loss reaches 6% when the learning rate is
0.005 (base learning rate). However, the reduction of the learning rate helps to reduce the
accuracy loss. When the learning rate is reduced to 1/100, although there is about a 1%
difference between the accuracy of baseline, the accuracy has been improved by 0.6%, and
the accuracy difference between the model before using SVD (int8 [0.5, 0.5] in Table 5) has
been greatly reduced.

Table 6. SVD performance on learning rate decade strategies.

SVD LR AP(IOU) APIOU) AP(IOU) AR(IOU) ARIOU) AR(IOU)
Strategies 0.5:0.95 0.5 0.75 0.5:0.95 0.5:0.95 0.5:0.95
LR =0.005 0.5033 0.7380 0.5540 0.4340 0.6177 0.6228

LR = 0.0005 0.5050 0.7340 0.5590 0.4379 0.6195 0.6263
LR =0.00005 0.5087 0.7900 0.5610 0.4400 0.6230 0.6280
Baseline 0.5191 0.803 0.5756 0.4468 0.6317 0.6389

5.2.3. Lq Loss Experiment

Similarly to the Lq experiment in YOLO, we used the loss function with Lq loss to
train and compare the accuracy results with the accuracy and baseline without Lq loss.
The results are shown in Table 7. Compared with the original loss results, the accuracy is
significantly improved by about 1%, basically consistent with the accuracy of the baseline.
The feasibility and effectiveness of adding Lq loss are verified.

Table 7. Lq loss performance contrast.

AP(IOU) AP(IOU) AP(IOU) AR(IOU) AR(IOU) AR(IOU)

Strategies 5.5 95 0.5 0.75 0.5:0.95 0.5:0.95 0.5:0.95
L 0.5090 0.8000 0.5690 0.4410 0.6250 0.6320
L+Lq 0.5190 0.8032 0.5754 0.4465 0.6315 0.6378
Baseline 0.5191 0.8030 0.5756 0.4468 0.6317 0.6389

5.3. Competition Test

In previous experiments, we have verified that our training—clipping method can
maintain detection accuracy in the 8-bit quantization process. In this section, we compare
the accuracy and speed of other advanced quantization methods in Faster RCNN, as shown
in Table 8 (here TOP-1 ACC means top-1 accuracy).
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Table 8 compares the baseline and two outstanding 8-bit quantization methods in
terms of accuracy, number of parameters, compression ratio, and CPU inference time. In
terms of precision, the training—clipping method has the highest precision, even slightly
exceeding baseline. Moreover, the precision also reaches 80% after adding the SVD method,
which is 0.9% higher than the method in [11] and 1.6% higher than the method in [28],
reflecting the effectiveness of our improved quantization compensation loss function (Lq).
In terms of the number of parameters and the compression rate, the basic ratio is kept at
1/4 because they are all 8-bit quantization, and the SVD method is significantly better than
the other methods, reaching a compression rate of 18.84%, which greatly reduces the model
redundancy and proves the reliability of the SVD method. In terms of inference time, our
training—clipping method has an inference time of 79 ms for one image, which is 280%
faster compared to the baseline. Compared with the method of [11], we directly clipped
out the interval of weights to avoid the search time of weights, which is improved by 13 ms,
but in the method of [28], model pruning is added in addition to the quantization strategy,
which is 5 ms faster than our method. However, after using SVD, the inference time of our
method was shortened to 58 ms, which is better. In general, our method is superior in both
inference speed and accuracy.

Table 8. Comparison with 8-bit quantization methods.

Methods TOP-1 ACC Parameters Compressing Rate I;ference
ime/ms
Baseline 0.8030 160 M 100% 221
[11] 0.7910 40M 25% 92
[28] 0.7840 39M 24.375% 74
Training—clipping 0.8032 39.58 M 24.737% 79
Training—clipping + SVD 0.8000 30.15M 18.840% 58

To further verify the reliability of our method, experiments were conducted on other
widely used datasets and achieved good results. The experimental results are shown in
Table 9. On the ImageNet dataset, the training—clipping approach’s best accuracy is 69.73%,
which is only 0.03% worse than the baseline. Even with the SVD method, the high accuracy
of 69.71% is ensured. The accuracy of the training—clipping approach drops by 0.27% on
the COCO dataset, which is nine times greater than that of ImageNet. The SVD method’s
use on the COCO dataset similarly results in an accuracy loss of 0.05%. This indicates that
in the hard-to-learn samples with multi-scale bounding boxes, the subtle information loss
may lead to some misdetection and omission, but overall, our quantization method still
maintains a small accuracy loss and shows reliability on different datasets.

Table 9. Comparison with other datasets.

TOP-1 ACC (%)

Datasets . - A - A
Baseline Training—-Clipping Training—Clipping + SVD

vOC 80.30 80.32 80.00

COCO [29] 37.10 36.87 36.82

ImageNet [30] 69.76 69.73 69.71

6. Discussion

This paper provides an innovative idea for model quantification in the field of object
detection, but there are still some issues that need to be discussed. In this section, our
approach is investigated from the perspectives of both method limitations and future
development directions.
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6.1. Limitations

In practical application scenarios, dynamic input clipping is a necessary part. The
main idea of training clipping is to cut out a large number of redundant parameters through
weights and input clipping operations, and then compensate for the loss caused by clipping
through model training. The problem is that the weights are easy to obtain, but the input is
dynamically changing in a range, and this dynamic range needs to be obtained by manual
search, comparison, and experiment, which has a certain randomness. However, since the
change of model accuracy is mainly caused by the weights, and the model training will
compensate the loss of input clipping, in general, the impact on model accuracy is thus
not significant.

6.2. Future Development

Although the clipping-based post-training method has achieved good experimen-
tal results, in view of its limitations, combined with some current research work and
development trends, we have the following two outlooks on this field.

1. More flexible and efficient dynamic quantization: One of the ideas for performing effi-
cient neural network inference acceleration is how to utilize quantization redundancy
in neural networks more flexibly and efficiently. The design space for this problem is
usually large and requires experimental exploration and tradeoffs between the choices
of multiple variables. The idea in this paper is to avoid redundancy by cropping and
training, but this still requires manual intervention, and manual selection is usually
very time-consuming and labor-intensive; thus, the approach of automatic search opti-
mization is starting to become a popular idea. This approach requires better modeling
so that the model can well reflect the effect of parameter changes on the performance
of the integer. The recent works of many scholars [31-34] are based on this modeling
idea. Therefore, using the model search approach to balance the network accuracy
and inference efficiency in complex and variable practical applications is a direction
worthy of research and optimization.

2. Joint optimization of multiple compression and acceleration techniques: At present,
various model compression techniques are emerging, and the application of multiple
compression techniques may improve each other’s performance. For example, Han
proposed a joint model compression based on pruning, trained quantization, and
Huffman coding in 2015 [35], which achieved excellent results. Recently, Cardinaux
also proposed a joint parametric model solver, and the method in this paper is actually
an optimized training-inference strategy in essence, which can be used together with
other current model compression methods [36]. Multi-technology fusion studies are
more likely to be executed sequentially as multiple steps of deployment separately, and
there are a large number of hyperparameters to be configured for each method. How to
synergistically optimize multiple techniques from a system perspective to effectively
improve the network compression rate and inference performance is currently a
direction worthy of in-depth research.

7. Conclusions

This paper proposes a post-training 8-bit quantization method based on clipping for
model compression. It could compress the model, maintain the performance, and accelerate
the inference speed. To achieve this goal, we mainly conducted three main improvements.
Firstly, we introduce a carefully designed clipping operation before the training process. It
decreases the computational burden of the post-training 8-bit quantization and meanwhile
avoids performance drop. Secondly, the SVD is used to further compress the redundant
weights in the fully connected layer. Thirdly, a new loss function term is leveraged to
minimize the performance drop caused by quantization. The three methods could work
harmoniously to compress a model without performance drops. To validate the effective-
ness of our method, it was validated on YOLOv3 and Faster R-CNN model for object
detection on the PASCAL VOC benchmark dataset. The good performances reveal the
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superiority of our designs. Moreover, our method surpasses other widely used 8-bit quan-
tization methods, measured by the compression efficiency and the capacity on avoiding
performance drop.
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