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Abstract

:

As recently studied, the undocumented instructions in embedded processors that may cause catastrophic results for devices have become one of the main threats to system security. To tackle this issue, in this paper, we propose an undocumented instruction mining tool for digital signal processors named DSPUIM that can find out the undocumented instructions from the frequently used Digital Signal Processors (DSP) in network information systems. First, we analyzed the characteristics of the DSP instruction format to compress the instruction search space and improve the instruction search speed. Second, according to the public instruction set of DSPs, we built an instruction disassembly framework that helped us to identify all the undefined instructions. Finally, by testing the executability of undefined instructions automatically, we obtained the undocumented instructions for target DSPs. To demonstrate the effectiveness of our tool, we applied it on ten DSP processors of Texas Instruments (TI) and mined 335 undocumented instructions from them within 5 min. Some undocumented instructions have malicious functions, such as changing registers and denial of service, posing a security threat to the network devices using DSPs.
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1. Introduction


With the continuous development of information technology and the increasing demands for data processing, processors have become an indispensable part of production in information systems [1,2]. As one of the most important processors, the digital signal processor (DSP) has powerful data processing capabilities and high operating speeds with low energy consumption [3,4]. Therefore, it is widely used in many fields such as communication [5,6], remote sensing [7], autopilot [8], medical equipment [9,10], environmental monitoring [11], Internet of Things (IoT) [12], and consumer electronics, as shown in Figure 1. As reported in [13], the global DSP chip market size is estimated to be USD 3872.6 million in 2022, and it is expected to be USD 5746.9 million by 2028. Such a huge market also attracts attackers to take advantage of the loopholes to achieve their illegal purposes.



At present, the instruction set which works as an important interface connecting processor hardware units and software is no longer trustworthy [14]. Duflot L. [15] first found that there are undocumented instructions in processors. Thereafter, increasingly more undocumented instructions have been mined, such as FDIV [16], F00F [17], and VIA C3 [18]. These undocumented instructions may lead to malfunction of the processors, such as change functions [16], stopping working [17], and allowing attackers to obtain illegal privileges [18], endangering the security of tens of millions of devices. With the increasing number of undocumented instruction security incidents, it is necessary to mine potential undocumented instructions from processors as a preventive measure to protect processor security.



In this paper, we propose an undocumented instruction mining method for DSP that can quickly obtain DSP undocumented instructions within minutes, providing a defense tool for DSP security.



Our research motivations were as follows:




	(1)

	
As an important processor device in network information systems, the research on the security of DSP is relatively weak. Researchers have focused on applying DSP to security devices [19,20], not the security of DSP itself.




	(2)

	
There is no undocumented instruction mining method in the current literature that applies to the characteristics of the DSP instruction set. Many researchers have proposed undocumented instruction mining methods mainly for the architecture of general-purpose processors rather than DSP.









The main contributions of our paper are twofold:




	
We propose an undocumented instruction mining method for the DSP, which can find out the undocumented instructions on a variety of DSP processors within several seconds. It provides a platform for subsequent researchers to study the security of DSP.



	
We performed functional analysis and classification on these undocumented instructions. Furthermore, we discuss the affection of these instructions when they are executed, and we find that partially undocumented instructions indeed pose a security threat to the corresponding processors.








The rest of this paper is organized as follows. In Section 2, we briefly discuss the related work. In Section 3, we detail how we implement the DSPUIM tool. In Section 4, we conduct extensive experiments to demonstrate the effectiveness of our method, and we perform functional analysis and classification for mined undocumented instructions. Finally, we conclude in Section 5.




2. Related Work


Thus far, the research on processor security is mainly focused on general-purpose processors, touching upon two computing architectures, i.e., Complex Instruction Set Computer (CISC) and Reduced Instruction Set Computer (RISC).



2.1. The Security of CISC


Although processors are ubiquitous in our lives, the research on verifying the security of processor instruction set has just begun in recent years. The complex instruction set architecture represented by the x86 architecture has a history of more than 40 years. It has a large number of instructions and various lengths of instruction words [21]. Undocumented instruction, circuit bugs, and backdoor are major security issues for processors.



Undocumented instructions are caused by inconsistencies between official documentation and real instructions. An error raised by the processor or an exception handled incorrectly by system software indicates the presence of undocumented instructions. Some researchers have put many efforts on mining the undocumented instructions of x86 CPU [22,23]. In the past few years, several search tools for undocumented instruction in the x86 architecture have been proposed and gradually improved. As a pioneer work, Domas proposed an undocumented instruction search tool for x86 architecture CPU called Sandsifter [24], which is the first automatic search tool for undocumented instructions. However, it suffers limitations on a high false positive rate. In 2018, Jianping Zhu et al. [25] proposed a comprehensive CPU security benchmark to evaluate the hardware security of processors and develop a tool mining undocumented instruction with higher speed compared to Sandsifter. UISfuzz [26] further reduces the search space based on Sandsifter. UISfuzz improves the mining efficiency by 5.57 times and reduces the memory overhead by 18.46 times compared to Sandsifter. The instruction search method named HEAM [27] proposed by Jiatong Wu et al. reduces its search time to 30% compared with the Sandsifter. They also proposed a classification method based on the instruction format to identify the actual function of undocumented instructions. In addition, Ermolov et al. [28] and Guang Wang et al. [29] also have contributed to the mining of undocumented instructions in terms of processor microcode and instruction decoder, respectively.



Bugs in the processors mean that there are involuntary implementation mistakes in the component, and these bugs are scattered in various mechanisms and functions of the processor, making it difficult to implement automated and formal detection tools. Memory Sinkhole [30] in 2015; Meltdown [31], Spectre [32], TLBleed [33], PortSmash [34] in 2018; and MDS [35] in 2019 are all vulnerabilities that violate the security model of the processor design architecture. Some researchers have proposed some defense methods [36,37,38] against Specter, Meltdown, and their variants. SPECS [39] is a lightweight dynamic detection system for processor bugs with a defense efficiency of 86% and less than 5% additional hardware and no software run-time overhead.



The backdoor of the processor has the characteristics of high authority and strong concealment. If the backdoor is implanted in the processor, it will cause great disaster to the upper information system. The backdoor in VIA C3 [18] mentioned above is a typical backdoor using undocumented instructions. In terms of processor backdoor defense, researchers have focused on the microcode level of the processor [40,41].




2.2. The Security of RISC


With the development of processors, increasingly more special instructions are added to the CISC, which greatly increases the cost of hardware design [42,43]. As a result, the RISC processor has gradually become the mainstream in embedded systems due to its advantages of flexible instructions and fast operation speed [44,45]. In terms of research on security testing of the RISC instruction set, Reid [46] converted the ARM-v8 instruction set into a machine-readable format for formal verification of ARM processors. Further in depth, iScanU [47] is an undocumented instruction search tool for RISC processors, taking only a few hours to search on faster systems, but it may show false positives for privileged instructions. Strupe et al. [48] proposed an undocumented instruction search tool specifically for ARM-v8 processors named Armshaker, which is publicly available as an open-source software, enabling users to audit their systems for undocumented instructions. They conducted a detailed analysis of the undocumented instructions but did not analyze the performance of the tool.



In terms of research on the security mechanism of RISC processors, representative security mechanisms of RISC-V hardware and architecture include hardware and physical access security, ISA security extensions, memory protection, side-channel attack protection, etc. [49,50,51]. In 2020, Nils Wistoff et al. [52] proposed a low-cost method for preventing covert channels in the RISC-V architecture. The method has a time overhead of about 320 cycles and a hardware overhead of 1% or less, all of which are negligible. Escouteloup et al. [53] proposed a new security instruction set based on the RISC-V ISA, through which software attacks that exploit hardware bugs can be circumvented.



Table 1 shows a summary of current processor defense approaches, which we compare in terms of instruction set type and runtime. To the best of our knowledge, the current literature proposes undocumented instruction search methods only for the instruction set architectures such as x86, ARM, and RISC-V, which do not apply to the characteristics of the DSP instruction set. Therefore, the proposed undocumented instruction search method for DSP is a gap in the current literature.





3. Method


3.1. Preliminary


Before presenting our method, we first provide the structure of the entire instruction space. As shown in Figure 2, I represents all possible instruction encodings, the number of which is determined by the maximum length of the instruction. Ip stands for the public instruction set, containing all executable instructions indicated in the official document. Typically, a public instruction set Ip only covers a fraction of possible instruction encodings I, and the rest of undefined instruction encodings are classified to another set Iu. Iu can be further divided into two subsets, one is an illegal non-executable instruction set Ii, and the other is the illegal executable instruction set Ih. We aim to search the undocumented instruction Ih hidden in the undefined instruction space.



To search for undocumented instructions in DSP, we designed a tool named DSPUIM. The tool contains three parts. The first part is an instruction generation method based on valid instruction information bits; it is introduced in Section 3.2. The second part refers to the precise disassembly method; it is introduced in Section 3.3. Finally, we introduce the third part in Section 3.4, presenting the automatically executing method for tested instructions.




3.2. An Instruction Generation Method Based on Valid Instruction Information Bits


The straightforward way to generate instructions is brute force traversal instruction encodings. However, blind traversal consumes a large amount of time and resources. Taking 32-bit instructions as an example, walking through all encoding bits results in 4.2 billion instructions. To reduce the search space for instructions, we designed an instruction generation method based on the valid instruction information bits.



We performed a detailed analysis of the DSP instruction format. As a special-purpose microprocessor, DSP architecture and instruction set are optimized for signal processing-type algorithms. In general, the instruction format consists of conditional fields, operands, opcodes, and fixed values, etc., as shown in Figure 3. The instructions with the same function have a fixed value field, which is the judgment basis when a machine code is transformed to be the corresponding assembly instruction. The opcode and the fixed fields work together to determine the function of an instruction. The resource allocation and condition fields affect how instruction is executed. In detail, the condition field determines whether an instruction can be executed or not, while the resource allocation field decides which part of the hardware is used for the instruction execution.



On the basis of the instruction format, the instruction generation method is as follows. First, we divided the bits in instructions into valid parts and invalid parts for the instruction searching algorithm. The valid part contains the operation code and fixed value, and the invalid part involves the operand field, condition field, and resource allocation field. Second, we traversed each bit in the valid part in a one-by-one manner while keeping the invalid part unchanged. As such, the number of search instructions was reduced from 2m to 2n. Here, m is the length of instruction and n is the number of valid bits. Note that the method of reducing search space is based on the assumption that the undocumented instructions follow the format of public instructions.




3.3. Precise Disassembly Method


This subsection introduces a precise disassembly method for DSP processors. The purpose of disassembly is to translate machine code into corresponding assembly instructions. The set of instructions under test can further be reduced by removing the public instructions which can be disassembled.



Currently, there are two tools that can be used to disassembly and analyzing the DSP instruction set—one is CCS and another is IDA. However, both two tools have a significant limitation, i.e., they cannot disassemble all instruction codes exactly as the same as the rules in the official reference manual. Hence, we designed a disassembly tool specifically for DSP to accurately distinguish public instructions from undefined instructions.



As shown in Figure 4, our disassembly tool consisted of two parts. Firstly, the database based on the DSP instruction system was established. Secondly, the machine instructions were translated to corresponding assembly instructions according to a linear matching algorithm.



	1.

	
Establishment of Binary Map Database







The establishment of the database is the primary work for precise disassembling. The different databases correspond to different DSP instruction sets. As introduced in Section 3.2, each field of a machine code has a specific meaning. The fixed value determines the format of an instruction, and the opcode field indicates which operation the assembly instruction is. Therefore, in the database, we stored all the standard templates corresponding to public instructions and filled their fixed value field and opcode field.



	2.

	
Instruction Translation







Instruction translation is a process that translates machine codes to corresponding assembly instructions, which contains two steps. First, assuming that the machine code for disassembly analysis is hs, we matched it with the fixed value and opcode in the database. In detail, if any fraction of hs successfully matches with the fixed value in the database, we will further extract and compare the opcode field between the tested machine code and the database. If they match with each other, the machine code is legal and can be disassembled. Otherwise, the machine code is marked to be an undefined instruction Iu. Similarly, if any fraction of hs cannot be matched to the fixed value in the database, the machine code is marked to be an undefined instruction Iu.



Once the hs matches the fixed value and the operation code identifier in the database, the corresponding assembly instruction template and machine code structure template in the database are obtained. According to the template, hs can be segmented according to the instruction structure, and the instruction condition judgment, instruction unit, operand, and other information are obtained. Ultimately, the machine code hs is translated into an assembly instruction.



After the instructions are disassembled, they can be divided into two categories according to the disassembly results. As shown in Formula (1), assume that the instruction set sent to the disassembly tool is H. H is just a part of I, because our method only traverses the effective fields in the instruction, rather than the whole instruction.


  H =  {       H p  ,  H p  ∈  I p   ( public   instructions )           H u  ,  H u  ∈  I u   ( undefined   instructions )           



(1)








3.4. A Fast Testing Method for DSP Undocumented Instructions


In this section, we provide a method to automatically test the undefined instruction Hu one by one. As shown in Formula (2), it is assumed that the undefined instruction set Hu contains M undefined instructions to be tested. In general, according to the result of instruction execution, Hui can be further attributed to the undocumented instruction set Hh or the illegal instruction set Hi, as shown in Formula (3).


   H u   = {   H  u 1   ,  H  u 2   ,  H  u 3   , … ,  H  u M   }   ( 1 ≤ i ≤ M )  



(2)






   H u  =  {       H i  ,    H i  ∈  I i   ( illegal   instructions )         H h  ,    H h  ∈  I h   (   undocumented   instructions )           



(3)







Our approach to distinguishing the undocumented instruction Hh from the illegal instruction Hi is as follows. Firstly, we make use of unused memory space to store an instruction to be tested Hui followed by a jump instruction, so that the original program address can be returned after the instruction under test is executed. Then, we observe whether the processor can recognize the instructions under test and execute them. If the instruction under test is executable, the instruction belongs to undocumented instruction. Otherwise, the instruction is an illegal instruction, and an “illegal opcode” error will be reported on the development software or an unexcepted interrupt will happen on the DSP chip. In this way, the undocumented instructions and the illegal instructions can be quickly distinguished.





4. Experiment and Discussion


4.1. Experimental Setup


The experimental setup includes software and hardware. As shown in Figure 5, the hardware device consists of the target DSP processor and a PC. The software contains the DSPUIM tool written in JAVA and the DSP Electronic Design Automation (EDA) tool. The software runs on a PC with an AMD Core Ryzen7-5800 CPU operating at 3.20 GHz, with a memory of 16 GB and an operating system of Windows 10 64-bit. Texas Instruments (TI) is the DSP manufacturer with the highest market share; it is reasonable to add it to the research object list. We selected 14 different TI DSPs processors picking up from six series, i.e., C28x, C54x, C64x, C64x+, C66x, and C674x.




4.2. Undocumented Instruction Search Results


We applied our tool to each TI DSP and gathered the undocumented instructions. The experiment results are shown in Table 2. It can be seen that our DSPUIM tool successfully excavated 335 undocumented instructions in total—61 instructions were with 16-bit operation codes (TMS320F28335 and TMS320C5416), while the others were all instructions with 32-bit operation codes. Therefore, this method is valid. In addition, we found that more than 50% of the undocumented instructions excavated can be identified and disassembled by the CCS disassembly tool such as DDBG, EDBG, and PLD. However, these instructions are not recorded in the public instruction set documents of the corresponding processors. This means that the built-in instruction set of the CCS disassembly tool contains these undocumented instructions, indicating that the merchant has concealed information about these undocumented instructions.




4.3. Undocumented Instruction Function Analysis


According to the purpose of each undocumented instruction, we divided them into four categories: test, change function, denial of service, and temporarily unclear. Taking TMS320C6478 and TMS320C6678 processors as an example, we list their function of undocumented instructions in Table 3.



First, the test function instructions such as DDBG and EDBG were related to debugging. Since they can set the DBGM bit of the TSR register to be one or zero, we judged that the two instructions were built-in debugging instructions of the manufacturer that are not disclosed to users.



Second, the function-changing instructions included jump instructions and the instructions changing register. The jump instructions force the pointer to change to the address in the ARP register. If such instructions are maliciously used, the execution sequence can be disordered. On the other hand, PLD, STP, and STWP instructions will change the value of the target register. If they are used to maliciously modify register conditions, some important instructions will be invalidated. Therefore, these function-changing instructions pose a security threat to the DSP processor.



Third, the denial-of-service instructions involve EFRW and EFRDW instructions. The execution of the two instructions on the C6678 processor will cause the processor to crash, and a “Device core is hung” error will be reported. Once a processor crashes, it cannot work until it is rebooted. In addition, we find that the undocumented instructions with the same instruction format have different execution effects on different series of processors. For example, the execution of EFRW and EFRDW on the C6748 processor will rewrite the target register, which is completely different from the execution effect of the C6678.



Finally, there are some instructions whose functions are temporarily unclear, and we did not find any obvious phenomenon or register changes after the execution of these instructions. In addition, we found that although the format and function information of some undocumented instructions cannot be queried in an instruction set document, it is described in another instruction set document, for example, the instructions related to the EFI interface, such as EFCMD, EFRW, EFRDW, EFSW, and EFSDW. These instructions are specified in the OMAP35x instruction set [54], rather than the C6000 series instruction set [55,56].




4.4. Quantitative Analysis


To quantitatively evaluate the efficiency of DSPUIM, we analyzed three aspects: undocumented instruction mining time, instruction search space compression effect, and hardware overhead.



4.4.1. Undocumented Instruction Mining Time Analysis


Measuring the mining time metrics of our tools is essential because we need to confirm that our method implementation is feasible in time. For instance, brute-force mining of undocumented instructions, although theoretically feasible, cannot be applied to practical scenarios due to the excessive time cost. Hence, time is an important metric for the algorithm.



Figure 6 shows the number of mining instructions changing with the running time of DSPUIM on three experimental DSPs: TMS320C6748@456MHz, TMS320DM6437@ 594MHz, and TMS320C6678@1000MHz. As can be seen in Figure 6, the slopes of the three curves varied little during the search. The reason was that the main frequency of the DSP was fixed, and the number of instructions tested per unit of time was also fixed. Therefore, we can conclude that the tool mining time Tm for the same model of DSP chip was positively related to the number of search instructions CI, as shown in Formula (4). E represents the error parameter, and α is a proportional coefficient that is affected by parameters such as the test code and the main frequency of the DSP processor. Furthermore, by conducting more than five undocumented instruction mining experiments on each of the 14 DSP chips, it was found that the DSPUIM tool will mine the undocumented instructions of various DSP processor models in less than five minutes.


Tm = αCI + E



(4)








4.4.2. Instruction Space Compression Analysis


From Section 4.4.1, it is clear that the total undocumented instruction mining time shrunk as the instruction search space decreased. Table 4 shows the original instruction search space of the four DSPs and the instruction space after the three steps of our method. According to Table 4, we can conclude that the instruction search space was reduced from 109 to 103 after the first step of our method. Moreover, after the disassembly method, the number of instructions to be tested was further reduced by 50%. This meant that the instruction generation method based on valid instruction information bits compressed the instruction space by a factor of 106, which was also the key to the fast search speed.




4.4.3. Hardware Overhead


To quantitatively evaluate the hardware overhead of DSPUIM, we observed the hardware memory occupied by the target DSP processor through the CCS software when executing the instruction to be tested. Through the test, it was found that the maximum hardware overhead occupied by the DSPUIM tool on the DSP processor was within 50 KB, and the occupied hardware size had nothing to do with the number of instructions to be tested. Taking the TMS320C6678 DSP processor as an example, the DSPUIM tool occupied 1.07% of SRAM memory in DSP. The space complexity of the DSPUIM tool was O(1). In this method, an unused memory space is opened, and each time the instruction to be tested is executed, it will jump to the initial address of the memory, so the memory space will be used repeatedly. Therefore, the DSPUIM tool greatly saves hardware overhead.





4.5. Discussion


4.5.1. Comparison with the Existing Methods


We compared our tool DSPUIM with existing undocumented instruction mining tools in terms of the applicable processor types of the tool. As shown in Table 5, existing undocumented instruction mining tools are only applicable to general-purpose processors such as x86, ARM, and RISC-V, while only our tool applies to DSP processors.




4.5.2. Limitation


Although we have demonstrated our tool DSPUIM can successfully find out undocumented instructions on 14 DSPs in an efficient way, there are several limitations of our tool.



First, our tool needs to obtain feedback on instruction execution from the DSP processor when distinguishing undocumented instructions from illegal instructions. Second, establishing a physical connection to the target DSP processor is necessary for the validity of our tool. The DSPUIM tool is invalid without a physical connection to the test interface of the target DSP. Third, our undocumented instruction search method is only applicable to the DSP instruction set and cannot be used for variable-length instruction sets such as the x86 instruction set. The reason for this is that we design the instruction generation method based on the analysis of the structural characteristics of the DSP instruction set. Fourth, our tool can only record the format and quantity of undocumented instructions for the target DSP chip. In addition, the execution effect of undocumented instructions can only be analyzed by running each undocumented instruction on the processor in debug mode.






5. Conclusions


In this paper, we designed and implemented an efficient undocumented instruction search method for DSP processors that can successfully mine undocumented instructions on a variety of DSP chips. We briefly introduced related work on undocumented instruction search, detailed DSP undocumented instruction search methods, and proposed an instruction search tool named DSPUIM. Experiments were conducted on 14 DSP processors to evaluate the effectiveness of our tool, and the experimental results showed that DSPUIM successfully mined 335 undocumented instructions. We analyzed the functions and characteristics of undocumented instructions. We found that the undocumented instructions in function-changing and denial-of-service classes were potential threats to the security of the DSPs. Furthermore, by quantitatively analyzing the experimental process, our undocumented instruction mining processes were completed in less than 5 min with less than 50 KB of memory, which means that the DSPUIM tool has a low time and hardware overhead.



After analyzing the functions of these undocumented instructions, the way in which to build defense measures against these undocumented instructions will be the focus of our future work. It is hoped that this article will generate more interest from researchers in DSP undocumented instructions and contribute more strongly to promoting DSP security.
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The following abbreviations are used in this manuscript:



	DSP
	Digital signal processor



	DSPUIM
	Undocumented instruction mining tool for digital signal processor



	TI
	Texas Instruments



	IoT
	Internet of Things



	USD
	United States dollar



	CISC
	Complex instruction set computer



	RISC
	Reduced instruction set computer



	CPU
	Central processing unit



	RICS-V
	Reduced instruction set computer five



	ISA
	Instruction set architecture



	MIPS
	Microprocessor without interlocked pipeline stages



	CCS
	Code composer studio



	IDA
	Interactive disassembler



	EDA
	Electronic design automation
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Figure 1. DSP applications in various domains. 






Figure 1. DSP applications in various domains.



[image: Applsci 13 03931 g001]







[image: Applsci 13 03931 g002 550] 





Figure 2. Instruction space description. 
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Figure 3. DSP general instruction format. 
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Figure 4. Disassembly method flow. 
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Figure 5. Experimental Setup of DSPUIM. 
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Figure 6. Count of instructions to be tested and mining time of DSPUIM. 
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Table 1. Comparison between defense approaches for processors.
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	Ref#
	Year
	Approach Name
	Approach Target
	Instruction Set

Architecture
	Running Time

Overhead





	[39]
	2015
	SPECS
	bugs
	OpenRISC 1200
	-



	[24]
	2017
	Sandsifter
	undocumented

instructions
	x86
	343 min



	[26]
	2019
	UISfuzz
	undocumented

instructions
	x86
	60 min



	[47]
	2020
	IScanU
	undocumented

instructions
	ARM, RISC-V
	24 h



	[48]
	2020
	Armshaker
	undocumented

instructions
	ARM
	-



	[52]
	2020
	fence.t
	covert channels
	RISC-V
	0.32 s



	[53]
	2021
	RV32S
	secure instruction set
	RISC-V
	-



	[28]
	2021
	Red Unlock
	microarchitecture
	x86
	-



	[14]
	2021
	IMSC
	undocumented

instructions
	MIPS32
	real-time



	[29]
	2021
	DFSGen
	instruction decoders
	MIPS, ARM, RISC-V
	83 min



	[27]
	2022
	HEAM
	undocumented

instructions
	X86
	103 min
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Table 2. Undocumented instruction found.
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DSP Processor Series

	
Processor Model

	
Number of Undocumented

Instructions




	
OP-16

	
OP-32






	
C28x

	
TMS320F28335

	
52

	
49




	
C54x

	
TMS320C5416

	
5

	
0




	
C64x

	
TMS320C6416

	
-

	
15




	
C64x+

	
TMS320DM6437

	
0

	
19




	
TMS320DM6443

	
0

	
19




	
TMS320DM6446

	
0

	
19




	
TMS320C6421

	
0

	
19




	
TMS320C6424

	
0

	
19




	
TMS320C6454

	
0

	
19




	
TMS320C6455

	
0

	
19




	
TMS320C6472

	
0

	
20




	
TMS320C6474

	
0

	
20




	
C66x

	
TMS320C6678

	
2

	
18




	
C674x

	
TMS320C6748

	
2

	
19
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Table 3. Classification of undocumented instruction functions.
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Classification of Instruction Functions

	
Disassembly Information in CCS

	
C6748 Processor Functional Description

	
C6678 Processor Functional Description






	
Test

	
DDBG

	
related to debugging, set the DBGM bit of the TSR register to 1




	
EDBG

	
related to debugging, set the DBGM bit of the TSR register to 0




	
Change function

	
EFRW *

	
receive a word from EFI

	
-




	
EFRDW *

	
receive double word from EFI

	
-




	
B.S2 IFR

	
jump instruction, forced to jump to the address in the ARP register




	
B.S2 IER

	
jump instruction, forced to jump to the address in the ARP register




	
B.S2 ICR

	
jump instruction, forced to jump to the address in the ARP register




	
B.S2 CSR

	
jump instruction, forced to jump to the address in the ARP register




	
B.S2 ISTP

	
jump instruction, forced to jump to the address in the ARP register




	
B.S2 AMR

	
jump instruction, forced to jump to the address in the ARP register




	
B.S2 PCE1

	
jump instruction, forced to jump to the address in the ARP register




	
PLD

	
change the value of the base register to the sum of the value of the base register and offset/ucst5 shifted left by three bits




	
STP.S1

	
zero the destination register

	
-




	
STWP

	
no obvious phenomenon

	
rewrite memory




	
Denial of service

	
EFRW *

	
-

	
core is hung




	
EFRDW *

	
-

	
core is hung




	
Temporarily unclear

	
SWBP

	
no obvious phenomenon




	
MARK

	
no obvious phenomenon




	
EFSDW.L1

	
no obvious phenomenon




	
EFSW.L1

	
no obvious phenomenon




	
EFCMD

	
no obvious phenomenon








* Note: The instruction format of EFRW and EFRDW are the same, but the execution effects of the C6748 and C6678 processors are different.
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Table 4. Statistics on the number of instructions at each step.
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	DSP Processor Model
	Original Instruction Search Space
	Instruction Search Space after the Instruction Generation Method
	The Undefined Instruction Space
	The Undocumented Instruction Space





	TMS320C6748
	4294967296
	4272
	2054
	21



	TMS320C6416
	4294967296
	4240
	2250
	15



	TMS320DM6437
	4294967296
	4272
	2143
	19



	TMS320C6678
	4294967296
	1784
	513
	20
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Table 5. Undocumented instruction mining tools for processor types.
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Processor Type

	
DSP

	
ARM

	
RISC-V

	
x86




	
Tool

	






	
Sandsifter [24]

	

	

	

	
√




	
CPU security benchmark [25]

	

	

	

	
√




	
UISfuzz [26]

	

	

	

	
√




	
iScanU [47]

	

	
√

	
√

	




	
Armshaker [48]

	

	
√

	

	




	
HEAM [27]

	

	

	

	
√




	
Our DSPUIM

	
√

	

	

	

















	
	
Disclaimer/Publisher’s Note: The statements, opinions and data contained in all publications are solely those of the individual author(s) and contributor(s) and not of MDPI and/or the editor(s). MDPI and/or the editor(s) disclaim responsibility for any injury to people or property resulting from any ideas, methods, instructions or products referred to in the content.











© 2023 by the authors. Licensee MDPI, Basel, Switzerland. This article is an open access article distributed under the terms and conditions of the Creative Commons Attribution (CC BY) license (https://creativecommons.org/licenses/by/4.0/).






nav.xhtml


  applsci-13-03931


  
    		
      applsci-13-03931
    


  




  





media/file8.jpg


media/file11.png


media/file6.jpg


media/file1.png


media/file10.jpg


media/file7.png


media/file9.png


media/file5.png


media/file3.png


media/file4.jpg


media/file0.jpg


media/file2.jpg


