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Abstract

:

The current advancements in the field of machine learning can have an important application in agriculture and global food security. Machine learning has considerable potential in establishing knowledge-based farming systems. One of the main challenges of data-driven agriculture is to minimize food waste and establish more sustainable farming systems. The prediction of the right harvest time is one of the ways to obtain the mentioned goals. This paper describes multiple machine learning algorithms that are used to predict peach firmness. By accurately predicting peach firmness based on various peach measurement data, a more precise harvest time can be obtained. The evaluation of nature-inspired metaheuristic optimization algorithms in enhancing machine learning model accuracy is the primary objective of this paper. The possibility of improving the peach firmness prediction accuracy of regression tree models using various metaheuristic optimization techniques implemented in GA and metaheuristicOpt R packages is studied. The RMSE on test data of the default regression tree model is 1.722285, while the regression tree model optimized using the gray wolf optimization algorithm scored the lowest RMSE of 1.570924. The obtained results show that it is possible to improve the peach firmness prediction accuracy of the regression tree model by 8.8% using the described method.
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1. Introduction


The food production process of the farming systems can be improved using the vast amounts of measured data in combination with machine learning algorithms. With the application of machine learning in the field of agriculture, more sustainable food production can be obtained, increasing global food security and reducing food waste. Determining the correct fruit harvest time is critical for reducing food waste along the food supply chain [1]. Fruit quality evaluation is important to accurately predict the harvest date and extend the fruit shelf life.



To accurately determine the quality of the fruit, physical and chemical quality detection methods exist, such as the detection of firmness, soluble solids concentration, and titratable acidity [2]. Manual fruit quality evaluation methods such as appearance screening by the operator are being replaced by automated evaluation systems based on machine vision, image processing technology, and other emerging technologies, which could improve the efficiency of the farming systems [2]. Some of the new technologies for predicting and identifying properties of various fruit are backpropagation neural networks [2], convolutional neural networks [3], discriminant analysis [4], and simple linear regression [5].



Previous work [1] investigated the possibilities of optimizing regression trees using nature-inspired metaheuristic algorithms. The work described in this paper extends [1] by introducing new machine learning models and metaheuristics used for regression tree optimization. The desire to solve any problem in an optimal way is very common; hence, optimization techniques are extensively applied in the fields of science and engineering. Optimization techniques aim to find the best solution to a particular problem out of a set of possible options. Optimization problems usually consist of an objective function and constraints with either discrete or continuous variables [6]. With the larger search space, the complexity of the optimization problems increases, where real-world optimization problems are often NP (non-deterministic polynomial-time) problems that can be solved with non-deterministic algorithms, which are computationally very demanding [6]. In the fields of computer science and mathematical optimization, a metaheuristic is defined as a higher-level process that can satisfactorily solve an optimization problem, especially when given limited computing power or incomplete information [7]. Since metaheuristics make few assumptions about the optimization problem being solved, they can be applied to a variety of different optimization problems. Numerous metaheuristics employ stochastic optimization, whereby the solution obtained relies on a set of randomly generated variables [7]. The advantage of using metaheuristics is that they provide fast and cost-effective solutions to complex problems. However, they cannot ensure global optimality, unlike numerical optimization algorithms. By balancing between the exploration and exploitation phases, the metaheuristic algorithms aim to find the optimal solution to a given problem. Due to their stochastic character and the No Free Lunch (NFL) theorem, the optimal performance on one problem does not guarantee similar results on another problem by using the same metaheuristic algorithm [6]. This is the reason for the large number of currently existing algorithms, as well as the proposal of new ones. Considering the NFL theorem, additional metaheuristics are introduced in this research compared to [1] to try to improve the peach firmness prediction accuracy of the regression tree model.



The idea of this study is to build a precise machine learning model for estimating peach firmness. The starting point for this research is the work described in [1], in which multiple linear regression and classification and regression tree models were developed with the same goal in mind. This research supplements [1] by introducing new machine learning models. Both studies are unique in exploring the possibilities of applying metaheuristics for regression tree model optimization with the aim of accurately predicting peach firmness. In this research, bagging, boosting, and random forest ensembles are introduced, as well as artificial neural networks and adaptive-network-based fuzzy inference systems. To obtain the best model fit for the peach firmness prediction task, the RMSE for all the developed models is calculated.



In addition to introducing new machine learning algorithms, this research complements [1] by investigating in more detail the possibilities for optimizing machine learning models using metaheuristics. In [1], the genetic algorithm, bat algorithm, differential evolution, and particle swarm optimization were used to improve the accuracy of the regression tree model, where the genetic algorithm gave the most promising results. In this research, additional nature-inspired metaheuristics are introduced and their performance compared, such as the black hole optimization algorithm, gray wolf optimizer, dragonfly algorithm, and whale optimization algorithm. In addition, the calculated t-tests give the significance of prediction accuracy improvement between optimized regression trees and default trees and serve as empirical evidence that metaheuristics can be used in the optimization of machine learning models, more precisely regression tree models. The development of the improved regression tree model for predicting peach firmness is the main contribution of this research, as is the empirical evidence that metaheuristics can be successfully applied to optimize the regression tree model. Using the measured predictor values as inputs to the model, the peach maturation degree can be estimated. Since the developed model is trained on the dataset consisting of various peach measurements, it will accurately estimate peach firmness. It is encouraged that the same methodology is applied to developing firmness prediction models on other fruits or crops.



Due to the very high number of nature-inspired metaheuristic algorithms that currently exist, not all of them could be included in the research. Eight metaheuristics are now being studied as part of this research, ranging in age from the more traditional genetic algorithm to the more modern black hole optimization algorithm. Future plans call for adding more contemporary nature-inspired metaheuristics and evaluating how well they perform in comparison to the current algorithms. The research focuses on optimizing the regression tree models using metaheuristics with the goal of improving their peach firmness prediction accuracy. Other machine learning models currently included in the research are used as benchmarks for comparing the performance of optimized regression trees. It is feasible to include other machine learning models in future studies and compare their prediction performance to optimized regression trees.



The paper is organized as follows: The literature review is given in Section 2, while in Section 3, the dataset used in conducting the experiment is described. The machine learning and metaheuristic algorithms used in the experiment are described in Section 4. The results of the peach firmness experiment and the dedicated t-test are presented in Section 5. Finally, the results are discussed in Section 6, as well as the direction for future research.




2. Literature Review


The precise prediction of fruit harvest date and extension of its shelf life can be obtained by early assessment of fruit maturity. To accurately predict peach firmness based on the measured dielectric properties, a backpropagation neural network was used in [2]. In addition, the conducted correlation analysis returned high correlation coefficients between dielectric properties and peach firmness. The research described in [8] focuses on investigating the dielectric properties of banana fruit to develop a rapid and non-destructive assessment method and to control the fruit ripening treatment. Similarly, in [9], the dielectric properties of Fuji apples with red-dot disease are investigated. To identify the category of the fruit, Zhang et al. developed a 13-layer convolutional neural network (CNN) [3]. An apple bruise detection system based on hyperspectral imaging in the shortwave infrared range is described in [10]. The research uses partial least squares discriminant analysis to discriminate bruised pixel spectra from sound pixel spectra. The successful prediction of banana fruit maturity based on measured impedance using a simple linear regression model is conducted in [11]. The research also proves that the measured impedance and banana maturity are correlated. The research described in [4,12] uses image data to predict melon and apple maturity, respectively. In [4], the discriminant analysis model is used for prediction, while the backpropagation neural network model is used in [12]. For the purpose of predicting peach firmness, the backpropagation neural network, multiple linear regression, and simple linear regression model are developed in [5]. The experiment results in [5] show that the multiple linear regression model is the most accurate one. The research described in [1] extends [5] by including additional features in the dataset as well as including a new regression tree model that is optimized using various nature-inspired metaheuristic algorithms to additionally optimize the model. Multiple linear regression, default regression tree, and regression tree models optimized using the genetic algorithm, bat algorithm, differential evolution, and particle swarm optimization metaheuristic algorithms are used for predicting peach firmness in [1]. This research builds on [1] by introducing artificial neural networks, adaptive-network-based fuzzy inference systems, bagging, boosting, and random forest ensemble models. With respect to the NFL theorem, four new metaheuristic algorithms are applied for regression tree optimization.



Since metaheuristics are not problem-specific, they can be applied in a variety of applications. To optimize the energy consumption in different fields, the bat algorithm is used in [13], while in [14,15], the differential evolution and particle swarm optimization algorithms are used, respectively. The variation in the PSO algorithm is applied in [16] to improve the design of parabolic dish concentrators, while in [17] it is used to optimize the gateway placement in wireless mesh networks. To optimize the speed control of a brushless direct current drive, the bat algorithm is used in [18]. Similar to [19], the genetic algorithm is used for tuning the control gains of the fuzzy controller to minimize the energy consumption of unmanned aerial vehicles.



The metaheuristic algorithms are also applied in the optimization of the machine learning models, including classification and decision trees. The paper in [20] describes a machine learning model based on an extreme learning machine (ELM) optimized by the bat algorithm. A convolutional neural network and bat algorithm are used in [21], where the bat algorithm is utilized in the feature selection process, which increases the accuracy of the overall model. A method described in [22] employs differential evolution algorithms to optimize the initial weights of the convolutional neural network, aiming to achieve near-global optimal solutions and expedite network convergence. The study in [23] introduces a differential evolution-based neural architecture search approach for brain vessel segmentation, while the work in [24] uses the improved particle swarm optimization algorithm to optimize the initial weights of the BP neural network and increase its efficiency. In [25], a black hole optimization algorithm is used to fine-tune the hyperparameters of the convolutional neural network model with the goal of increasing its accuracy. The modified African buffalo algorithm described in [26] is used to create efficient and optimal decision trees. The results show that the African buffalo algorithm successfully optimizes the decision tree model, increasing its accuracy and reducing its size. The obtained optimized trees are shown to be more stable and efficient than conventional decision trees. Further decision tree optimization research is described in [27], in which trees are optimized using the artificial bee colony optimization algorithm.



This paper presents machine learning algorithms that use five predictor variables as inputs to predict peach firmness. In contrast to the other peach firmness prediction research [2], which only employs impedance data as input to the created ANN model, there are more predictor variables in this study. Another study that employed impedance to predict fruit maturity is [11]. It uses the measured impedance value to predict the maturity of banana fruit using a simple linear regression. Regression tree models have an advantage over other peach firmness prediction methods discussed in that they produce easily interpretable rules. Since regression trees are nonlinear and nonparametric, they do not presuppose a particular connection between the predictors and the outcome. This is an advantage when modeling datasets with many features or many complex, non-linear relationships among features and outcomes [28]. Other fruit maturity prediction methods utilize image data and machine learning models such as discriminant analysis [4] and convolutional neural networks [12]. Compared to the previous research [1], new metaheuristic algorithms are introduced to test which algorithm gives the largest prediction accuracy improvement when applied to the regression tree model optimization problem.




3. Dataset Description


The measurement data of 200 peaches constitutes the dataset used in the experiment. The measurements are performed in two consecutive days. On the first day, the first group of 100 peaches is taken out of the refrigerator and their features are measured, while on the second day, the measurements are performed on the second group of the same size as the first one. The peaches used in the experiment were bought on the market and kept in the refrigerator at 4 °C before being measured.



Multiple techniques are used for measuring peach features to obtain the dataset on which the experiment has been conducted. Using the alternate voltage of 500 mV amplitude and 10 kHz frequency, the peach impedance is measured. The measured electrical impedance of a peach gives insight into the structural characteristics of its tissue [29]. Changes in fruit ripening reflect changes in the membrane structure, and the latter are related to changes in dielectric properties [30,31,32]. The measured electrical impedance that is part of the experiment’s dataset is represented using magnitude Zs and phase angle Angle values. By combining juice extracted from a peach and an alkaline solution, the titratable acidity TA of the peach is obtained. Using the juice extracted from a peach and a refractometer, the soluble solids content SSC is obtained. The peach firmness is measured using a penetrometer. Peach firmness is a good maturity indicator [33] and is therefore used as an outcome feature in this research. The Delta E value represents the peach’s color.



In order to improve the effectiveness of machine learning algorithms [34], the dimension of the initial dataset, which consisted of nine measured features, had to be reduced. The process of dimension reduction is conducted using the expert’s domain knowledge, which resulted in the dataset of 200 observations and six features that are used in the experiment. The mass and volume are combined into density, while the ratio of SSC and TA is used as a single feature. The categorical feature appearance evaluation is not used in the experiment. The distribution of the measured features that are part of the final dataset is shown in Figure 1. The ratio of soluble solids content and titratable acidity follows a normal distribution skewed to the right. The same is true for the densify feature, yet the color feature follows a symmetric normal distribution. The impedance magnitude, impedance phase angle, and peach firmness follow a bimodal distribution. From the firmness distribution, which is skewed towards lower values, it is possible to conclude that most of the peaches that make up the dataset have a lower firmness value and therefore are riper [33].




4. Methods


4.1. Multiple Linear Regression


The multiple linear regression (MLR) method assumes a linear relationship between multiple predictors and the outcome and is used for predicting a numerical outcome based on multiple numeric predictors [35]. In order to determine the best model fit and optimal coefficient values, the least squares method is used. The least squares method determines the coefficient values to minimize the sum of the squared errors, that is, the vertical distance between the predicted y value and the actual y value [28]. The multiple linear regression model that represents the linear relationship between predictors and the outcome can be expressed as follows [35]:


Y = β0 + β1·X1 + β2·X2 + β3·X3 + … + βn·Xn + e,



(1)




where β0…n are multiple linear regression coefficients, X0…n are feature values, and e is a mean-zero random error term.




4.2. Classification and Regression Trees


The classification and regression trees (CART) algorithm can be used to build classification or numerical prediction models [34], with simplicity and transparency as their most prominent advantages.



The recursive partitioning and pruning processes are the main idea behind the CART algorithm, which is used to obtain the segmentation of the predictor space into multiple simple regions [35]. The resulting subgroups are more homogeneous in terms of the outcome feature, thereby creating useful prediction rules that are easily interpreted by humans. The CART algorithm produces a model with terminal and decision nodes that looks like a flowchart. While the terminal nodes contain the predicted value, the decision nodes provide the splitting value for a specific predictor. The arithmetic means of the outcome feature of training observations in the adequate region to which the observations belong are values of the terminal nodes. Figure 2 shows the default CART model created on the peach dataset.



CART models are unstable learners; that is, they tend to change substantially when the input data change only slightly [28]. The prediction performance of CART models can be considerably improved using ensemble methods [35].




4.3. Ensembles


The idea behind ensemble methods is the creation of a stronger learner by combining multiple weak learners [28]. Bootstrap aggregation (bagging) generates several training datasets by bootstrap sampling the original training dataset [28]. The created training datasets are then used to generate a set of models using a single learning algorithm. The model’s predictions are combined using averaging for the task of numeric prediction [28].



Bagging performs well if it is used with unstable learners, for example, CART models. Unstable models are essential to ensure the ensemble’s diversity despite only minor variations between the bootstrap training datasets [28].



Boosting is another ensemble-based method that, like bagging, uses ensembles of models trained on resampled data and a vote to determine the final prediction [28]. Compared to bagging, the resampled datasets in boosting are constructed specifically to generate complementary learners [28]. In addition, rather than giving each learner an equal vote, boosting gives a weight to each learner based on its past performance [28]. Though boosting principles can be applied to nearly any type of machine learning algorithm, the principles are most used with decision trees [28].



Another ensemble-based method is random forest. It is a versatile method that combines the principles of bagging with random feature selection to add additional diversity to the CART models [28]. After the ensemble of trees is generated, the model uses a vote to combine the predictions. As the ensemble uses only a small, random portion of the full feature set, random forests can handle extremely large datasets, and relative to other ensemble-based methods, random forests tend to be easier to use and less prone to overfitting [28].




4.4. Artificial Neural Networks


Artificial neural networks (ANNs) are machine learning models used for classification and numerical prediction. The strength behind ANNs is their ability to capture complicated relationships among features in the dataset [34]. The multilayer feedforward network, which is a fully connected network with a one-way flow of information and no cycles, is the most widely applicable ANN architecture [34]. The input layer of the multilayer feedforward network consists of nodes that accept the predictor values. The successive layers of nodes receive weighted input from the previous layers, process the information, and output the information to the next layer. The output layer is the last layer of the ANN, and the layers between the input and output layers are called hidden layers [34].



To learn relationships among features in the dataset, the ANN uses the backpropagation algorithm [28]. Before the learning process is started, the weights of the ANN are initialized to random values. The basic working of the backpropagation algorithm is that it iterates through many epochs (cycles) of forward and backward phase processes until a stopping criterion is reached [28]. In the forward phase, the neurons are activated in sequence from the input layer to the output layer, applying each neuron’s activation function along the way. When the final layer is reached, an output signal (prediction of the outcome feature) is produced [28]. In the backward phase, the ANN's output signal produced during the forward phase is compared to the true outcome value in the training data. The difference between these two signals makes the error, which is propagated backwards in the network to modify the connection weights between neurons and reduce future errors. The gradient descent technique is used to adjust the weight’s values. The reason that it is important to have a differentiable neuron’s activation function is that the gradient descent calculates its derivative to identify the gradient in the direction of each of the incoming weights [28]. The gradient identifies how steeply the error will be reduced or increased for a change in weight value. The backpropagation algorithm will attempt to find the weights that result in the greatest error reduction by an amount known as the learning rate [28]. Over time, the total error will be reduced, and the ANN will learn how to accurately predict the outcome. Figure 3 shows the ANN model used in this research for peach firmness prediction.




4.5. ANFIS


The ANFIS (adaptive-network-based fuzzy inference system) is a fuzzy inference system implemented in the framework of adaptive networks [36]. Fuzzy if-then rules or fuzzy conditional statements are expressions of the form IF A THEN B, where A and B are labels of fuzzy sets characterized by an appropriate membership function [36]. Using linguistic labels and membership functions, a fuzzy if-then rule can easily capture the spirit of a “rule of thumb” used by humans [36].



Using the processes of fuzzification and defuzzification, the fuzzy inference systems perform inference operations upon fuzzy if-then rules [36]. The fuzzy inference system used in the experiment uses Takagi and Sugeno’s fuzzy if-then rules. In it, the output of each rule is a linear combination of input variables plus a constant term, and the final output is the weighted average of each rule’s output [36].



The ANFIS architecture consists of five layers. The first layer is responsible for the fuzzification process, which transforms crisp values into linguistic terms using the membership function. The second layer is denoted as the “rule layer” due to the task that each node represents the firing strength of a dedicated single rule. T-norm operators that perform generalized AND can be used as the node function in this layer [36]. The normalization of the computed firing strengths by dividing each rule’s firing strength by the total firing strength is the responsibility of the nodes in the third layer [36]. The outputs of this layer are called normalized firing strengths. Every node in the fourth layer is defined by a set of parameters (p, q, r). Parameters in this layer will be referred to as consequent parameters. This layer outputs defuzzified outcome values. The single node in the fifth and final layer computes the overall output as the summation of all incoming signals [36].



The ANFIS adjusts its parameters during the learning stage using the least squares method, in which the coefficients of linear equations on the consequent part and mean and variance on the premise part are adjusted [36].




4.6. Genetic Algorithm


In the fields of computer science and mathematical optimization, a metaheuristic procedure may provide a sufficiently good solution to an optimization problem [7]. An inherent characteristic of all metaheuristic algorithms is that they make few or no assumptions about the problem being optimized and therefore can be easily applied to a wide range of optimization problems.



One of the metaheuristic algorithms is the genetic algorithm, which belongs to a family of evolutionary algorithms and can be applied to solving global optimization problems. The algorithm requires a definition of the quality function, which is applied to candidate solutions as an abstract fitness measure—the higher the better [7]. Some of the better candidates are selected to be parents of the next generation based on a calculated level of fitness. Where the mutation operator is applied to a single candidate and produces one new candidate, the recombination operator is applied to two or more selected parents and generates one or more new offspring candidates [7]. The fitness values of all candidate solutions are evaluated, after which the candidates compete based on their fitness (and possibly age) for a place in the next generation [7]. This process can be iterated until a candidate with sufficient quality is found or a previously set computational limit is reached [7]. Figure 4 shows the rise in fitness value of the best candidate solution (green) and the population (blue) during the run time of the genetic algorithm used in decision tree model optimization, which is described in Section 5.




4.7. Bat Algorithm


Another metaheuristic algorithm for global optimization is the bat algorithm (BA), which is inspired by the echolocation behavior of microbats [37]. The BA can be classified as a swarm intelligence (SI) algorithm since it is a global optimization technique that uses a swarm of multiple, interacting agents that perform search moves in the search space. A wide spectrum of SI-based algorithms has emerged in the last decades, but the lack of a mathematical framework and in-depth understanding of how such algorithms may converge are still some of the important issues [38]. The BA uses a frequency-tuning technique to increase the diversity of the solutions in the population [37], and as with other metaheuristic algorithms, the balance between exploration and exploitation can be controlled by tuning the BA’s algorithm-dependent parameters.



At algorithm iteration t, each bat i is associated with a velocity vit and a location xit in a d-dimensional space [37]. Next are equations for xit and velocities vit, where x* denotes the best solution in a population in any given iteration, while B [0, 1] is a random vector drawn from a uniform distribution [37].


fi= fmin + (fmax − fmin) · β,



(2)






vit = vit−1 + (xit−1 − x*) · fi,



(3)






xit = xit−1 + vit,



(4)







The loudness Ai and pulse emissions rate ri must change during algorithm iterations to offer a way of managing the exploration and exploitation processes [37]. In the following equations, α and γ are constants.


Ait+1 =α · Ait,



(5)






rit+1 =ri0 [1 − exp(−γ · t)],



(6)








4.8. Black Hole Optimization


The black hole optimization (BHO) algorithm is a metaheuristic algorithm inspired by the characteristics of black holes [39]. A black hole is a region of space-time whose gravitational field is so strong that not even light can escape it, and thus no information can be obtained from its region [39]. The algorithm starts by randomly initializing a population of candidate solutions (stars) in the search space [39]. At each iteration, the fitness value of each star is evaluated, and the best star is selected as the black hole XBH. In following algorithm iterations, the black hole candidate solution does not move but attracts other candidate solutions [39]. If the star reaches a location with a lower cost than the black hole while moving towards it, the black hole is updated by selecting this star [39]. But if a star gets too close to the black hole, it will be swallowed by it and will disappear from the population [39]. In that case, a new star is randomly generated and placed in the search space [39]. The algorithm repeats the described steps until a termination criterion (a maximum number of iterations or a sufficiently good fitness) is reached [39].




4.9. Differential Evolution


The differential evolution (DE) algorithm solves real parameter global optimization problems and is like other EAs since it produces new offspring solutions through three mechanisms: mutation, crossover, and selection [40]. One of the algorithm's features is that each individual in the current generation is allowed to breed with multiple other randomly selected individuals from the population [39]. The algorithm utilizes directional information from the population and starts by initializing all agents in the search space with random positions, after which mutation is applied to create a vector vit. Using the arithmetic recombination of the individuals in the current generation, the target vector uit is created [39].



To create a mutated vector, the DE standard mutation operator needs three randomly selected different individuals from the current population [39]. The aim of the mutation operator is to recognize good variation directions and to increase the number of generations having fitness improvement [39].


vit = xjt + F (xkt + xlt),



(7)




where F is a differential weight real constant with a value between 0 and 1. By mating the mutated individual vit with xit, the offspring uit is created. The genes m of uit are determined by the crossover probability Cr   ∈    [0, 1] and are inherited from xit and vit [39].


    u   i , m   t   =        v   i , m   t   ,   if   rand ( m ) ≤   C   r     or   m = r n ( i ) .       x   i , m   t   ,   if   rand ( m ) >   C   r     or   m ≠ r n ( i ) .       



(8)







The parent selection process for the next generation is performed by selecting the fittest individuals among xit and its offspring uit. Using the calculated fitness values, the winner is selected and promoted to the next generation. The old generation is replaced by the new one, and the search process continues until the stopping condition is fulfilled [39].




4.10. Gray Wolf Optimization


Many metaheuristic algorithms are inspired by the wolf’s search manner [41]. The gray wolf optimization (GWO) algorithm is inspired by the leadership hierarchy and hunting mechanism of gray wolves [42]. Gray wolves are considered apex predators and live in a pack that is characterized by a strict social dominant hierarchy [41]. The pack leaders are called alphas, and their decisions are dictated to the pack [41]. The second level in the hierarchy of gray wolves is a beta, and it is the best candidate to be the alpha in case one of the alpha wolves passes away [41]. Delta is the third level in the hierarchy. Delta wolves must submit to alphas and betas, but they dominate the omega, which is the lowest-ranking gray wolf [41]. In the mathematical model for the GWO, the best solution is called the alpha, while the second and third best solutions are named beta and delta, respectively [41]. The rest of the candidate solutions are assumed to be omega [41]. The algorithm mathematically implements tracking, surrounding, hunting, and attacking processes of gray wolves to solve global optimization problems [42]. At the beginning of the algorithm execution, it randomly initializes the gray wolf population. The fitness value of each candidate solution is calculated, and the best one is set as alpha, the second best as beta, and the third best as delta. All other candidate solutions (wolves) are assumed to be omega. Next, the position of candidate solutions is updated depending on the position of alpha, beta, and delta wolves [41]. These three are the best solutions obtained so far and oblige the other search agents to update their positions according to their position [41]. If the new positions of candidate solutions have better fitness, then the alpha, beta, and delta are replaced by the wolves with better fitness. The algorithm repeats the steps until the termination criteria are reached and alpha is returned as the optimal solution for the given problem.




4.11. Particle Swarm Optimization


Particle swarm optimization (PSO) is a metaheuristics algorithm that solves global optimization problems by having a population of candidate solutions (particles) that work under social behavior in swarms [43]. The socio-cognitive learning process that is based on a particle’s own experience and the experience of the most successful particle in the swarm is the most prominent characteristic of the PSO algorithm [39]. Each particle in the swarm NP is assigned an initial random position in the n-dimensional space for an optimization problem of n variables [39]. The position xi and velocity vi are variables that define each particle that is part of the swarm. In every iteration, each particle is updated by following the two best values: the best solution each particle has achieved so far xi* and the best value obtained so far by any particle in the population xg [39]. At iteration t + 1, the swarm can be updated by the following [39]:


vi(t + 1) = vi(t) + cr1[xi*(t) − xi(t)] + cr2[xg(t) − xi(t)],



(9)






Xi(t + 1) = xi(t) + vi(t + 1), i = 1, … , Np,



(10)




where the acceleration constant c > 0, and r1 and r2 are uniform random numbers within [0, 1] [39]. The PSO algorithm is a popular choice for solving optimization problems due to its simple representation and low number of adjustable parameters [43].




4.12. Dragonfly Algorithm


The main inspirations for the dragonfly algorithm (DA) are the hunting and migration behaviors of dragonflies. The dragonflies create small groups for food search (static behavior) and larger groups for migrating (dynamic behavior) [44]. When searching for food, an exploration (diversification) strategy is applied where the dragonflies in small groups try to search the solution space and, thus, each group by itself searches for the optimum solution [44]. When migrating, the dragonflies will create larger groups and will migrate to the most promising locations, finding better solutions [44].



The DA solves global optimization problems by combining local and global searches using the behavior that was previously described. The algorithm first randomly initializes the dragonfly population. Each dragonfly’s fitness value is determined, and the best dragonfly is chosen as a food source, while the dragonfly with the poorest fitness score is selected as the position of the enemy. Considering the neighboring radius, which rises linearly with each iteration, identify the nearby dragonflies for each dragonfly in order to compute the behavior weight that affects the fly direction and distance. Next, using the velocity parameter and the calculated behavior weight, update each dragonfly’s position. Finally, update the food and enemy positions by calculating the fitness score for all dragonflies in the population. If the termination criterion is satisfied, return the food position as the optimal solution for the given problem.




4.13. Whale Optimization Algorithm


The whale optimization algorithm (WOA) is a metaheuristic algorithm inspired by the social behavior and the bubble-net hunting strategy of humpback whales [45]. Whales form bubble clouds by exhaling underwater [45], and using the bubble-net hunting strategy, they gather their prey together inside the bubble clouds. This way the whales ensure that prey stays inside the bubbles, and as the whales move toward the surface, they catch the prey [45]. The WOA implements the following phases of the mentioned whale behavior: the exploration phase in which the search for the prey is conducted, the process of encircling the prey, and the exploitation phase in which the prey is attacked using the bubble-net method. The algorithm starts by initializing the population of search agents (whales) and evaluating their fitness values. After the initialization, the exploration phase and search for prey begin. When the prey has been found, the whales encircle it. In the WOA, surrounding the prey is considered finding the best solution or a point around it [45]. After finding the prey and encircling it, the prey is attacked using the bubble-net hunting strategy, after which the positions of other search agents are updated. Upon finishing the WOA search, the algorithm’s parameters are altered, and in the event that a new whale with a higher fitness is found, the best whale’s position is also updated.



As with other described metaheuristic algorithms, the WOA repeats the steps until the termination criteria are reached, after which the best solution is returned.





5. Results


Compared to the last experiment described in [1], multiple regression tree models are optimized and compared to gain a more accurate estimate of the performance of the optimization algorithms. In addition, a new approach in regression tree model optimization has been selected, in which the complexity parameter (CP) is being optimized and used in pruning the overgrown trees. A total of 1000 default pruned trees have been created and their performance compared with 1000 overgrown models optimized using each metaheuristic algorithm described in this paper. Eighty percent of the randomly selected dataset observations are used to train the models, and the remaining twenty percent are used to test them. The test data consist of 40 observations and are used to estimate the accuracy of the developed machine learning models, whereas 160 observations make up the training data used to train the models.



When using the rpart R library to build the default pruned tree, the pruning of the tree is performed automatically by selecting the CP value that produces the minimum error on validation data during the cross-validation procedure. Below each decision node is the yes–no conditional based on which the split is made. The mean value of firmness, which is calculated using observations that satisfy the conditions given by the decision nodes, is contained inside each decision and terminal node.



The approach in CART model optimization is to optimize the CP value using nature-inspired metaheuristics and use it to prune back the purposely overgrown CART model. The lower and upper bounds of the CP search space for all optimization algorithms are 0.00001 and 1, respectively. The optimization problem is set up to maximize the objective function; thus, the CP value with the highest fitness score will be selected.



The set parameters of the genetic algorithm implemented in the GA R library are population size, whose value is 200, and the number of best individuals to survive in each generation, which is set to 40 percent. The GA parameter values are determined experimentally with the goal of obtaining the best CART optimization performance. The parameter values for other metaheuristics that follow are obtained in the same way.



All other nature-inspired metaheuristics are implemented using the metaheuristicOpt R package. The population size parameter of the bat algorithm is set to 40, and the maximum and minimum frequencies are set to 0.1. The default value of 1 is assigned to the factor that increases pulse rate, while the value of 0.1 is assigned to the factor that decreases loudness. In the DE algorithm, each individual in the generation is permitted to mate with other randomly selected individuals. The crossover probability factor is set to 0.5, and the mutation operator’s scaling factor is set to 0.8. The size of the population is 20. When implementing the PSO as a CART optimization algorithm, the inertia weight is set to 0.729. The value of 1.49445 is set for both the individual and group acceleration constants, while the population size is 20. For the dragonfly algorithm (DA), gray wolf optimizer (GWO), black hole optimization (BHO) algorithm, and whale optimization algorithm (WOA), the population size is set to 40 and the maximum number of iterations is 500.



To compare the performance of default and optimized CART models, multiple other machine learning models are introduced. These are MLR, ANFIS, ANN, bagged decision trees, boosted trees, and random forests. The mentioned models are implemented by the frbs nnet, ipred, XGBoost, and randomForest R packages, respectfully. The optimal parameters of the developed machine learning models were obtained using an automated parameter tuning technique implemented in the caret R package. Machine learning parameter tuning is the process of adjusting the model options with the goal of identifying the best fit. In the tuning process, a repeated 10-fold cross-validation is used as the resampling method. The oneSE selection function defined in caret is used to prioritize simpler models during the tuning process. Therefore, the parameter values are automatically obtained to gain the best model fit using the repeated 10-fold cross-validation and oneSE function, which chooses the simplest candidate model within one standard error of the best performance. By using 10-fold cross-validation repeated 10 times and selecting the simplest candidate model, the risk of overfitting is minimized. The tuned parameters for the ANN model are the number of units in the hidden layer and the weight decay. The result of the tuning process is the ANN model with 1 node in the hidden layer and 0.5 as the value of the weight decay parameter. The maximum number of boosting iterations in the tuned boosting model is 10, and the maximum depth of a tree is 1. For the random forest model, only the number of variables randomly sampled as candidates at each split is tuned, and its final value is 1. The tuned ANFIS model uses six linguistic terms, and the maximum number of iterations is limited to 17.



The developed models made predictions on the 1000 different test datasets, and the mean RMSE value shown in Table 1 is calculated.



The t-test is conducted to measure the statistical difference between the mean RMSE values (Table 1) of the default CART and its optimized variations. Table 2 shows the results of the conducted t-tests.



Next, the power of the t-tests is calculated, and the results are given in Table 3.



Since the conducted Welch t-test assumes the normal distributions of samples, Figure 5 shows the RMSE distributions for the default CART model and a few of its optimized variations.




6. Discussion


From the summary of the RMSE results, it is possible to see that the GWO CART model gives the best predictions on test data. Other metaheuristics, such as the WOA, BHO, and DA, are also very successful in improving the accuracy of the default CART model. The best machine learning model is boosting, which has very similar prediction accuracy to the best-optimized CART models.



In the previous research [1], the most accurate model was the CART model optimized using the GA, with an RMSE of 1.589032. Comparing it to the GWO model developed as part of this research, the GWO CART is slightly more accurate. It is important to note that this research uses 1000 samples of test data for predictions, while in [1], only one sample has been used. From the results of the t-test, it can be seen that the p-value associated with the Welch two-sample t-test is sufficiently low. Therefore, it is possible to reject the null hypothesis of no difference between the (true) prediction RMSE averages.



The goal of the experiment is to develop an accurate machine learning model for peach firmness prediction and to test if various metaheuristics can be utilized in the optimization of machine learning models, more specifically in the improvement of peach firmness prediction accuracy of CART models. MLR, regression trees, ANFIS, ANN, bagging, boosting, and random forest machine learning models have been developed and compared to obtain the most accurate model for predicting peach firmness. The GA, BA, DE, PSO, DA, GWO, WOA, and BHO metaheuristic algorithms were applied to test the possibility of improving the prediction accuracy of the regression tree model. Other related works that are investigating the optimization of machine learning models using metaheuristics also reported positive results. By improving the performance of regression trees used for predicting peach firmness, this research introduces a new area of application for the mentioned methodology. This empirical experiment shows that by using various metaheuristic optimization techniques implemented in GA and metaheuristicOpt R packages, it is possible to improve the accuracy of the default CART model. The significance of prediction accuracy improvement between optimized regression trees and default trees is given by the calculated t-tests.



By replacing manual peach evaluation methods with the automated system described in this paper, the efficiency of the farming systems could be improved and food waste reduced. Some practical challenges could arise when implementing the proposed optimized machine learning models in real-world agricultural settings. One of the challenges is the initial cost of the proposed system, as well as the complexity of integrating it into the existing farming system.



Future research could focus on introducing more metaheuristic algorithms and comparing their performance with the results shown in this paper. A generative adversarial network (GAN) can be utilized to generate a larger dataset that will be the basis for training and testing new machine learning models.
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