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Abstract

:

This study develops a chance–constrained open–loop optimal control (CC–OC) framework capable of handling rare event probabilities. Therefore, the framework uses the generalized polynomial chaos (gPC) method to calculate the probability of fulfilling rare event constraints under uncertainties. Here, the resulting chance constraint (CC) evaluation is based on the efficient sampling provided by the gPC expansion. The subset simulation (SubSim) method is used to estimate the actual probability of the rare event. Additionally, the discontinuous CC is approximated by a differentiable function that is iteratively sharpened using a homotopy strategy. Furthermore, the SubSim problem is also iteratively adapted using another homotopy strategy to improve the convergence of the Newton-type optimization algorithm. The applicability of the framework is shown in case studies regarding battery charging and discharging. The results show that the proposed method is indeed capable of incorporating very general CCs within an open–loop optimal control problem (OCP) at a low computational cost to calculate optimal results with rare failure probability CCs.
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1. Introduction


In the context of open–loop optimal control (OC), the calculation of robust trajectories, i.e., trajectories that remain safe despite model uncertainties, is crucial for safety-critical applications. This type of problem is often treated by a chance constraint (CC) formulation, which must generally be approached via sampling techniques. Here, the method of generalized polynomial chaos (gPC), introduced by Xiu and Karniadakis in 2002 [1], allows for calculating arbitrarily good approximations of the system response due to uncertainties, which can consequently be used to generate samples of the system trajectories.



In this work, we introduce gPC in open–loop optimal control problems (OCPs) with CCs, combined with a subset simulation (SubSim) sampling technique, to calculate trajectories subject to probabilistic constraints imposing very rare failure events. To make the CC formulation applicable for Newton-type optimization algorithms, a differentiable approximation of the indicator function is used. Additionally, a homotopy strategy is implemented to gradually approximate the exact CC failure domain.



The formulation of OCPs with uncertainties by chance–constrained open–loop optimal control (CC–OC) techniques is a commonly used approach, although CC–OC can be computationally expensive and difficult to solve. The following research has been conducted within the field of CC–OC: In [2], a general overview of different methods for handling CCs is given. The author introduces both analytical (e.g., ellipsoid relaxation) and sampling-based methods (e.g., mixed integer programming). Both methods are subsequently combined in a hybrid approach. Additionally, feedback control is used to satisfy system constraints. In [3], a strategy to approximate a CC based on split Bernstein polynomials is introduced. Here, pseudo-spectral methods are applied and a single optimization run is used on the transformed CC–OC. Therefore, joint CCs are decomposed and a Markov–chain Monte–Carlo (MCMC) algorithm is used to evaluate the samples.



In general, CCs are also common in model predictive control (MPC) applications [4]. A very popular choice for this robust MPC are so-called min-max algorithms, which try to achieve a worst-case design in the presence of uncertainties to increase the robustness [5,6,7]. As online applicability is very important in MPC, CC algorithms in MPC often try to transform CCs in algebraic constraints [8]. Further methods comprise maximizing the feasible set with CCs [9] or randomization [10]. It should be noted that none of these methods is specifically tailored to treat rare events, which is desired in this study. These rare events are of special importance in reliability engineering and safety critical applications and are thus very prominent in the engineering domain. In addition, the developed method in this study should not be too conservative as it would e.g., be the case with transformations to algebraic constraints.



In order to deal with rare events, we use the method of SubSim, proposed in [11,12]. This methodology begins the probability estimation with a general Monte–Carlo analysis (MCA) solution and then gradually explores different samples within the failure domain. This MCMC algorithm converges to a series of conditional probabilities that yield the failure probability of the rare event. In the context of CC–OC, we use the samples generated from the MCMC as evaluation samples for the solution of the OCP. Here, we use a homotopy strategy to adapt the samples after each OCP solution until the SubSim, as well as the OCP, fulfill the desired rare-event failure probability.



To give an overview of the development of a CC–OC framework, the paper is organized as follows. In Section 2, some theoretical background and fundamentals of OC and gPC are introduced. Section 3 introduces the proposed incorporation of CCs in the OCP and the combination with the gPC expansion and SubSim. The model for the CC–OC case studies is presented in Section 4, while the results are given in Section 5. Conclusive remarks and an outlook are looked at in Section 6.




2. Theoretical Background


This section gives an overview of the methods used within this paper as well as some characteristics of their implementation. Here, Section 2.1 introduces the general OCP formulation, while Section 2.2 gives an overview of the gPC method and how to calculate statistics for the OCP from it.



2.1. Open-Loop Optimal Control


The OCP in this paper is given as follows (extended form of [13]):


minx,u,p,tfJ=e(x(tf),u(tf),p,tf)+∫t0=0tfL(x,u,p)dt,s.t.clb(x,u,p)≤c(x,u,p)≤cub(x,u,p),f(x,u,p;θ)=x˙,Ψ(x,u,p)=0,POCP(y∉F)≥η



(1)




In Equation (1), the lower and upper bounds of box constraints are denoted by lb and ub respectively and the output variables y∈Rny are defined by the following nonlinear function:


y=gx,u,p



(2)




It should be noted that we deliberately distinguish between probabilistic and deterministic (“hard”) constraints in Equation (1). This is done due to e.g., the fact that the state integration is generally carried out in the deterministic rather than the probabilistic domain (in our case, we use specific evaluation nodes provided by the gPC theory), while we also have constraints that are specifically designed in the probabilistic domain (i.e., our CCs).



The optimization/decision variables of the OCP include the states of the system x∈Rnx, the controls u∈Rnu, the time-invariant parameters p∈Rnp (these might be design parameters of the model, e.g., a surface area or a general shape parameter), and the final time tf∈R. We combine these variables within the vector z=tf,pT,xT,uTT. The external parameters (θ)∈Rnθ are considered uncertain, but of known probability density function (pdf). The set F, labeled failure set hereafter, is the set of states, controls, and parameters, i.e., the outputs, which lead to a failure of the system. Note that Equation (1) is the probability to not hit the failure set with the desired probability. This choice creates a better conditioned nonlinear programming problem (NLP) within the Newton-type optimization. In this paper, we assume that the probability η=Pdes(y∉F) of not encountering a failure is selected arbitrarily close to 1.



It should be noted that we can assume without loss of generality that the initial time t0 is zero. The objective is to minimize the cost functional J consisting of the final time cost index e and the running cost index L. The OCP is subject to the following constraints:

	
the state dynamics x˙ that ensure a feasible trajectory,



	
the inequality path and point constraints c that ensure limits of the trajectory to be feasibly enforced by box constraints (i.e., by lower and upper bound)



	
the equality path and point constraints ψ that ensure a specific condition during the flight, e.g., the initial and final state condition.








Generally, when the state dimension is not trivially small, OCPs as in Equation (1) are best solved using direct methods. Direct methods first discretize the problem into a NLP, which is then solved by classic NLP solvers. In the following, we use the trapezoidal collocation method for the discretization [13], which is readily implemented in the OC software FALCON.m [14]. This software tool is also used to implement the proposed CC–OC approach. Furthermore, the primal-dual interior-point solver Ipopt [15] is used to solve the discretized NLP.




2.2. Generalized Polynomial Chaos


This section gives an overview on the gPC method. Here, Section 2.2.1 introduces the basics of the gPC method. The calculation of the statistical moments is then presented in Section 2.2.2.



2.2.1. Definition of Expansion and Incorporation in the Optimal Control Problem


The gPC method was originally developed by Xiu and Karniadakis in 2002 [1] and is an extension of the Wiener polynomial chaos, which was only valid for Gaussian uncertainties [16]. It can be construed as a Fourier-like expansion with respect to the uncertain parameters, which approximates the response of the output variables y and reads as follows (it is reminded that the output variables are defined as a nonlinear function of states, controls, and parameters in Equation (2)) [1,17]:


yz;θ≈∑m=0M−1y^(m)zΦ(m)θ,M−1=N+DN,



(3)




where the multivariate expansion polynomials Φ(m)∈R are orthogonal with m as their highest polynomial exponent [1]. The order of the gPC expansion is given by M, the number of uncertain parameters by N, and the highest order of the orthogonal polynomials by D. The Wiener–Askey scheme provides general rules to select the orthogonal polynomials Φ based on the pdf ρθ of the uncertain parameters θ. For some specific pdfs of the gPC expansion, these polynomial relations are summarized in Table 1. Take into account that extensions to general pdfs are also available [18].



The expansion coefficients y^(m)∈Rny in Equation (3) are given by a Galerkin projection [19]:


y^(m)z=∫Ωyz;θΦ(m)θρθdθ,



(4)




where Ω is the support of the pdf ρθ∈R (Table 1).



To connect the expansion coefficients with the physical trajectories of the system, the stochastic collocation (SC) method is used [19]. This is also done to constrain the viable domain of the expansion coefficients based on the physical system response in the OCP. Generally, the SC method tries to approximate the integral in Equation (4) by Gaussian quadrature using a finite sum, discrete expansion at a set of nodes θ(j)∈Rnθ with corresponding integration weights α(j)∈R. These are specifically chosen in order to have a high approximation accuracy [19]. This yields the following approximation formula for Equation (4) [19]:


y^(m)z=∫Ωyz;θΦ(m)θρθdθ≈∑j=1Qyz;θ(j)⏟y(j)Φ(m)θ(j)α(j).



(5)




Here, Q is the number of specifically selected nodes according to the Gaussian quadrature rules (zeros of orthogonal polynomial), defining the accuracy of the integral approximation [19]. It should be noted that the Gaussian quadrature approach is subject to the curse of dimensionality for a large number of uncertain parameters because it is generally evaluated on a tensor grid [19]. Thus, sparse grids [19] must be employed in higher dimensions, e.g., starting from nθ>5. For the sake of simplicity, we use the tensor grid in this study, but the methods can directly be extended to sparse grids as well.



The continuous OCP (Equation (1)), is discretized into a NLP using the gPC expansion for states and controls, and then solved using a Newton-type optimization algorithm. Here, we use a trapezoidal collocation scheme. It should be noted that we apply the state integration and the state constraint to each of the SC nodes in this context. This makes it possible to calculate any desired output variable gPC expansion for the CC using the SC expansion in Equation (5). Here, the physical state trajectories and the output equation (Equation (2)) must be applied to calculate the required output expansion coefficients for Equation (10). In addition, we ensure feasible, physical trajectories by constraining the physical states at each of the SC nodes as this task might not be trivial by merely constraining the expansion states that are part of the decision variables (Equation (7)). Take into account that it is crucial in this context to ensure the constraint qualifications/regularity conditions for the NLP, e.g., linear independence, such that the optimization is well-behaved ([20], p. 45).



The basic form of the NLP is as follows (after [13]):


minz^J=ez^N+t^f(0)2hτ∑i=1N−1[L(z^i)+L(z^i+1)]s.t.z^lb≤z^≤z^ub    xlb≤[x1(j)=∑i=1N−1x^1(m)Φ(m)(θ(j))⋮xN(j)=∑i=1N−1x^1(m)Φ(m)(θ(j))]≤xub,  ∀j,Ψ(z^;θ)=[x2(j)−x1(j)−tf(j)2hτ(x˙2(j)+x˙1(j))⋮xN(j)−xN−1(j)−tf(j)2hτ(x˙N(j)+x˙N−1(j))]=0,  ∀j,  [POCP(y1∉F)⋮POCP(yN∉F)]≥η.    



(6)




Take into account that the differential equation, used for the model dynamics in Equation (1), is directly included in the equality constraints ψ using the trapezoidal integration scheme. Additionally, the deterministic equality and inequality constraints of the NLP must be fulfilled in our framework at each SC nodes to ensure feasibility.



The discretization step is depicted by hτ and generally comprises N discretized time steps. The decision variable vector z^, with corresponding lower and upper bounds depicted by z^lb and z^ub, respectively, is defined using the gPC expansion coefficients for states, controls, and parameters as follows:


z^=[t^f(0),⋯,t^f(M−1),p^(0),x^1(0),⋯,x^1(M−1),u^1(0),⋯,x^N(0),⋯,x^N(M−1),u^N(0)]T.



(7)




Take into account that the control history is not expanded in Equation (7). This is due to the fact that expanding the control history would yield a set of optimal control histories. As we want to calculate a robust trajectory, i.e., a trajectory that is robust considering that the control history is not adapted, we only use the mean value in the decision vector. Still, an extension of Equation (7) to a distributed control history is possible. It should be noted that the same argumentation applies for the time-invariant parameters, as it is also generally desired to calculate a single robust value for these.



Further note that the outputs y, required for the CC in Equation (6), can be calculated directly using the decision variables in Equation (7), the gPC expansion in Equation (3) (to calculate the physical trajectories), the output equation in Equation (2), and the SC method in Equation (5).



It should be noted that the cost function in Equation (6) is depending on the decision variables directly, which are the expansion coefficients (Equation (7)). This is done to be able to optimize statistical moments (e.g., mean value and variance; Section 2.2.2) in the OCP. Further take into account that the inequality path constraints are box constraints enforced at each discretization point for the physical trajectories with the same lower and upper bound and independent of the uncertainty. This is done as the state limits normally do not vary over time and should also not change depending on the uncertainty. In addition, we enforce physical trajectories calculated by the NLP optimizer using this procedure.



Further take into account that Equation (6) is a deterministic version of the uncertain OCP in Equation (1) except for the CCs. Further note that the inequality as well as equality constraints are evaluated at the physical SC nodes (Equation (5)) using the gPC expansion in Equation (3).




2.2.2. Statistical Moments


Statistical moments, such as mean or variance, can be calculated directly from the gPC expansion in Equation (3), if the expansion coefficients are known. For instance, the mean is given by [19]:


Eyz;θ≈∫Ω∑m=0M−1y^(m)zΦ(m)θρθdθ=y^(0)z.



(8)




Equation (8) shows that the mean is only depending on the first deterministic expansion coefficient. The variance of the outputs y calculated as [19]:


σ2yz;θ=Eyz;θ−Eyz;θ2≈∑m=1M−1y^(m)z2



(9)




is only dependent on the deterministic expansion coefficients y^(1,…,M−1).






3. Chance Constraints in the Polynomial Chaos Optimal Control Framework


Within this section, we look at the CC framework based on the gPC approximation within the OCP that should approximate the probability of not being the failure event, i.e., POCP(yi(j)∉F),∀i. In Section 3.1, the general formulation of CCs in the deterministic OCP is introduced. Afterwards, Section 3.2 introduces a differentiable approximation of the sharp CCs and a homotopy strategy to iteratively sharpen the differentiable CC representation. The SubSim method and its incorporation within CC–OC to calculate rare-event failure probabilities are described in Section 3.3.



3.1. Derivation of Chance Constraint Formulation


Sampling techniques such as the Metropolis–Hastings algorithm (MHA) [21] or importance sampling [22] are frequently used to approximate the probability of an event (in this case: fulfilling a CC) when its pdf is difficult to sample from or integrate. A drawback of these methods is a non-deterministic evaluation procedure of the probability. Generally, this study still tries to apply sampling-based algorithms to estimate the probability POCP(yi∉F) in the OCP (Equation (6)). Additionally, rare events should be covered, which makes SubSim a viable choice [12]. The basic SubSim method uses a modified Metropolis–Hastings algorithm (MMHA), i.e., random sampling, to explore the failure region and calculate the failure probability. Here, a further issue arises when using direct methods to solve OCPs with Newton-type NLP solvers: the samples cannot be redrawn in each iteration of the NLP solution process as this would yield a stochastic Newton-type optimization procedure. Generally, this would be necessary in the context of sampling techniques, such as SubSim, which ultimately results in problems defining accurate step-sizes and exit criteria in the NLP. Thus, this study uses a homotopy strategy to cope with these issues that move the creation of new samples from the NLP iteration to a homotopy step.



In order to apply the mentioned sampling techniques, we need a good approximation for the probabilistic quantity, i.e., the quantity with respect to whom the CC is defined, depending on the stochastic disturbance. When applying gPC, the gPC expansion in Equation (3) provides this approximation. Thus, in cases where the expansion coefficients are available within the NLP, as e.g., in Equation (6) (remember that Equations (2), (3) and (5) can be applied to calculate the expansions coefficients for any output quantity based on the known physical trajectories at the SC nodes for the states used in Equation (6)), we can sample the gPC expansion for thousands of samples via a matrix-vector operation in an MCA-type way, but with improved efficiency due to the simple evaluation as follows: consider ns random samples obtained from the pdf of θ, labeled θ(1),⋯,θ(ns). It should be noted that these samples can now be drawn randomly in contrast to the SC method as we are not trying to approximate the integral in Equation (4), but the probability of the CC. These samples for the uncertain parameters yield corresponding samples for the output y, given by:


yz;θ(1)⋯yz;θ(ns)⏟Rny×ns=y^(0)z⋯y^(M−1)z⏟Rny×MΦ(0)θ(1)…Φ(0)θ(ns)⋮⋱⋮Φ(M−1)θ(1)…Φ(M−1)θ(ns)⏟RM×ns,



(10)




such that the output samples are provided from a simple matrix-vector multiplication operating on the expansion coefficients y^, which are part of the OCP formulation due to Equations (2), (3) and (5). With the samples available from Equation (10), the general equation for fulfilling, i.e., not being in the failure set, a CC is given as follows:


Pyz;θ∉F=∫ΩIyz;θρθdθ≈1ns∑i=1nsIyz;θ(i).



(11)




Here, Iyz;θ is the indicator function, defined as:


Iyz;θ(i)=1,foryz;θ(i)∉F,0,else.



(12)




It should be noted that the indicator function I is trivial to evaluate but non-differentiable, and can therefore create difficulties when used in the context of a Newton-type NLP solver. Thus, we introduce a smooth approximation s of the indicator functions having the following properties:


syz;θ∈0;1,syz;θ≈1yz;θ∉F,syz;θ≈0yz;θ∈F.



(13)








3.2. Approximation of Chance Constraints by Sigmoids


A group of functions that can be used for the approximation of an indicator function that must fulfill the conditions given in Equation (13) are the logistics functions. An example for this class of functions is the sigmoid function, which is defined as follows for a scalar output y:


sy;a,b=1exp−a·y−b+1∈R.



(14)




The parameters a∈R and b∈R are the scaling and offset parameter of the sigmoid, respectively. These are used to shape the sigmoid in order to suitably approximate the desired CC domain. Their design using a homotopy strategy while solving the CC–OC problem is illustrated in Algorithm 1.








	Algorithm 1 Implemented homotopy strategy for sigmoid scaling and offset parameter in CC–OC framework.



	Require: Define the homotopy factor ahom and the desired final sigmoid parameter adesired.

	1:

	
Initialize sigmoid parameter a and confidence level CL.




	2:

	
Define the bound value of the sigmoid ybound (i.e., the bound value of the CC)




	3:

	
whilea<adesireddo




	4:

	
 Calculate the sigmoid values:




	5:

	
 c=−ln1CL−1a




	6:

	
 b=ybound−c




	7:

	
 Solve the CC–OC problem including SubSim in Algorithm 4.




	8:

	
 Increase a by homotopy factor: a=ahom·a.




	9:

	
end while




	10:

	
return Robust optimal trajectory.












Furthermore, the sigmoid in Equation (14) has a very simple derivative that can be used to efficiently calculate the gradient that is necessary for OC. It is given as follows:


dsy;a,bdy=a·sy;a,b·sy;a,b−1.



(15)




The sigmoid in Equation (14) can be combined by multiplication in order to approximate the indicator function for F being an interval in R. This is depicted in Figure 1, which shows the multiplication of two sigmoids (solid blue) with one gradual descend (dashed green; number 1) and one steep ascend (dashed red; number 2) to approximate a box constraint on a scalar output. Here, one sigmoid sy;alb,blb describes the lower bound, while the other sigmoid sy;aub,bub describes the upper bound.



For the sake of simplicity, we further assume box constraints on all our CCs, i.e., we assume that F is a hyper-rectangle with lower and upper bounds lbi,ubi on dimension i=1,…,ny. This is a viable assumption for most OCP applications, as box constraints are very prominent in OC. The proposed approach can be trivially extended to any set F that can be described by a set of smooth inequality constraints.



We can then form the hyper-rectangle by applying the basic sigmoid in Equation (14) as follows:


sy;a,b=∏i=1nysyi;albi,blbi·syi;aubi,bubi∈R.



(16)




Here, a=alb1,aub1,⋯,albny,aubnyT and b=blb1,bub1,⋯,blbny,bubnyT are simplifying notations. Take into account that the derivative of Equation (16) can be formed using the chain rule and Equation (15).



In order to calculate the probability, we must only sum up the function values of the multidimensional sigmoid in Equation (16) and divide it by the number of samples as follows:


Py∉F≈1ns∑i=1nssy(i);a,b.



(17)




This approximation can now be used within the OCP (Equation (6)). In order to include rare failure events, the next subsection introduces the SubSim method that elaborates on the CC modeling of this subsection.




3.3. Subset Simulation in Chance-Constrained Optimal Control


The probability approximation in Equations (11) and (17) converges for reasonably low choices of ns only if rather loose bounds on the probability (e.g., domain of η=99%) are considered. For tighter bounds typically used for rare events, as often required in e.g., reliability engineering (where η=99.9999% is common), better suited algorithms to calculate and sample the probability are required. Indeed, a reliable estimation of the probability of rare events normally requires a very large number of samples. A classical approach to circumvent this difficulty is the use of SubSim, which is tailored to evaluate the probability of rare events [11,12,23].



SubSim methods are based on an MCMC algorithm typically relying on a MMHA, which ensures that the failure region is properly covered by the samples. To that end, it stratifies the choice of samples iteratively in order to draw significantly more samples from the failure region than a classical MCA sampling would. SubSim methods are based on an expansion of the failure probability as a series of conditional probabilities:


P(F)=PFm=P⋂i=1mFi=PF1∏i=2mPFi|Fi−1.



(18)




In Equation (18), F is the set of failure events and F1⊃F2⊃…⊃Fm=F is a sequence of set of events with decreasing probability of occurrence. The conditional probability PFi|Fi−1 describes the probability that an event in Fi⊂Fi−1 occurs assuming that an event in Fi−1 has already occurred. Thus, instead of evaluating the rare event PF=PFm, one can evaluate a chain of relatively likely conditional probabilities PFi|Fi−1, each of which is relatively easy to evaluate via sampling.



The evaluation of the conditional probabilities is the main task in SubSim, achieved using e.g., the MMHA approach. The MMHA, working on each component of a random vector (i.e., vector of one–dimensional random variables) (RVec), is introduced in Algorithm 2 [11,12,24].








	Algorithm 2 Modified Metropolis–Hastings algorithm for subset simulation for each component of the random vector θi to create new sample for random parameter (after [11]).



	Require: Current sample for the random parameter: θi.

	1:

	
Define a symmetric proposal pdf, ρi*θ˜|θi=ρi*θi|θ˜, centered around the current random sample θi.




	2:

	
Generate candidate sample θ˜ from ρi*θ˜|θi and calculate the system response (e.g., by Equations (1), (3), or (6)) of this candidate.




	3:

	
Calculate the ratio between the proposed and the candidate sample evaluated at the target pdf, e.g., r=ρθ˜ρθi with ρ∝N0,1 (this is the stationary pdf according to the central limit theorem ([17], p. 23)).




	4:

	
Set the acceptance ratio of the candidate sample θ˜ as follows: a=min{1,r} and accept it with this probability.




	5:

	
Draw a random sample from the uniform distribution as follows: s∝U0,1.




	6:

	
ifs≥athen




	7:

	
 Set: θp=θ˜




	8:

	
else




	9:

	
 Set: θp=θi




	10:

	
end if




	11:

	
Update the new sample by the rule:




	12:

	
ifθp∈Fithen




	13:

	
 Set: θnew,i=θp




	14:

	
else




	15:

	
 Set: θnew,i=θi




	16:

	
end if




	17:

	
return New sample for the random parameter: θnew,i.












Normally, the MCMC algorithm based on the MMHA in Algorithm 2 is fast converging as especially the sampling of new candidates is done locally around the current sample point. Thus, the acceptance rate is normally very high and progress is made quite fast. An issue of the MMHA is the choice of an appropriate proposal distribution ρi*. Here, generally a Uniform or a Gaussian pdf is chosen, in order to have a simple evaluation and the symmetric property. The general behavior of the MMHA in SubSim can be visualized as in Figure 2: it can be seen that after the random sampling by MCA in level 0, the samples get shifted to the failure domain, which are the arcs in the corners of the domain. This is done until a sufficient amount of samples is located in the failure domain.



We detail the SubSim method as in Algorithm 3 [11,12]. The SubSim starts with a general MCA and afterwards subsequently evaluates the failure region yielding the chain of conditional probabilities. It should be noted that the choice of the intermediate failure events F1,…,m is critical for the convergence speed of the SubSim. In [11], the “critical demand-to-capacity ratio” is introduced that is based on normalized intermediate threshold values. Based on this ratio, it is common to choose the thresholds adaptively such that the conditional probabilities are equal to a fixed, pre-defined value ([12], p. 158). This is done by appropriately ordering the previous samples and their result. An often and a normally very efficient conditional probability value is p0=0.1 [11].



Finally, we can estimate the failure probability of the SubSim regarding the desired threshold b and the (m−1)−th Markov chain element, which is the last one of the SubSim as follows ([12], p. 179) (see Algorithm 3 line 12):


1−Pssyz;θ∉F=PF=1nsp0m−1∑j=1nc∑k=1nscI˜yjk(m−1)>b,b>bm−1.



(19)












	Algorithm 3 General algorithm used for a subset simulation in connection with generalized polynomial chaos (after [12], p. 158ff).



	Require: Define the number of samples per level ns, the conditional probability p0, and the critical threshold b.

	1:

	
Calculate the number of Markov chains nc=p0·ns and the number of samples nsc=p0−1 for each of the chains.




	2:

	
Initialize the SubSim by creating the random sample set {(θ)k(0):k=1,⋯,ns}.




	3:

	
Calculate the output set {yk(0)z;(θ)k(0):k=1,⋯,ns} by Equation (3) related to {(θ)k(0):k=1,⋯,ns}.




	4:

	
Sort {yk(0)z;(θ)k(0):k=1,⋯,ns} in ascending order to create {bk(0):k=1,⋯,ns}. Here, bk(0) is an estimate of the exceedance probability Pyz;(θ)>b=ns−kns.




	5:

	
Set b1=bns−nc(0) and {(θ)j0(1):j=1,⋯,nc} corresponding to {bns−nc+j(0):j=1,⋯,nc} as the threshold and the seeds for the next level.




	6:

	
for i=1...m-1 do




	7:

	
 Use e.g., the MMHA (Algorithm 2) to generate the samples {(θ)jk(i):k=1,⋯,nsc} of the conditional pdf ρi*.|Fi for each seed {(θ)j0(i−1):j=1,⋯,nc}. This creates nc Markov chains with nsc samples.




	8:

	
 Calculate the output set {yjk(i)z;(θ)jk(i):j=1,⋯,nc,k=1,⋯,nsc} by Equation (3) related to {(θ)jk(i):j=1,⋯,nc,k=1,⋯,nsc}.




	9:

	
 Sort {yjk(i)z;(θ)jk(i):j=1,⋯,nc,k=1,⋯,nsc} in ascending order to create {bk(i):k=1,⋯,ns}. Here, bk(i) is an estimate of the exceedance probability Pyz;(θ)>b=p0ins−kns.




	10:

	
 Set bi+1=bns−nc(i) and {(θ)j0(i+1):j=1,⋯,nc} corresponding to {bns−nc+j(i):j=1,⋯,nc} as the threshold and the seeds for the next level.




	11:

	
end for




	12:

	
Calculate the failure probability Pssyz;θ∉F based on Equation (19)




	13:

	
return Failure probability Pssyz;θ∉F.












It should be noted that, for the OCP in Equation (1) or Equation (6), the calculated probability in Equation (19) must be subtracted from 1 as the CC in Equation (6) is defined for not being in the failure set. Here, I˜yz;θ is the complementary indicator function from Equation (12) defined for the failure region:


I˜yz;θ(i)=1,foryz;θ(i)∈F,0,else.



(20)




Take into account that the accuracy of Equation (19) can be quantified using the coefficient of variation (c.o.v.):


ν=σPFEPF.



(21)




Here, EPF is given by Equation (19), while the standard deviation of the failure probability can be calculated by a Beta pdf fit as proposed in ([25], p. 293). Overall, we can compare the resulting c.o.v. with literature values [24] to access the viability. Generally, a small c.o.v. indicates that the standard deviation of our failure probability estimation is smaller than our expected/mean value. Thus, the goal is to have a small c.o.v. as then the dispersion of the data is small and we can be certain about the CC being fulfilled.



In this study, we propose to introduce the SubSim algorithm in the CC–OC algorithm. Our procedure is to calculate the subset samples based on the analytic response surface of the gPC expansion (Equation (3)), which is based on the initial solution of the OCP (Equation (1)) by MCA. The samples are then used to run a new optimization fulfilling the desired rare event probability. A new response surface is calculated from which new samples are generated using a SubSim. This procedure is repeated until both the SubSim probability Pssyz;θ∉F (Equation (19)) as well as the probability level assigned to the constraint POCPyz;θ∉F (Equation (6)) in the OCP fulfill the desired rare event probability Pdesyz;θ∉F. The procedure is described in Algorithm 4. It should be noted that this procedure can generally be applied as long as the underlying OCP in Equation (6) can be solved.








	Algorithm 4 Basic strategy of the subset simulation algorithm within CC–OC framework.



	Require: OCP as in Equation (6) with initial guess for decision variables z.

	1:

	
Calculate an optimal solution for a likely failure (e.g., Pyz;θ∉F=99%) using MCA.




	2:

	
Obtain the subset probability Pssyz;θ∉F and samples, based on the analytic gPC response surface (Equation (3)) and by applying Algorithm 3.




	3:

	
whilePssyz;θ∉F>Pdesyz;θ∉FandPOCPyz;θ∉F>Pdesyz;θ∉Fdo




	4:

	
 Assign the SubSim samples to the evaluation routine of the CC within the OCP.




	5:

	
 Solve the CC–OC problem (Equation (6)).




	6:

	
 if Optimization not successful then




	7:

	
  Reduce the probability of the constraint POCPyz;θ∉F to relax the OCP (e.g., by factor of 10).




	8:

	
 else




	9:

	
  if POCPyz;θ∉F≠Pdesyz;θ∉Fthen




	10:

	
   Increase the constraint probability within the OCP (e.g., factor of 10).




	11:

	
  end if




	12:

	
 end if




	13:

	
 Obtain the new subset probability Pssyz;θ∉F from Equation (19) and samples based on the new analytic gPC response surface and using Algorithm 3.




	14:

	
end while




	15:

	
return Optimal decision variables z.












Regarding the homotopy strategy, it should be noted that, by using the SubSim samples calculated from the last optimal solution within the new optimization, we might introduce a bias as the samples drawn from the Markov chain are based on the optimal results created by the last NLP solution. Generally, they would have to adapted in each iteration of the NLP as the system response changes. As we do not update the samples within the NLP, but within the homotopy step after the optimal solution has been calculated, we technically solve the CC and its rare event probability using biased samples compared to the ones that would be calculated within the SubSim. We cope with this issue in this paper by checking the fulfillment of the CC both in the OCP as well as after the OCP is solved by the SubSim, i.e., with the new response surface. Thus, the CC–OC is only solved if both results show that the CC is fulfilled to the desired level. Within this paper, the OCP converges fine, but further studies should explore the effects and influences of this bias and how to reduce it (e.g., by importance sampling).





4. Optimization Model


The implemented optimization model is based on the work in [26]: at first, the dynamic model is introduced in Section 4.1. The OCP setup, including constants and parameters, is afterwards defined in Section 4.2.



4.1. Battery Dynamic Equations


The following section summarizes the dynamic equations for a battery modeled by an extended equivalent circuit model (XECM) as depicted in Figure 3. Here, the equations of motion are introduced in Section 4.1.1. Afterwards, Section 4.1.2 introduces a battery heating model.



4.1.1. Local Voltage and Ion Concentration Dynamic Equations


The local voltage v1 and ion concentration Δz1 equations of motion are based on the parallel resistor–capacitor arrangement in Figure 3. The equations are given by first order lags with the current i as the control variable:


v˙1=−1R1·C1·v1+12·C1i,



(22a)






Δz˙1=−1R1·C1·Δz1+12·C1i.



(22b)




Here, R1 and C1 are the resistance and capacity, respectively. It should be noted that R1 and C1 are functions of the battery temperature (Section 4.1.2).



In addition, we have the total ion concentration z dynamic equation, also called state of charge (SoC), that is only dependent on the current:


z˙=1Qi.



(23)




Here, Q is the battery capacity.




4.1.2. Battery Heating


As an extension to the standard XECM in Section 4.1.1, we also model the heating of the battery when a current is applied. This heating can again be formulated by an equation of motion for the battery temperature Tbatt that is mainly influenced by the square of the applied current:


T˙batt=k1·i2+k2·Tamb−Tbatt.



(24)




The coefficients k1=kR0·R0mbattc as well as k2 are again parameters of the battery, while Tamb is the ambient temperature. It should be noted that kR0 is the considered uncertainty and is a scaling factor for the lumped resistance term R0. It is uniformly distributed as follows:


kR0∈U0.8;1.2,μ=1,σ≈0.1155.



(25)




Thus, the lumped resistance term can vary up to ±20%, which refers to the uncertainty that is introduced to the system when identifying the parameter. Take into account that we choose this parameter as the uncertain value as it is also the main contributor to the battery temperature increase, which we want a robust trajectory against. Additionally, it should be noted that the uncertainty definition in Equation (25) implies using a Uniform pdf as the proposal distribution in Algorithm 2.



For the CC optimization, we want to achieve that the following probability for the battery temperature is always fulfilled:


P0∘C≤Tbatt≤40∘C≥0.999999.



(26)




This CC is implemented using the SubSim approach presented in Section 3.3 and the sigmoid approximation of the CC with the homotopy strategy presented in Section 3.2. We use this kind of probability as we want to assure that the battery is not damaged by a temperature that is too high, but also charges as optimally as possible without being too conservative. In addition, it might not be possible in general applications, due to other system constraints, to calculate a fully robust trajectory, which makes the use of CCs viable.





4.2. Problem Setup


The problem consists of two phases that model one charge and one discharge of the battery. The following initial boundary conditions (IBC; Table 2) for the states x=v1Δz1zTbatt that define these conditions in the beginning of the first phase are as follows (these are assigned as inequality constraints in Equation (6)):



Furthermore, the final boundary conditions (FBC; Table 3) for the same states in all phases are defined as follows (again assigned as inequality constraints in Equation (6)):



It should be noted here that trying to e.g., enforce an equality constraint for the final boundary condition with only the mean robust control, as in Equation (7), might yield an infeasible OCP. In this case, a CC should be considered to model the final boundary condition or an inequality constraint (as used in this study) can be applied.



The states with their respective lower and upper bounds xlb,xub, and scaling xS are as given in Table 4.



The controls with their respective lower and upper bounds ulb,uub, and scaling uS are defined as in Table 5.



Finally, the parameters and the constants of the optimization model are defined in Table 6.



Finally, we consider the following cost function to minimize the cycle time:


J=t^f(0).



(27)




This is a parameter cost that actually requires a trade-off between fulfilling the CC and finishing the cycle as fast as possible, due to the fact that a fast charging/discharging with large current yields a fast temperature increase.





5. Optimization Cases


This section covers the test cases for the CC–OC framework. At first, a single phase with only charging is looked at in Section 5.1 to get an overview of the problem characteristics. Then, Section 5.2 looks at a charge–discharge cycle. Generally, each phase has N=125 time discretization steps yielding NLP problem sizes of around 2000 optimization variables and constraints.



For the final results, which are depicted in the following, the scaling factor of the sigmoid CC approximation is a=±50. This could be achieved in a single homotopy step for the results in Section 5.1 and with two homotopy steps for the results in Section 5.2. The homotopy begins with a=±1 and has an intermediate step, in the second example, at a=±25. In general, we use ns=10,000 random samples to approximate the probability of the CC using the methods introduced in Section 3. The gPC expansion order is chosen to be three as this has shown to be viable for these kind of problems. The CC is defined as given in Equation (26). Take into account that the initial MCA solution fulfills the CC in Equation (26) with a probability of 97.5%. After this initial solution, we directly assign the desired probability, given in Equation (26), to the CC–OC and thus require one homotopy step.



In the following, we show the results obtained for the different SubSim level (“SSLevel”) runs with p0=0.1 and ns=2500 during the homotopy procedure. Here, the zeroth level is the basic MCA solution. The gPC order is chosen to be three, which was determined to be sufficient by comparing the accuracy of the expansion with MCA optimization runs.



5.1. Battery Charging Optimization


This section introduces the optimization of a single battery charge by looking at the general time-optimal OCP (Equation (27)).



In Figure 4, which depicts the probability of not fulfilling the CC, it can be seen that our desired probability level is fulfilled after the first SubSim level. This probability is calculated in a post-processing step using 1 million samples and the analytic indicator function in Equation (12): here, we get a level close to 0% failures and thus the CC is, based on our sampling, fulfilled with a very high certainty. Indeed, the SubSim evaluates the failure probability to be PF=2.0088·10−5% with a c.o.v. of ν=1.0052. Thus, we fulfill our desired failure probability of 10−4% even though we have a slightly high c.o.v..



This can also be seen looking at Figure 5 that shows the fitted marginal distribution of the failure probability at the final point in time (i.e., the end time). This is the point where the violation is most likely to occur. Here, the already mentioned method of fitting a Beta pdf for the c.o.v. estimation by applying the theory in study [25] is used. The pdf is depicted in solid blue and plotted in the range of [0,PdesF], which covers the range of the pdf and its probability until the maximal allowed failure probability. The mean value is depicted in dashed black. It is evident that the pdf fulfills our rare-event CC with high probability and thus we can be confident in the certainty of our result. To be specific, according to the SubSim and the Beta pdf of [25], the CC is fulfilled with almost 97% certainty for our application.



In Figure 6, the current for the robust optimal result is shown. We can see that the current is mainly at its maximum bound for the MCA optimization (SSLevel: 0), while it decreases linearly from a general lower level to fulfill the tighter bounds of the desired rare-event probability in the SSLevel 1 run. The optimal time is slightly increased for the SSLevel 1.



Finally, Figure 7 shows the development of the SoC for the mean value and the standard deviation. We observe a basically linear increase in the mean value reaching the desired charging level and a small standard deviation. Overall, the SoC is only subject to minor influences by the defined uncertainty that are mainly based on the temperature variations. Thus, although there is an uncertainty, we can still reach a similar charging level with the proposed robust open–loop optimal control (ROC) method. Furthermore, there are only minor differences between the different SubSim levels.




5.2. Battery Charge-Discharge Cycle Optimization


Within this section, we are looking at the full charge–discharge cycle: For this, Figure 8 shows the optimal current histories. In contrast to the single cycle, we can see that the current now is not reaching the maximal value anymore (78A; Section 4.2) and is also gradually decreasing over time. The differences between the SubSim levels are overall quite minimal but the same trend as for the results in Figure 6 can be observed, i.e., that the SubSim levels after the MCA have an overall lower level and are slightly longer.



Then, Figure 9 shows the fitted marginal distribution of the failure probability at the final point in time (i.e., the end time) once more. Once again, the pdf is plotted in the range of [0,PdesF], i.e., we cover the part of the pdf and its probability until the allowed maximal failure probability. Although we can see that the failure probability is now twice as large in the mean as for only the charge cycle (Figure 5), we can still be certain regarding our confidence in fulfilling the CC (around 91.5%).



Now, Figure 10 shows the mean value of the SoC and its standard deviation. We can observe that the SoC is virtually independent of the SubSim level, but a major increase in the standard deviation can be seen, which is a consequence of the robust charging and the uncertainty. Generally, this increase is based on an increased standard deviation of the optimal time.



Finally, Figure 11 depicts the battery temperature mean value and mean value with an added standard deviation. It should be noted that, in this figure, the standard deviation is added with a factor of kσ=1.7321: this value is chosen as it is exactly the value that yields the boundary value of the original uniform pdf if adding the standard deviation in Equation (25). As the optimization model is linear in the uncertainty, we can expect that the propagated uncertainty at the output is thus also almost linear. This is strengthened by Figure 11 as the solution that is offset by the factor kσ=1.7321 is just violating the constraint at the end, which is based on the CC fulfillment that must not be 100%. Again, the level 1 SubSim yields a reduced exceedance with a longer charge time.





6. Conclusions


This paper presented an efficient method for ROC that relies on a CC–OC framework. In this framework, CCs are approximated by efficiently sampling from the gPC expansion. Therefore, a direct transcription method using the gPC expansion is applied for solving the OCP: by this, the gPC expansion can be evaluated in each optimization step as a matrix-vector operation and efficient sampling of the CC value, and thus its probability, is possible. In order to make the sharp CC bounds usable for Newton-type OC applications, the paper additionally introduced an approximation of CCs by means of sigmoids. This sigmoid approximation is gradually adapted using a homotopy strategy to reach a good approximation of the original sharp bound. Finally, the method of SubSim is applied to get the capability of calculating rare event failure probabilities. Overall, the applicability of the framework is shown using battery charge and discharge examples.



In the future, developments can be made combining the proposed method with distributed open–loop optimal control (DOC). The DOC framework can then be used to handle smaller sub-problems of the original OCP, which can be solved more efficiently. Here, also a distribution of the SubSim can be considered for improved efficiency.



Furthermore, more research should be directed into the suitable choice of the gPC expansion order to find a good response surface approximation for the evaluation of the CC. Here, especially the truncation errors of the gPC expansion as well as the SC evaluation must be considered. This is necessary to accurately calculate the probability of fulfilling the CC. In addition, e.g., a moment-matching optimization [27], which tries to find the best nodes-weights combination for the given problem, could be applied. Especially with a highly nonlinear model, larger orders of the gPC expansion must also be used, which decreases the efficiency. In the context of this large expansion order as well as a high-dimensional uncertainty space, further research must also be directed to efficient (adaptive) sparse grid implementations for the SC evaluation [19,28].



Additionally, in future applications, general pdfs can be introduced in the proposed method using the theory of arbitrary polynomial chaos [18,29] or Gaussian mixture models [30]. This could also be of special interest for the accurate choice of the SubSim evaluation points.



Finally, research can be directed into controlling the c.o.v. of the SubSim using the Beta pdf introduced in [25]. This can be beneficial to have a small dispersion of the data and thus high confidence in the calculated failure probability estimation and, consequently, the calculated robust optimal trajectories.
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Figure 1. Product of two sigmoids with different scaling and offset parameters to approximate an uncertainty domain by box constraints. 
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Figure 2. General behavior of subset simulation with modified Metropolis–Hastings algorithm and p0=0.1 showing movement of the samples (red: in failure domain, green: not in failure domain) over the different subset levels with arc failure domains at edges. 
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Figure 3. Schematics of Extended Equivalent Circuit Model (XECM) [26]. 
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Figure 4. Probability of fulfilling the chance constraint over time for charging. 
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Figure 5. Estimation of failure probability density function from subset simulation for a final point on the optimization time horizon using a Beta distribution with mean value and probability density function area estimation until the allowed failure probability. 
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Figure 6. Robust control history for the current as the command variable over time for charging. 
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Figure 7. Mean and standard deviation value for state-of-charge over time for charging. 
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Figure 8. Robust control history for the current as the command variable over time for charge–discharge cycle. 
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Figure 9. Estimation of failure probability density function for charge–discharge cycle from subset simulation for the final point on an optimization time horizon using a Beta distribution with mean value and probability density function area estimation until the allowed failure probability. 
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Figure 10. Mean and standard deviation value for state-of-charge over time for charge–discharge cycle. 
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Figure 11. Mean battery temperature including the standard deviation interval provided by the underlying uniform parameter uncertainty over time for the charge–discharge cycle. 
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Table 1. Continuous density function-orthogonal polynomial connection for standard generalized polynomial chaos (after [1]) for a scalar parameter θ.
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	Distribution
	Probability Density Function
	Support
	Symbol
	Orthogonal Polynomial





	Gaussian/Normal
	12πexpθ22
	−∞,∞
	Nμ,σ
	Hermite



	Gamma
	θαexp−θΓα+1
	0,∞
	γμ,σ,α
	Laguerre



	Beta
	Γα+β+22α+β+1Γα+1Γβ+11−θα1+θβ
	−1,1
	Ba,b,α,β
	Jacobi



	Uniform
	12
	−1,1
	Ua,b
	Legendre
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Table 2. Initial boundary condition (IBC) of the optimization problem.
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	Phase
	IBClb
	IBCub





	1
	[0,0,0.15,20]
	[0,0,0.15,20]
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Table 3. Final boundary conditions (FBC) of the optimization problem.






Table 3. Final boundary conditions (FBC) of the optimization problem.





	Phase
	FBClb
	FBCub





	1
	[0,0,0.95,−10]
	[0.15,0.5,1.00,40]



	2
	[0,0,0.00,−10]
	[0.15,0.5,0.15,40]
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Table 4. States upper and lower bounds as well as scalings.
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	State
	Description
	xlb
	xub
	xS





	v1
	Local voltage
	0
	0.15
	100



	Δz1
	Local concentration
	0
	1
	100



	z
	Total concentration
	0.05
	0.95
	100



	Tbatt
	Battery temperature
	−10
	40
	10−1
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Table 5. Control upper and lower bounds as well as scalings.
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	Control
	Description
	ulb
	uub
	uS





	icharge
	Charge current
	0
	3·Q
	10−1



	idischarge
	Discharge current
	−3·Q
	0
	10−1
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Table 6. Parameters and constants of the optimization model.






Table 6. Parameters and constants of the optimization model.





	Value
	Description
	Reference





	Tamb
	Ambient Temperature
	20∘C



	mbattc
	battery mass times specific heat capacity
	260J∘C



	k2
	convection coefficient of battery with ambient
	0.000011s



	R1
	Local Resistance
	fcnTbatt



	R0
	Lumped Resistance
	fcnTbatt



	C1
	Local Capacity
	fcnTbatt



	Q
	Battery Capacity
	26Ah
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