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Abstract

:

This article presents software for the synthesis of circulant graphs and the dataset obtained. An algorithm and new methods, which increase the speed of finding optimal circulant topologies, are proposed. The results obtained confirm an increase in performance and a decrease in memory consumption compared to the previous implementation of the circulant topologies synthesis method. The developed software is designed to generate circulant topologies for the construction of networks-on-chip (NoCs) and multi-core systems reaching thousands of computing nodes. The developed software makes it possible to achieve high performance on an ordinary research workstation commensurate with similar solutions created for a supercomputer. The use cases of application of the created software for the analysis of routing algorithms in circulants and the regression analysis of the generated dataset of graph signatures to predict the characteristics of graphs of any size are described.
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1. Introduction


The development of computing systems suggests making solutions based on multi-core processors. In this area, on-chip networks have been used as a replacement of system buses, the previous way of communication between IP cores. The main disadvantage of system buses is their inability to meet the bandwidth requirements of multicore systems-on-chip due to a decrease in operating speed at a high load when increasing the number of cores is needed [1]. This scalability problem is solved by communicating simultaneously over multiple connections between routers, which implement an NoC communication subsystem.



Thus, an important problem in the development of NoCs is the search for optimal topologies of the communication subsystem, since regular topologies, such as mesh, torus [2], and others [3] do not meet modern requirements for NoCs. An attempt to improve the basic characteristics of such topologies leads to large resource costs. Circulant topologies have better characteristics than classical regular topologies and better structural survivability, reliability, and connectivity; they also require fewer inter-processor exchanges when solving computational and system control problems. These features allow using them in networks with a large number of nodes.



A number of works are devoted to the use of circulant topologies for building communication networks. For example, a subset of circulant topologies known as Midimew [4] has been proposed for use in communication networks in high-performance supercomputers. In [5,6], circulants are also considered as a topology for supercomputing. In [7,8], it is argued that this allows an increase in network performance and a reduction in the mean path length (MPL) of packet transmission in comparison with a torus topology. Also, [9] proposed to use circulants in coding theory. Thus, circulants have potentially wide areas of application, and finding families of optimal circulants with a large number of nodes is an important task.



Circulants are regular topologies based on the Cayley graphs of a cyclic group. This type of topologies can be described as   C  (  N ;    s 1  , … ,  s k   )   , where  N —number of nodes,  k —number of generators    s i    (graph dimension), and   k < N   (Figure 1). It is this type of description of circulant topologies (signature of the circulant) that is used in this article. Circulant topologies are also mentioned in the context of double fixed-step loop networks [10], fixed-step graphs [11], Chordal Rings [12], Mobius ladder [13,14], Midimew [4], low-dimensional regular lattice [15], double-loop networks [16], multi/multiple-loop networks [17,18], etc. The features of circulants are considered in detail in [19,20]. For practical tasks, it is necessary to develop regular descriptions of families of circulants with the desired properties using their signatures calculated by a formula from  N . Thus, there are descriptions for two-dimensional optimal circulants [19,21], recursive [22,23] and multiplicative circulants [24], extremal circulants [25], etc. But potentially there are yet undiscovered or not formalized families of circulants that are waiting in the wings.



The problem of searching for circulant topologies lies in its high computational complexity (it can be classified as an NP-hard problem), if solved by enumeration methods and breadth-first search methods [5,6,20]. At the same time, the rapid development of the theory of neural networks and machine learning methods [26] makes it possible to assume the prospect of using the signatures of already found topologies together with the methods of mathematical analysis for the problems of studying and predicting the characteristics of higher-order topologies, as well as for developing new families of circulant graphs that have useful properties for their application in practice. This requires large datasets and benchmarks, as well as software tools for their synthesis. This is the main contribution of this article. The example of the analysis of the obtained dataset using regression analysis methods given at the end of the article demonstrates the usefulness of this work and the prospects for applying the results obtained.



A list of key notations is presented in Table 1 for ease of reference.



The remainder of this manuscript is organized as follows. In Section 2, we describe the problem of the synthesis of circulant topologies and its proposed solution. In Section 3, a detailed description of the developed software and its features is presented. Section 4 contains the evaluation of the obtained results, a comparison with concurrent solutions from other researchers, and the obtained dataset description. Section 5 consists of some examples of use cases for the developed dataset and software showing how it speeds up the search of new circulant topologies, how it can be used for routing algorithms analysis, and some formulas by regression analysis on the dataset obtained are also presented. The Section 6 finalizes this paper.




2. The Problem of the Synthesis of Circulant Topologies


The main problem that arises in the synthesis of optimal circulant topologies (as well as for irregular topologies [27,28]) is the search for the optimal topology configuration in accordance with the criteria for achieving a minimum diameter and MPL. The basic procedure, which guarantees the check of all possible variants of topologies, is an exhaustive search method. The basic ideas of the search procedure were first described in [20], but during development, they were deeply reworked and improved. The main steps of the proposed method are the steps of the search procedure implemented in the proposed Greedy Circulants Generator (GCG) software; they are supplemented by other methods and algorithmic solutions to speed up the search. Thus, at the macro level, the work of GCG consists of the following steps:




	
Iterations in which the topologies, being formed and denoted by indices, are performed (Figure 2).



	
For every received signature of the topology at every step of the iteration, the analysis of the obtained topology is carried out (Figure 3).



	
The parameters of the topology are calculated (Figure 4).



	
The topology is evaluated according to the introduced optimality criterion defined by objective function (Figure 4).








The main search procedure is improved by using the features of circulant topologies discussed below. Circulant graphs have a number of unique features, which make it possible to significantly improve and speed up the procedure of finding optimal topologies. The applied acceleration methods could be divided into several categories:




	
Reducing the number of variants for enumerating possible parametric descriptions of topologies.



	
Improving the speed of calculation of the diameter and MPL between the nodes.



	
Reducing the forming time and memory cost of adjacency matrices, or abandoning them as a whole.








Considering Features of Circulant Graphs to Reduce the Number of Variants in an Exhaustive Search Algorithm


Let us consider the methods of search procedure acceleration applied. Denote the forming topologies as   ( 1 ≤  s i  < N ) ∈ S   [29], where  N —number of nodes,  k —number of generators,   i = 1 , … , k  . If the value of the generator is greater than  N , then the obtained parametric descriptions of the topology will be isomorphic to the descriptions   C  (  N    ;   s   1     % N , s   2     % N , … , s   k   % N   )   , where    s i  ≥ N  . By discarding isomorphic graph descriptions,    (  N − 1  )  · k   variants of possible topologies remain.



Another feature of circulant graphs is that circulant topologies with different signatures (for example,   C  (  15 ;   3 ,   2  )    and   C  (  15 ;   2 ,   3  )  )   are the same [19]. To eliminate such isomorphism, condition   1 ≤  s 1  <  s 2  < … <  s k  < N   is used (values of generators are arranged in ascending order; moreover, values of generators cannot be the same), which leads to a reduction in unnecessary repeated checks of topologies.



Another way towards reducing the number of searches is to use an isomorphism of circulant topologies of type   C  (  N ;    s 1  , … ,    s i  , … ,    s k   )    and   C  (  N ;    s 1  , … , N −  s i  , … ,    s k   )    [19]. This feature allows us to bound iterating procedure over the values of generators    s k  < N / 2 + N % 2   (Figure 4).



Using the features of circulant topologies, it is possible to significantly reduce the number of iterations in an exhaustive search algorithm; the number of iterations in general   ≈      (  N / 4 + 1 / 2  )   k   , which leads to a reduction in the time for topologies of up to 10,000 times.



For most regular topologies, such as mesh, hypercube [30], and torus, the diameter and MPL can be calculated using formulas which depend on the number of nodes [3]. Circulant topologies are defined by graph order and generators; therefore, there are no universal formulas for the direct calculation of the diameter and MPL. In most cases, we can only estimate the maximum lower and upper boundaries of these parameters [19], which do not allow calculating metric data for specific instances of graphs. For only some classes of circulants, such as two-dimensional circulants, there are some formulas for finding the optimal topologies [10,21]. In a general case, the only way to find the diameter and MPL for the most generated topologies is the same as for those usual irregular topologies (Figure 4). For some families of circulants, there are fast algorithms for calculating some characteristics (for example, for ring two-dimensional circulants [16,17,18,31]) which can be used in the developed software. But for a general case, one can use Dijkstra’s algorithm [32], the A* algorithm [33], and others. It is enough to find all the paths from only one random vertex to other vertices because circulant topologies can be described as circulant matrices of the Toeplitz matrix subspecies [34]. The diameter of the graph can be found as the largest path between the vertices, and the MPL as the arithmetic average of all paths [35].





3. Software Description


The developed software (placed along with the dataset [36]) finds the features of circulant topologies, such as diameter, MPL, and number of connections, and (on the ground of the data obtained) selects the optimal features by the criterion of minimizing the diameter and MPL. The software solution is a console application with the ability to configure input parameters by changing the configuration XML file.



The result is saved as files with parametric descriptions of the optimal topologies in the .csv and .bin formats, which contain extended information on the synthesis results (including the total calculation time).



3.1. Software Architecture


The software solution is implemented in the C# programming language and includes several components:




	
Library for the synthesis of optimal circulant topologies.



	
Console application for interacting with the library.



	
Console application for evaluating synthesis time and validating results.








The main component is a library for the synthesis of optimal circulant topologies. It contains the basic functionality associated with the synthesis of circulant topologies. The library is easily portable to other projects including those developed in other languages. The second most important component is the console application for interacting with the library, which is responsible for calling the methods contained in it. The application for evaluating the synthesis and validation time of the results is designed to analyze the limit of the number of nodes for a single search configuration that will be executed in a reasonable time.




3.2. Description of the Features of the Software


The software interface is implemented as a console application. The input parameters, which the program should accept, are set in two files: a file with the extension .config and a separate XML file. The .config file is the manifest of the application and it is essentially also an XML file. It is supplemented by two parameters in the appSettings section: FirstTaskPath—path to the first file with the “task”, and LastStatePath—path to the file saving the current progress in the synthesis.



The second file (directly the “task” for synthesis) contains a description of the following parameters:




	
nodesDescription describes the number of nodes within which the topologies will be synthesized; this parameter can be specified as a range or can be listed with a comma.



	
dimension sets the number of generators which will take part in the compilation of a parametric description of circulant topologies and is used for synthesis.



	
threadCount is responsible for the number of threads allocated for synthesis; the application dynamically monitors the commands passed to it by the user or the program that launched the application (for example, the application can be paused or stopped); so, at least two threads are allocated for working: one for the commands, the other for synthesis. Other parameters which are responsible for the format of the output data include: logging of the synthesis process, saving intermediate results of the synthesis with signatures of non-optimal topologies, user identifier, and storing the information.








The application has a mechanism for maintaining progress. When the stop command is called, an XML file will automatically be created; the path to it is specified in the variable LastStatePath. This file has the following structure:




	
NodesDescription is responsible for checking the progress save file; if, in the current task, the value of the nodesDescription parameter from the first file (its structure is described above) completely coincides with NodesDescription, the synthesis progress will be restored from the breakpoint; otherwise, this file will be ignored and overwritten when the application continues to work.



	
NotCheckedConfig contains the vector of generators of the circulant topology from which it will be necessary to begin the search.



	
GoodConfigs are the best topologies found at the time when the program has been stopped; with the continuation of the work, these topologies will be considered optimal by default.



	
Dimension is determined by a given number of generators of the circulant topology.



	
Diameter is the minimum diameter of the topology at the time when the program has been stopped.



	
AverageDiameter is the minimum MPL at the time when the program has stopped working.



	
CurrentNodesCount is the current number of nodes from which the task is to be continued.










4. Illustrative Examples


Currently, the developed software uses the enumeration of all topologies by their generators.



In this algorithm, the input parameter nodesCount is used to indicate the number of nodes; config is an array of generators in which one generator    s i    is incremented, and the other generators (to the right of it) take the values    s i  + j − i  , where   i < j ;   i ,   j  —current positions of generators in the parametric description.



The next step in the synthesis algorithm is to find the minimum distances between one node and the rest of them. There are no accelerated algorithms for finding the diameter and MPL (as, for example, the one described in [16,17,18,31]), which could be applied to any circulant topologies. When the initial task starts, it is possible to choose one of several algorithms in the general case (Dijkstra’s algorithm [32] or one of the modifications based on it).



Dijkstra’s algorithm allows finding the exact distance between one node and the others, but with a large number of nodes, the size of the RAM used to store the adjacency matrix increases significantly. Partially, memory costs can be reduced by storing adjacency matrices called sparse [37], which helps in the case of topologies with a large number of nodes, including irregular ones. For circulant topologies, due to their features [19,38], a more effective solution is to completely get rid of the use of adjacency matrices as such.



The generators variable is an array of generators of the topology, d—array of minimum distances between the source node and the node with a given index.



With a small number of nodes and generators, Dijkstra’s algorithm shows better results in the synthesis time compared to the modified algorithm. With a large number of nodes (from 5000 upwards) in the circulant topology, the achieved synthesis rate is noticeably lower than in the modified algorithm (Figure 5 and Figure 6).



4.1. Evaluation of the Results


To calculate the consumed RAM and the time it takes to find the diameter and MPL for one topology, a single-threaded mode was used. To reduce the error in the results obtained, the resulting arithmetic mean values are given. For each parametric description, a separate process was launched to correctly evaluate the consumed memory with a forced call to the garbage collector. The process was launched at the following configuration: 6-core Intel i7-8750H processor with a set frequency of 3.8 GHz with disabled hyper-threading (HT) and 16 GB of RAM. To estimate the approximate synthesis time of the optimal circulant topology, the number of iterations was obtained using the algorithm and the arithmetic mean of the time of searching for the diameter and MPL for one topology. Table 2 shows the estimated synthesis time for two algorithms: the unmodified Dijkstra’s algorithm [32] and the optimized algorithm for circulant topologies.



The new GCG algorithm allows for an acceleration of more than three times for 5000 nodes. For more nodes, the search time is already unsatisfactory. To speed up the search, multithreading and cluster systems may be used so that the synthesis of circulant topologies could be parallelized.



Compared to the single-threaded mode of operation, the increase in productivity and the consumption of RAM are directly proportional to the number of logical cores that the system employs. It should be mentioned that the configuration of the system and its multiprocessing does not practically affect performance, and all stages are performed almost independently of each other, since the parallelization of the flows associated with the generation, calculation, and comparison of the results was performed.




4.2. Comparison with Other Solutions


The effectiveness of the proposed software solution can be demonstrated in comparison with the developments of other authors. For example, in [5,6], the results of the study of circulant topologies are presented for their application in the construction of high-performance clusters. The key point is that to search for circulants, the authors used their own algorithm based on a modified exhaustive search and ran it on a powerful SeaWulf supercomputer at Stony Brook University. At the same time, the circulant graphs considered in the articles do not exceed in their characteristic graphs, which can be obtained using GCG on just one computer.




4.3. Validation of the Topologies Generated


The correctness of the work of the developed software was validated by checking the characteristics of the found optimal circulants for compliance with the estimates of the maximum lower and upper boundaries of the circulant topologies diameter and MPL [19].



The results of the software proposed in this work coincide with the signatures of circulants found by other authors. In the Acknowledgments section of work [5], researchers thanked the author of the present work for the comments and recommendations made to them through e-mail correspondence and while discussing the preprint of their work.



The topologies generated by the developed software and their characteristics were used to test the calculations in preprint [18] and the formulas for estimating the diameter of    C n   (  1 ,   s  )    graphs presented in the preprint [31]. Due to this, an inaccuracy in the calculations was found.




4.4. Dataset


Using the developed software, a dataset [36] of circulant signatures was created for   k = 2 … 10  . The dataset is divided into sections for each  k . Each section contains catalogs with optimal circulants and ring optimal circulants. Entries in the dataset are .csv files containing variants of circulant signatures for a given  N , which varies from 8 to 1000. The dataset is constantly replenished and updated due to the continuous operation of the GCG software on a separate high-performance server.



The resulting signatures of optimal circulants can be examined to identify regular dependencies between graph characteristics (diameter, MPL, generators values) and their node count, number of generators, etc. Also, the dataset can be used to train machine learning models [26] to predict the characteristics of graphs. Presenting the generated topologies in a dataset format opens up tremendous opportunities for studying optimal circulant graphs, as well as for searching for new families and formulas for estimating their characteristics. The search for new families of circulant graphs is an urgent and open problem. Until now, such datasets did not exist; there were analytical descriptions for a number of families of graphs only [19,24,25,29].





5. Use Case


5.1. New Topologies Search Speedup


The developed software and algorithm make it possible to accelerate the synthesis of optimal topologies for circulant topologies in comparison with the usual exhaustive search by a thousand times. The obtained optimal circulant topologies can be used to design NoCs or cluster systems with the best structural characteristics and to solve one of the fundamental scientific problems in the field of computer systems: the construction of communication structures and algorithms for exchanging data in networks on next-generation chips. Thus, this solution is a powerful tool for developers of new topologies and methods of communication in multicore systems; it can also be used by mathematicians to study the features of various families of circulant graphs and to search for new families. Despite the fact that the GCG algorithm has a lower speed compared with the implementation based on genetic algorithms [39], it guarantees that all signatures of optimal circulant graphs exist for given conditions. Thus, the proposed software is excellent for verifying the results of other algorithms based on bio-inspired optimization algorithms and analytical and hybrid methods.



This work is intended for a narrow range of tasks but, nevertheless, the project is open; it is constantly evolving both towards improving the speed of the algorithm, the quality of the source code, and adding the ability to search for regular graphs with topologies of other types.




5.2. The Analysis of Routing Algorithms for Circulant Topologies


An important task is not only the generation of new topologies, but also the development of routing algorithms in them. There are many approaches to routing in circulants, for example, those described in [29,40,41,42,43,44]. However, they are often developed for the general case of routing and do not take into account deadlocks, livelocks, starvation, and faults [45,46]. The developed software allows generating complete maps of routes possible for specific circulant signatures, as well as implementing different routing strategies that can be used to calculate target metrics when searching for optimal graphs. i.e., it is possible to search for circulant topologies that are optimal for a particular routing algorithm.



In work [47], a routing method well suited for use in circulants is proposed: the centers of the hierarchy around which the distance means the distance along a certain virtual coordinate are preliminarily marked in the graph. This allows fault-tolerant routing based on performing calculations on coordinate vectors. It was also found experimentally that there were circulant signatures in which the neighborhoods of the centers of the hierarchy were completely filled with nodes. Such circulants are optimal for use with the routing algorithm proposed. The developed software allows searching for such topologies.




5.3. Regression Analysis


The signatures of circulants from the generated dataset were subjected to regression analysis, which made it possible to obtain approximation formulas using linear regression [48]; thanks to the latter, it is possible to predict the parameters of circulants depending on their characteristics. So, for example, Figure 7, Figure 8 and Figure 9 show graphs for the obtained formulas for calculating MPL from  N  for   k = 3 ,   4 ,   5   (the most promising circulant graphs dimensions for NoCs design), respectively:


     MPL   c i r c      (  N ,   k = 3  )  =    (  0.313 · N − 2.355  )     1 3    ,      MAE  = 0.02 ,    PPMCC  = 1.00   



(1)






     MPL   c i r c      (  N ,   k = 4  )  =    (  0.505 · N − 8.023  )     1 4    ,      MAE  = 0.05 ,    PPMCC  = 0.98   



(2)






     MPL   c i r c      (  N ,   k = 5  )  =    (  0.955 · N − 33.896  )     1 5    ,     MAE = 0.04 ,   PPMCC = 0.99   



(3)







The calculated values of the mean absolute error (MAE; no more than 0.05) and Pearson product-moment correlation coefficient (PPMCC; no less than 0.98) allow us to state that even such simple formulas accurately describe the dependence of MPL on  N  and can be used in practice. Further analysis of the dataset using more advanced regression analysis methods [49] and machine learning methods [26] will provide more accurate estimates for various parameters of optimal circulant graphs.





6. Conclusions


Thus, we presented a software solution for the synthesis of circulant topologies with any number of generators and the order of the graph reaching thousands of nodes. The existing algorithm for the synthesis of circulant topologies was improved so that the search for a topology with a minimum diameter and an MPL between nodes could be sped up. The software supports multi-threaded calculations and makes it possible to synthesize optimal circulant topologies in an acceptable time, as well as to collect statistics on other circulant topologies. The existing application logic was reworked and the main part (responsible for the synthesis of circulant topologies) was moved to a separate library. The infrastructure for expanding the software solution through the use of parallel computing was implemented, which makes it possible to further accelerate the application and, accordingly, to increase the order of graphs that can be synthesized using this software development. Compared with the basic Dijkstra’s algorithm, the computation speed was increased by approximately 35,000 times and 3.5 times compared with the modified version, and a linear dependence of the consumed RAM on the number of nodes per thread (unlike the quadratic dependence in the basic version of Dijkstra’s algorithm) was achieved.



Using a large dataset of optimal circulant topologies opens up good opportunities for further research on these topologies, as well as for the identification of the dependencies between their parameters and characteristics and for developing new routing algorithms for them. The obtained optimal circulant topologies can be used to check the correctness of the generated topologies and also methods for the accelerated calculation of the characteristics of circulant topologies obtained by other authors.
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Figure 1. Topologies   C  (  15 ;   1 ,   4  )    (a) and   C  (  15 ;   1 ,   2 ,   4  )    (b). 
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Figure 2. Generalized scheme of software for the synthesis of circulant topologies. 
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Figure 3. General scheme of software execution in single thread. 
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Figure 4. Description of software in multithread mode. 
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Figure 5. Diagram of speed of searching for the diameter and MPL for one topology when using the original Dijkstra’s algorithm and GCG. 
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Figure 6. Diagram of memory consumption when using the original Dijkstra’s algorithm and GCG. 
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Figure 7. Dependence of MPL on  N  for   k = 3  . 
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Figure 8. Dependence of MPL on  N  for   k = 4  . 
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Figure 9. Dependence of MPL on  N  for   k = 5  . 
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Table 1. List of key notations.
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	Notation
	Description





	NoC
	Network-on-Chip



	   C  (  N ;    s 1  , … ,  s k   )    
	Circulant graph signature



	  N  
	Number of nodes



	  k  
	Circulant graph dimension



	   s i   ,   i = 1 , … , k  
	Circulant graph generator



	MPL
	Mean Path Length



	GCG
	Greedy Circulants Generator



	MAE
	Mean Absolute Error



	PPMCC
	Pearson Product-Moment Correlation Coefficient
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Table 2. Estimated time of synthesis of three-dimensional circulant topologies.
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	Number of Nodes
	Number of Iterations
	Estimated Time (Dijkstra’s Algorithm)
	Estimated Time (GCG)
	Acceleration





	100
	1224
	2 ± 0.5 s
	2 ± 0.5 s
	100%



	500
	31,124
	1 min 19 ± 10 s
	1 min 8 ± 15 s
	116%



	750
	70,124
	3 min 45 ± 30 s
	2 min 49 ± 20 s
	133%



	1000
	124,749
	8 min 39 ± 60 s
	5 min 51 ± 30 s
	148%



	2500
	780,624
	3 h 15 ± 10 min
	1 h 16 ± 20 min
	203%



	5000
	3,123,749
	56 ± 3 h
	18 ± 2 h
	312%



	10,000
	12,497,499
	39 ± 3 days
	11 ± 1 days
	358%



	20,000
	49,994,999
	1 year 7 ± 1 month
	6 ± 1 month
	340%



	50,000
	312,487,499
	65 ± 3 years
	18 ± 1 year
	345%
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