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Abstract: Software reuse development practices have been proven to benefit software development
in terms of a quicker time to market and quality. Although being aware of the benefits, software
developers tend to overlook this method due to various reasons. Impacted by the advancement of
technology, the software development scenario has been dramatically altered as the popularity of
software development organizations hiring third party developers acutely rises. Freelance developers
enable software development organizations to obtain high expertise in development specific areas on
a project-by-project basis that gives development cost flexibility. However, information regarding
freelance developer development practice is found to be limited in the related literature. By applying
the systematic literature review approach, this study’s main objective is to develop a conceptual
framework to investigate software reuse practices among Malaysian freelance developers. The
framework consists of individual characteristics, project characteristics, technological characteristics,
software reuse development practices, quality, and achievement goals as constructs. The framework
would be a basis for future empirical studies.

Keywords: software reuse; development practice; freelance developer

1. Introduction

Software reuse practices entails capitalizing on existing software and systems to cre-
ate new products [1]. Instead of developing new software from scratch, developers use
reusable software assets, such as components, information resources, source codes, con-
ception, frameworks, and documentation to create new software systems [2]. The idea
behind using reusable assets during the development of new software applications is to
envisage an efficient way of development, rather than rewriting the modules that already
exist. Software reuse practices can be applied in any of the software development phases
such as requirement gathering, design, implement, testing, or maintenance. For instance,
the development of software using reusable assets that have been tested rigorously by
other developers will result in the testing phase to be shortened [3]. However, despite the
benefits of adopting software reuse during software development, professional developers
tend to overlook this method due to various reasons [4]. This has captured the attention
of researchers, scholars, and the software development community [2,4] to investigate
influencing factors of software reuse development practice. In general, among the promi-
nent factors identified in literature are individual characteristics [2,4] and technological
characteristics [5]. More thorough investigation is needed to support the informal view on
the relationship by statistically presenting a thorough analysis of the relationship. More-
over, there are limited studies in the context of freelance software developers. Therefore,
by applying the systematic literature review (SLR) approach by [6], the objective of this
study is to propose a conceptual framework to investigate software reuse practices among
Malaysian freelance software developers.
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2. Freelance Software Developer

Freelance software developers are self-employed individuals who work on short
term, project-based associations with hiring employers [7]. The term third-party developer
explains the situation where software development organizations outsource software
development tasks to a freelancer via freelancing websites or contacts. This is proven as [8]
highlights the rapid increase in both the number of software development projects as well
as tasks posted on online freelancing platforms, and this freelance industry is worth billions
of dollars [9]. In 2018, it was reported that more than 9 million freelancers were registered
in 110 freelance services websites, where the IT and programming section is one of the most
important fields [9]. These freelance developers are available in various online marketplaces
that provides flexibility for hiring organizations [10,11]. Many organizations have redefined
their structures to incorporate freelance workers to development tasks [12]. Freelance
developers possess highly professional skills in a specific area of software development, but
there is no fixed monthly salary, insurance, pension, or any other benefits that are usually
enjoyed by traditional developers [11]. The rapid advancement of IT technology has led to
the software lifecycle being dramatically shortened where frequent updates were needed to
cater to human software needs. This situation has prompted development organizations to
find development alternatives by hiring these freelancers. To this end, freelance developers
are required to develop the software of high quality more quickly.

3. Related Studies

Factors that influenced software reuse among 35 software developers were investi-
gated by [5] and technological factors were found out to be the most significant predictors of
software reuse, as reliability and availability of software assets are among the determinants.
Similarly, findings by [13] found out that despite the awareness of software reuse benefits,
developers tend to write new codes instead of reusing existing codes due to availability,
accessibility and acceptability constraints of the reusable assets. In the research of [2] have
presented similar findings with [5], in which technological factors and individual factors
influenced intention to reuse software assets. In other research, software reuse practices
have positive impacts on quality and efficiency [14]. In order to investigate the effect of
software reuse development practice among freelance developer, [15] categorized two types
of software reuse development practice, namely replicative usage and innovative usage. Al-
though this study is still in its early stage, where the author only pilot tested the conceptual
framework, this study is worth expanding into an empirical analysis as the study promotes
innovative developer performance, which is crucial to freelance developers [7–10]. As
shown in [2,5,13–15] studies, software reuse contributes to product quality and develop-
ment quality, while individual characteristics and technological characteristics contribute
to software reuse practice. However, the samples used from the studies was a traditional
developer and not the freelance developer. Traditional developer works permanently in
organization, in a team of other developers, and with considerable resources, such as
funding, platform, and manpower [16]. Conversely, a freelance developer is self-employed
and works on a project-by-project basis with limited resources [7].

4. Literature Review
4.1. Quality

Software that is developed using reused components results in better quality [1,17].
The reusable components used in the development have already been tested rigorously,
with prior bug removal and defect corrections done. Findings from the SLR approach
confirmed that product quality and development quality ranked highest in terms of the
number of studies that have been published. To accommodate the quality of software
development using freelancers, this study proposes two variables to measure the quality
dimension, which are product quality and development quality.
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4.1.1. Product Quality

Product quality is the extent of which a product or service meets or exceeds a client’s
expectations [15]. Software product quality includes having low defects, and being main-
tainable, portable, reliable, upgradable, and safe [14,15,17]. Direct relationship between the
amount of reuse and level of software quality have been found in [17–19], while the quality
of software is better when the software was developed using reusable components [20].
The consistency of the findings from the early 2000s until the 2020s have provided strong
evidence of the effect of reuse towards software quality, and those freelance developers
must be able to either replicate or innovate software reuse assets to develop quality software
with efficiency [20].

4.1.2. Development Quality

Development quality is key performance indicator in software development [1,2,15].
Previous literature often pairs product quality and development quality as a measure of
development success and quality [1,2,17,19,21]. Development quality captures the extent to
which the software development process was managed with efficiency in terms of whether
the software was completed on time and within budget [15]. The life span of software has
been significantly shortened as human software needs are ever more complex, and more
efficient development is needed. Therefore, it is assumed that software reuse practices
would influence reduced software time to market and cost [1,2,17,19].

4.2. Achievement Goals

The difference between freelance developers and traditional developers are well noted
in [11]. In terms of measuring freelance developer performance, achievement goals need to
be included; these are defined as proficiency-relevant goals that an individual would make
in relation to their competency [22]. Achievement goals are important in determining the
career success and growth of a freelance developer, as they are self-employed individuals,
compared to traditional developers who usually have a predetermined key performance
indicator set by the attached organization. Hence, freelance developers would need to set
their own achievement goals for career advancement and survival. Motivational factor of
freelance developer was explored in [20]. The authors highlighted achievement goals that
involves personal mastery and performance as significant predictors to motivation.

4.2.1. Satisfaction

Satisfaction is defined as a feeling of pleasure or displeasure that results from aggre-
gating all the benefits that a developer hopes to receive from software reuse development
practice [23]. Satisfaction sometimes is the best measure of success in terms of software
development practices [24]. Satisfaction of software developers is closely related to moti-
vation, where satisfied software developers were found to be more focused, committed,
and hardworking [25]. Moreover, satisfaction of developers was found to influenced job
productivity [26,27]. Instead of committing to repetitive tasks, reuse practices allow the
expertise of freelance developers to be used more efficiently by focusing on developing
higher quality software. Software reuse enables developers to complete pending projects
quickly, sometimes ahead of schedule. With that said, therefore, satisfaction is critical to
development practice success.

4.2.2. Personal Sense of Accomplishment

Personal sense of accomplishment is defined as the developer’s feelings of self-esteem
resulting from practicing software reuse [28]. In IS research, personal sense of accom-
plishment has been used to measure the success of certain practice effectiveness [29]. The
performance of certain practices can only be considered successful if it gives a positive
impact to the developer in enhancing their personal growth and productivity. Software
reuse practices are considered to be development practices and their effectiveness can be
measured through the developer’s personal sense of accomplishment. A freelance devel-
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oper’s personal growth and productivity are of the utmost importance to their career, if not
their survival.

4.3. Software Reuse Development Practices

In regard to the knowledge reuse theory, a conceptual framework has been developed
by [15] to measure the impact of software reuse usage on software quality and development
quality. According to [15], that software development jobs require a high level of innova-
tion among developers to solve complex problems, and categorized the software reuse
usage into two, namely replicative usage and innovative usage. Reusable assets, such as
components, source codes, frameworks, and documentation, can be used accordingly with
only slight modifications, or integrated and manipulated by combining them into novel
components to develop a new software. In the freelance development world, with fierce
competitors and an uncertain market, having the ability to replicate or innovate reusable
software assets is considered a competitive advantage. The freelance developer could find
the source and reusable assets and integrate them into a new software that satisfies the
client’s needs. Following and extending the study of [15], this study classifies software
reuse practice into three forms: replicative usage, innovative usage, and extent of usage.
Therefore, it is hypothesized that,

H1: Software reuse development practices have a positive effect on Quality.

H2: Software reuse development practices have a positive effect on Achievement Goals.

4.3.1. Replicative Usage

Replicative usage occurs when a developer reuses available modules to solve a com-
mon technical problem that involves a little adaptation or integration of the modules [15].
When there is a particular development problem that needs solving, the developer reuses
previously created assets to solve the problem. As there is little adaptation or integration
needed in this process, no novel results are generated. Replicative usage refers to best
practices. This reusable module usually resides in the developer community with support
from other developers in the form of development guides, templates, and tutorials.

4.3.2. Innovative Usage

Innovative usage occurs when the developer reuses available modules to explore a
challenging problem that involves deliberate adaptation or integration of the modules [15].
Contrary to replicative usage, innovative usage refers to the reuse of software assets in novel
ways such as combining and integrating existing software assets to develop a novel software
asset that can be used again for a similar problem. Instead of using best practices that are
available in the software community, the developer opts for the trial-and-error learning
process, which leads to the creation of new assets. The developer starts with evaluating the
reuse module to identify the intended function. By going through this process, developers
are able to implement new functionalities into the software development process and attract
more clients.

4.3.3. Extent of Use

Software reuse practice can be considered as a class of innovation [30]. Consequently,
the diffusion of the innovation theory is adopted as a reference theory that implies to
IS implementation and software reuse adoption. Extent of use captures the extent of
which software reuse features and functionality are used in a complete and comprehensive
manner in the development process [31]. Referring to [30], this study has modified the
original extent of use of the CASE tool into extent of use of reusable software artefacts to
suit the objective of the study. Previous studies have empirically shown that extent of use
of software reuse has a positive impact on quality [14,17,31].
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5. Individual Characteristics

Human factor was often found to contribute towards success or failure of software.
Software developers differ from other developers in terms of their experience, expertise,
and self-efficacy. From the literature, it is found that experience, expertise, and self-efficacy
positively affect developer development practice [2,5].

5.1. Experience

Experience in the software engineering context can be defined as the extent of pro-
fessional experience an individual possesses of being involved in systems and software
development in years [32]. Experience enhances the capability and maturity of software
developers, which is crucial in software reuse. Experience is listed as one of the variables to
measure individual factor influence towards software reuse [5]. Similarly, experience was
found to influenced software reuse practices adoption [4]. The accumulated experience of
software development and reuse practice enables the developer to understand the value of
the assets. Therefore, it is hypothesized that,

H3: Experience positively influences software reuse development practice among freelance developers.

5.2. Expertise

Expertise is defined as the degree of proficiency in a specific software development
job. Recent studies have demonstrated that as organizational environments have evolved,
work-related factors need to be revised through the perspective of professionals and the
reality of modern software development companies [33], given, e.g., the emergence of
developer expertise in front-end developers, back-end developers, full-stack developers,
database architecture, and mobile apps developers. Domain knowledge and capability of
developers are important in software reuse [5]. Moreover, expertise of a developer would
determine innovative capabilities [34]. Therefore, it is hypothesized,

H4: Expertise positively influences software reuse development practice.

5.3. Self-Efficacy

In software development context, self-efficacy can be defined as individual self-
judgment of their ability to use technology or innovation to accomplish a software develop-
ment task [2]. Findings from [2] revealed that when developers are perceived to possess
necessary skills to develop and reuse software assets, they are likely to practice software
reuse. The practical reason of self-efficacy terms incorporated into software development is
the assumption that an individual would most likely adopt a technology or innovation if
they perceived themselves to have the ability to incorporate the practices in completing a
task. Based on this assumption, it is hypothesized,

H5: Self-efficacy positively influences software reuse development practice.

6. Project Characteristics

Project characteristics concerns the characteristics of a software terms of the cost, du-
ration and complexity [35]. Cost, duration, and complexity was found to influence the
developer adoption of project management software to achieve higher productivity [35,36].
In the IS research context, project characteristics have a strong effect on system utiliza-
tion [37]. Factors, such as increased number of modules in development, larger amount
of information required, the needs of being able to track and reusing artefacts without
developing a new one, will initiate the developer to embark upon software reuse practice.

6.1. Cost

Cost concerns with the amount of monetary budget allocated for development project [35].
Software development includes costs, such as purchase of hardware, license, components,
templates, modules, knowledge, and training. While there is little known about the
effect development cost on the adoption of software reuse, the cost of a software project
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could provide positive influence on the software reuse practice. When the development
cost is high, developers thus need some innovation to reduce the cost. The total cost of
the development project would encourage freelance developers to adopt software reuse
practices. Therefore, it is hypothesized that,

H6: Cost positively influences software reuse development practice.

6.2. Duration

Duration concerns with the time consumed during development from start to market.
Duration of software to be developed has influence the method used in the develop-
ment [37]. Consider this example. Software project A took 12 months to complete that
included 20,000 lines of code while software project B took 3 months to complete that
consists of 5000 lines of code. Both projects very much differed in terms of duration to
complete. It is interesting to see how freelance developers perceived software reuse regard-
ing two different kinds of projects, as there is no information regarding this issue in the
literature. Therefore, it is hypothesized that,

H7: The duration of software projects influences software reuse development practice.

6.3. Complexity

Complexity is the degree to which the software project is perceived difficult and
challenging to complete [38]. Project complexity has been shown to determine the use of a
variety of technologies, such as support systems [39]. From this proposition, it is possible
that when freelance developers face a very complex task, they are more likely to perceive
that software reuse will aid them to complete the task. Therefore, it is hypothesized that,

H8: The complexity of software projects influences software reuse development practice.

7. Technological Characteristics

In this study, technological characteristics pertain to technical characteristics of the
reusable software assets. This construct is based on the diffusion of innovation theory by
Rogers which posits the technological characteristic of innovation, such as compatibility,
relative advantage, trialability, and result demonstration, that would influence the individ-
ual adoption of innovation. Studies have shown that these technological characteristics
have influenced individuals to adopt specific innovation [31,40]. Although this theory
proved to provide strong determinants in multiple contexts, this study would generalize
and extend further into the context of freelance developers.

7.1. Compatibility

Compatibility is defined as the degree to which software reuse adoption is perceived as
being consistent with the existing values, needs, and past experiences of the developer [40].
Freelance developers engaged in software development activities, such as software require-
ment gatherings, design specifications, source code writing, and software testing. Perhaps
this kind of activity can be reused for new development [2,4]. For any developer, the
compatibility and acceptance of development practice is important before they use it [5].
This study posits that,

H9: Compatibility of reused assets influences software reuse development practices.

7.2. Relative Advantage

Relative advantage is defined as the degree to which using software reuse is perceived
as being better than developing from scratch [40]. Among important items in relative
advantage is economic profitability, low initial cost, saved time, decrease in discomfort, and
immediacy of rewards. Relative advantage has been found to be a consistent and strong
predictor of individual adoption in various fields of IS studies such as software development
practice [31,40]. However, in software reuse context, it is postulated by [31] that developers
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who believe that a new technology can enhance their task and job performance are more
likely to use the new technology compared to those developers who do not hold this belief.
Therefore, it is hypothesized that,

H10: Relative advantage of reuse assets influences software reuse development practice.

7.3. Trialability

Trialability is the degree to which an innovation may be experimented with on a
limited basis [41]. Trialability plays a prominent role during the persuasion stage of the
innovation process, as many reusable software artefacts usually are free to try and be
experimented by developers. In the literature, trialability is often positively related to
innovation adoption [31]. Trialability is an important trend towards adoption in the real
world today, for instance, many software vendors usually provide users with a 30-day
trial access. This study tends to widen the context to encompass freelance developers by
positing,

H11: Trialability of reuse assets influences software reuse development practice.

7.4. Result Demonstration

Result demonstration is tangibility of the results of using innovation, consists of
observability and communicability [41]. A clearly defined result from observation might
result in adoption among developers. Freelance developers might find software reuse
is convincing during development. Result demonstration proved to be an important
determinant in IS adoption research [40]. Therefore,

H12: Result demonstration influences software reuse development practices.

8. Proposed Framework

Figure 1 shows the proposed framework that was developed based on previous
relationships determined from previous literature. Experience of software developers was
found to affect reuse development practice in the study of [2,4,5], where previous experience
in systems development and adoption of software reuse would reduce the uncertainty of
developers. Self-efficacy was found to influence reuse practices in [2,4], where the perceived
competency of developers regarding reusable assets influenced their decision. Although
project characteristics were not thoroughly investigated in software reuse literature, the
relationship between software process improvement and adoption was discovered in
the findings of [42]. Relationship between task complexity and knowledge reuse was
discovered in findings of [39]. The same could be applied to software reuse practice as
software reuse practice is considered as an improvement process using previous knowledge.
Technological characteristics proved to be the strongest predictor of reuse practice, as
showcased in the study of [30,31]. Software reuse practices were found to be strongly
influenced both quality of developed software and development quality [1,2,14,17,19–21].
Satisfaction and a personal sense of accomplishment have been found to correlate with
other development practices in the context of software development [26,27].
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9. Discussion and Conclusions

This study proposed a conceptual framework to investigate the software reuse devel-
opment practice among Malaysian freelance software developers, as there is scarce research
in the literature discussing this topic. As the software crisis is well known, software
development organizations have redefined their strategies to incorporate freelance devel-
opers to remedy the organization’s lack of expertise in software development. However,
comprehensive studies regarding freelance developer development practice are limited.
Therefore, identifying important variables for further study would minimize this limitation.
Individual characteristics of developers are varied. Some developers could be ten times
more skilled than others. Software development projects differ from other projects, as
some projects consist of 1000 lines of codes while other projects consist of 20,000 lines of
codes. Information regarding development projects of freelance developers in the literature
is unknown. By discovering the project characteristics of freelance developers, projects
can then be profiled, determining the areas for improvement. Previous literature shows
that many developers opt to develop software from scratch rather than use reusable assets
due to their being incomplete, outdated, and lacking documentation. By investigating the
technological characteristics of reusable assets used by freelancers, the templates, modules,
functions, source codes, and documentation of reusable assets could perhaps be improved
to encourage the increased usage of these assets.
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