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Abstract: With the advantages of long-range flight and high payload capacity, large fixed-wing UAVs
are often used in anti-terrorism missions, disaster surveillance, and emergency supply delivery. In
the existing research, there is little research on the 3D model design of the V-tail fixed-wing UAV
and 3D flight environment modeling. The study focuses on designing a comprehensive simulation
environment using Gazebo and ROS, referencing existing large fixed-wing UAVs, to design a V-tail
aircraft, incorporating realistic aircraft dynamics, aerodynamics, and flight controls. Additionally, we
present a simulation environment modeling approach tailored for obstacle avoidance in no-fly zones,
and have created a 3D flight environment in Gazebo, generating a large-scale terrain map based on
the original grayscale heightmap. This terrain map is used to simulate potential mountainous terrain
threats that a fixed-wing UAV might encounter during mission execution. We have also introduced
wind disturbances and other specific no-fly zones. We integrated the V-tail fixed-wing aircraft model
into the 3D flight environment in Gazebo and designed PID controllers to stabilize the aircraft’s
flight attitude.

Keywords: fixed-wing UAV simulation; V-tail aircraft; 3D flight environment; threat scenario;
simulation environment modeling; Gazebo

1. Introduction

A V-tail aircraft is a distinct class of aircraft that features a V-shaped tail configuration.
This unconventional design replaces the traditional horizontal stabilizer and vertical fin
with two surfaces angled to form a V shape, which serve as both elevator and rudder
control surfaces [1]. The V-tail design offers advantages such as reduced weight, improved
maneuverability, and reduced drag [2]. Due to these advantages of the V-shaped tail, this
tail design is widely used in large fixed-wing UAVs in various countries, such as the CAIG
Wing Loong II, CASC Rainbow CH-4, and General Atomics MQ-9 Reaper [3].

The primary objective of this project is to create a realistic simulation framework
using Gazebo and ROS for V-tail aircraft, allowing for the accurate modeling of their flight
dynamics, control systems, and response to flight threat scenarios. Through leveraging
the capabilities of Gazebo, a powerful physics-based simulator, and ROS, a flexible and
widely used robotic framework [4–7], we can create a comprehensive and interactive
simulation environment.

In existing research [8–10] on fixed-wing aircraft flight simulation, the majority of
studies are based on developing flight dynamics models, control algorithms, and trajectory
planning using MATLAB software. Scott et al. [11] developed a fixed-wing aircraft simula-
tion tool that incorporates aerodynamics, structural dynamics, kinematics, and kinetics, but
has only numerical simulation calculations and no visual scene interface. Deiler et al. [12]
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proposed dynamic aircraft simulation models that cover the effects of local icing, but did
not incorporate actual flight scenarios, only numerical calculations. Heesbeen et al. [13]
proposed a multi-purpose aircraft simulation architecture, but it requires a lot of hardware
equipment. These studies [14–18] combined MATLAB and FlightGear for the flight simu-
lation of aircraft. Horri et al. [19] studied the co-simulation of an aircraft using MATLAB
combined with Xplane, FlightGear, and VFTE simulation software. These studies [20–22]
combined MATLAB and X-Plane for co-simulation to design and verify the performance of
aircraft controllers. There are also some aircraft simulation studies based on the Gazebo sim-
ulation platform. Yang et al. [23] studied the hardware-in-the-loop simulation of fixed-wing
UAVs in Gazebo. Irmawan et al. [24] studied the 3D simulation of a VTOL fixed wing in
Gazebo. Lee et al. [25,26] combined the PX4 autopilot and Gazebo simulation environment
to test the controller performance of a fixed-wing aircraft under control surface failure
conditions. Ellingson et al. [27] designed a fixed-wing autopilot for education and research
and used Gazebo for the remote flight simulation of an aircraft model. In these simulation
studies, most of them use existing aircraft models to simulate flight, and many of them
do not combine the corresponding flight scenarios, and the scalability of the simulation
platform is poor.

Different from the existing aircraft simulation framework, this paper focuses on the
model establishment of V-tail aircraft and flight simulation based on Gazebo, and uses the
powerful performance of the Gazebo simulator to create the flight threat scenario of aircraft
and support the flight control of multiple aircraft in the same scenario. It lays a foundation
for subsequent research on aircraft route planning algorithms and multi-aircraft cooperative
flight algorithms. Through this project, we aim to provide researchers, engineers, and
aviation enthusiasts with a robust and customizable simulation framework for V-tail
aircraft, enabling them to evaluate the aircraft’s behavior under realistic conditions and
explore novel flight threat scenarios. This simulation framework can serve as a valuable
tool for performance analysis, algorithm development, and decision-making in V-tail
aircraft-related research and development.

The paper is organized as follows. Section 2 introduces the simulation system frame-
work used in this study. Section 3 provides the aerodynamics mathematical model of the
fixed-wing aircraft and the establishment of the 3D model of the V-tail aircraft. Section 4
presents a simulation environment modeling approach tailored for obstacle avoidance in
no-fly zones. Section 5 presents the attitude control of the V-tail aircraft in the Gazebo flight
environment. Finally, Section 6 contains the conclusions.

2. Simulation System Framework

Gazebo and ROS are two powerful tools which are widely used in the field of robotics
and simulation. Gazebo is an open-source, multi-robot simulator that provides a highly
realistic and dynamic environment for simulating robots, UAVs, and complex systems. It
allows for the simulation of physics-based interactions, sensor data, and control algorithms.
ROS, on the other hand, is a flexible framework for building robotic systems. It provides
a collection of software libraries, tools, and conventions that facilitate communication
between different components of a robotic system. ROS enables the development of
modular and scalable robotic applications through offering features such as message
passing, service calls, and parameter management.

When combined, Gazebo and ROS form a powerful simulation environment that
allows for the integration of realistic physics-based simulation with sophisticated robot
control and interaction. This combination has become a standard in the robotics community
for developing and testing robotic systems.

In the context of V-tail aircraft and flight threat scenario modeling, Gazebo provides a
platform for creating a realistic simulation environment that accurately models the physics
and dynamics of the aircraft. It enables the simulation of aerodynamic forces, environmental
factors, and realistic sensor data. Gazebo’s visualization capabilities also allow for the
real-time monitoring and visualization of the simulation.
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Through leveraging the capabilities of Gazebo and ROS, researchers and engineers
can create comprehensive and interactive simulations of V-tail aircraft and flight threat
scenarios. This allows for the in-depth analysis of the aircraft’s behavior, performance
evaluation, and the testing of control algorithms. The integration of Gazebo and ROS
provides a seamless workflow, enabling users to develop and validate their models and
algorithms in a realistic virtual environment before deploying them on real aircraft.

3. Fixed-Wing UAV Vehicle Modeling
3.1. Aircraft Aerodynamics

In the V-tail fixed-wing aircraft simulation environment created in this study, the
primary reliance is on the aerodynamics plugin provided by Gazebo’s official sources
to simulate the aircraft’s flight lift. Referring to existing literature [28–30], the following
aerodynamics mathematical model is established.

Wind speed has a significant impact on UAV motion, which can have an impact on
flight performance, flight trajectory, and control requirements. Taking the body coordinate
system as a reference, the airspeed vector of the UAV is denoted as vb

r , the ground speed
vector is denoted as vb, and the wind speed vector is denoted as vb

ω . Then, the relationship
between wind speed, ground speed, and airspeed can be obtained as follows:

vb
r = vb − vb

ω (1)

The relationship between the size of UAV airspeed Va and the airspeed vector vb
r of an

UAV under the aircraft system is as follows:

vb
r =

u
v
w

 = Rb
w

Va
0
0

 = (Rw
b )

T

Va
0
0

 =

cos βcos α − sin βcos α − sinα

sin β cos β 0
cos β sinα − sin β sinα cos α

Va
0
0

 (2)

where Rb
w is the rotation matrix from the air flow coordinate system to the body coordinate system,

α is the angle of attack, β is the sideslip angle, and Va is the magnitude of the airspeed, which can be
calculated using the following equation.

α = arctan
(

w
u

)
β = arcsin

(
v

Va

)
Va =

√
u2 + v2 + w2

(3)

The translational kinematic equation of the UAV is given by

.
pn = Rn

b vb (4)

vb
r = vb − Rb

nvn
wind (5)

where pn represents the position of the UAV in the inertial frame, vb represents the ground velocity
vector of the UAV in the aircraft system, Rn

b represents the rotation matrix from the aircraft system to
the inertial frame, and vn

wind represents the wind speed vector in the inertial frame.
The wind speed is assumed to be constant or slowly varying. Newton’s second law is applied to

the UAV in translational motion, and the force and velocity under the UAV system are expressed as

dvb
r

dtb
= −S

(
wb

n,b

)
vb

r + fb/m (6)

where m is the mass of the UAV, d
dtb

is the time derivative in the body coordinate system, and fb is the
sum of all external forces acting on the UAV under the aircraft system, including gravity, aerodynamic
force, and thrust. wb

n,b is the angular velocity between the machine system and the inertial frame.

fb = Rb
nfn

g + Rb
wfw

aero + fb
thrust (7)
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where fn
g = [0 0 mg]T is the heavy force vector under inertial system, and g is the acceleration degree

of heavy force. fb
thrust = [T 0 0]T is the thrust vector under the aircraft system. Most aircraft are

designed with thrust directly along the aircraft body axis ib. fw
aero is the aerodynamic force vector

under the flow system, which can be expressed as

fw
aero =

1
2

ρSV2
a

−
(
CD0 + kC2

L
)

CYβ
β

−(CL0 + CLα
α)

 (8)

where ρ is air density, S is the plane airfoil area, C(·) is the coefficient of aerodynamics, and
CL = CL0 + CLα

α. k is a constant scalar value that depends on the aircraft configuration.
The quaternion based rotational kinematics equation of aircraft is as follows:

.
qn,b =

1
2

qn,b ⊗
[

0
ωb

n,b

]
(9)

where qn,b represents the quaternion of rotation from the body coordinate system to the inertial system.
Under the body coordinate system, Euler’s momentum equation is applied to a rotating aircraft.

dhb

dtb
+ ωb

n,b × hb = τb
aero (10)

where hb is the vector form of angular momentum under body coordinate system. τb
aero is the

aerodynamic torque vector of body coordinate system. For a rigid body, angular momentum is
defined as the product of the moment of inertia matrix J and the angular velocity vector: hb = Jωb

n,b.

J =

 Jxx −Jxy −Jxz
−Jxy Jyy −Jyz
−Jxz −Jyz Jzz

 (11)

Thus, Equation (10) can be rewritten as:

.
ω

b
n,b = J−1[−S(ωb

n,b)Jωb
n,b + τb

aero] (12)

Aerodynamic torque is defined as:

τb
aero = f(α, β)−Dωn

n,b + Bu (13)

where u = [δaδeδr]
T is a vector consisting of three control quantities used to control the rotation

angles of the aileron, elevator, and rudder. f(α, β) is the aerodynamic torque vector function, which
can be expressed as:

f(α, β) =
1
2

ρSV2
a


b
(

Cl0 + Clβ
β
)

c(Cm0 + Cmα α)

b
(

Cn0 + Cnβ β
)
 (14)

D is a positive definite matrix denoted by:

D =
1
2

ρSV2
a


b2

2Va
Clp 0 b2

2Va
Clr

0 (c)2

2Va
Cmq 0

b2

2Va
Cnp 0 b2

2Va
Cnr

 (15)

B is the control matrix and is defined as:

B =
1
2

ρSV2
a

bClδa
0 bClδr

0 cCmδe
0

bCnδa
0 bCnδa

 (16)

where b is the wingspan length and c is the average aerodynamic chord.
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In summary, the following dynamic model can be obtained through combining the translational
motion and rotational motion of the fixed-wing aircraft.

.
pn = Rn

b vb

.
vb

r = −S(wb
n,b)v

b
r + (Rb

nfn
g + Rb

wfw
aero + fb

thrust )/m
.
qn,b = 1

2 qn,b ⊗ [ 0 (ωb
n,b)

T
]T

.
ω

b
n,b = J−1[−S(ωb

n,b)Jωb
n,b + f(α, β)−Dωn

n,b + Bu]

(17)

3.2. V-Tail Fixed-Wing UAV 3D Modeling
SolidWorks is a computer-aided design (CAD) software widely used for creating 3D models,

assemblies, and drawings of various mechanical and engineering components, including aircraft.
In the Gazebo simulation platform, there is no open-source V-tail aircraft available, and the official
offering only includes the Cessna C-172 aircraft model. Therefore, we designed a V-tail aircraft
using SolidWorks and configured the aerodynamics of our model through referencing the Cessna
C-172 aircraft model files.

The aircraft model we built using SolidWorks is shown in Figure 1. This V-tail aircraft is modeled
according to our reference to existing mainstream reconnaissance fixed-wing UAVs, such as the CAIG
Wing Loong II and CASC Rainbow CH-4.
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plugin provided by Gazebo’s official sources [33]. This plugin’s mathematical model 
aligns with the aerodynamics mathematical model proposed in Section 3.1. Figure 3 

Figure 1. A 3D model of a V-tail fixed-wing UAV created using SolidWorks. The aircraft model has
8 moving parts, which are 1© right aileron, 2© left aileron, 3© right tail, 4© left tail, 5© propeller,
6© front wheel, 7© right wheel, and 8© left wheel.

We rely on the aerodynamic plugin provided by the Gazebo simulator for the flight simulation
of our aircraft model, which does not require the aircraft model to have an accurate aerodynamic
shape, so we do not consider aerodynamic appearance when modeling in SolidWorks. At the same
time, we omit the moving part modeling of the aircraft flaps, and we incorporate the functions of the
flaps into the ailerons of the aircraft model.

In the Gazebo simulator, model description files are used to describe the objects in the simulation,
including robots, UAVs, buildings, etc. The model description file contains the geometry of the object,
physical properties, sensor information, and controllers, among others. Gazebo uses SDF (Simulation
Description Format) as the default model description file format. SDF is an XML format used to
describe simulation scenarios, which has rich functions and flexibility. In addition, URDF (Unified
Robot Description Format) is a model description file format used in ROS. Gazebo can import URDF
files with ROS plugin support and use the model in simulations.

In this project, we use the SDF file format as the aircraft model description file, because using
SDF allows us to use the latest plugin provided by Gazebo. Stephen Brawner et al. developed
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a SolidWorks plugin for converting assembly models made in SolidWorks to URDF format [31].
Next, using the command line method provided by Gazebo [32], we can easily convert the model
description file in URDF format to SDF format. Figure 2 shows the flow chart of converting a
SolidWorks model to SDF format.
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Figure 2. Flowchart of converting a SolidWorks model to SDF format. In SolidWorks, individual 3D
models of different components of the aircraft are created separately. These components are then
assembled to form a complete aircraft. A model format conversion plugin is used to convert this
model into URDF format. Finally, the model is converted to the SDF format recommended by Gazebo
using the format conversion command in the terminal.

In the generated aircraft model file, we introduced an open-source aerodynamics plugin pro-
vided by Gazebo’s official sources [33]. This plugin’s mathematical model aligns with the aerody-
namics mathematical model proposed in Section 3.1. Figure 3 shows the aerodynamic plugin used in
the SDF model description file. The plugin has the following parameters to configure:
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Figure 3. Add aerodynamic plugin to the SDF aircraft model description file. Using the official
aerodynamics plugin provided by Gazebo, the figure displays the aerodynamic parameters of the left
wing. In the aircraft model description file used in this study, the same plugin is also employed for
the right wing and tails.
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“a0” is the negative value of the zero-lift angle of attack.
“cla” is the slope of lift line.
“cda” is the slope of drag line.
“cma” is the slope of aerodynamic moment line.
“alpha_stall” is the stall angle of attack.
“cla_stall” is the slope of the lift line after stall.
“cda_stall” is the slope of the drag line after stall.
“cma_stall” is the slope of the aerodynamic torque line after stall.
“link_name” is the link applied by the aerodynamic force.
“cp” is the coordinate of the pressure center (in link coordinate system).
“aera” is the reference area of the aerodynamic surface.
“air_density” is the air density.
“forward” is the forward-direction vector (in link coordinate system).
“upward” is the up-direction vector (in link coordinates system).
“control_joint_name” is the name of the joint that controls the rudder axis.
“control_joint_rad_to_cl” is the rate of change of the lift coefficient with the control value.
If you intend to control models within Gazebo through an external program, there are typically

two methods. The first involves creating a Gazebo plugin and embedding it into the model file
you wish to control. However, this method lacks flexibility, and modifying plugin code can be
cumbersome. The second method is for the external program to utilize Gazebo’s provided external
interface, combined with ROS for controlling models in Gazebo and managing real-time simulation
data for the models. In this study, we are using the second method. To incorporate ROS into the
Gazebo simulation, we need to create a ROS launch file following ROS standards. This ROS launch file
includes our V-tail aircraft model file, environment model file, and certain initialization parameters
for Gazebo. Running this ROS launch file opens our aircraft simulation. Figure 4 depicts the
initialization interface of the successfully opened simulation, where the aircraft model can be observed
positioned on the runway.
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Figure 4. V-tail aircraft in Gazebo. After successfully launching the simulation program, the aircraft
model will appear on the runway scene in Gazebo.

We have chosen Gazebo as our aircraft simulator not only due to its capacity for customizing
various simulation scenarios, but also for its support of simulating multiple models within a single
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scene. This feature provides a foundation for researching cooperative control algorithms for multi-
agent systems. Figure 5 showcases our addition of nine V-tail aircraft within a single simulation scene.
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4. 3D Flight Environment Design
Another focus of this study is the simulation modeling method tailored for obstacle avoidance

in no-fly zones, providing a 3D flight scenario for aircraft models. The centerpiece of this scene is a
large terrain model containing multiple mountain ranges. Custom no-fly zones are added, and wind
disturbances are introduced to challenge the aircraft’s safe flight. These environmental models pose a
challenge to ensuring the aircraft’s safe navigation.

4.1. Wind Disturbance
Wind disturbances can have significant effects on the behavior of an aircraft during flight, and

it is crucial for pilots and control systems to account for these disturbances to ensure safe and stable
operations. In this project, we mainly consider wind disturbances as gusts, steady wind, wind shear,
and their combination.

Gusts refer to sudden and brief increases in wind speed that occur over a short period of time.
These rapid changes in wind velocity can have significant effects on the flight performance and
handling characteristics of aircraft. The mathematical representation of a discrete gust is:

Vgusts =


0 x < 0
Vm
2

(
1− cos

(
πx
dm

))
0 ≤ x ≤ dm

Vm x > dm

(18)

where Vm is the gust amplitude, dm is the gust length, x is the distance traveled, and Vgusts is the
resultant wind velocity in the body axis frame.

Steady wind refers to a constant and uniform wind flow with consistent speed and direction
over time. In the context of atmospheric conditions, it means that the wind is blowing at a steady rate
and maintaining a constant heading for a significant period.
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Wind shear refers to the change in wind speed and/or direction with altitude. It is a meteo-
rological phenomenon that occurs in the Earth’s atmosphere and can affect aircraft during takeoff
and landing. Strong wind shear can create turbulence and sudden changes in airspeed, making it
challenging for pilots to maintain control and stability. The magnitude of the wind shear is given by
the following equation for the mean wind profile as a function of altitude and the measured wind
speed at 20 feet (6 m) above the ground.

Vshear = W20

ln
(

h
z0

)
ln
(

20
z0

) , 3 f t < h < 1000 f t (19)

where Vshear is the mean wind speed, W20 is the measured wind speed at an altitude of 20 feet, h is
the altitude, and z0 is a constant equal to 0.15 feet for Category C flight phases and 2.0 feet for all
other flight phases. Category C flight phases are defined in reference [34] to be terminal flight phases,
which include takeoff, approach, and landing.

In Gazebo, SDF plugins are used to extend the functionality of the simulation environment and
add custom behavior to models or the world. SDF plugins are written in C++ and are loaded by
Gazebo during the simulation startup.

In the simulation, the effect of wind disturbance on the aircraft can be regarded as a continuous
external force acting on the body coordinates, and the wind disturbance model is packaged into an
SDF plugin to activate it during simulation. To create a wind disturbance SDF plugin and add it to
the aircraft flight environment, we typically follow these steps:

Step 1: Write the Plugin Code.
Create a C++ source file for the plugin and define the desired forces generated by wind distur-

bances acting on the body coordinate system.
Step 2: Build the Plugin.
Compile the plugin into a shared library (.so file) using CMake. Ensure that the plugin is linked

to Gazebo and its required libraries.
Step 3: Load the Plugin.
In the Gazebo SDF file, include a “<plugin>” element that references the compiled plugin library

and specifies any necessary parameters.
Figure 6 shows a wind plugin provided by Gazebo, which needs to have the following parame-

ters to configure:
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and gusts.

“linkName” is the link affected by the wind.
“xyzOffset” is the spatial offset of the link coordinate system to form the new coordinate system,

which is the reference coordinate system for the wind.
“windDirection” is the force direction under the wind coordinate system.
“windForceMean” is the average value of the wind.
“windGustDirection” is the direction of the gust.
“windGustDuration” is the duration of the gust.
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“windGustStart” is the start time of the gust.
“windGustForceMean” is the average value of the gust.

4.2. Terrain Model
Mountainous regions pose a threat to the safe flight of aircraft. When large fixed-wing UAVs

are engaged in low-altitude penetration missions, their flight altitude is often relatively low. Aircraft
must promptly adjust their flight altitude and course based on terrain obstacles to avoid collisions. In
this section, we generate a large-scale terrain model using a heightmap.

In Gazebo, a heightmap is a type of terrain representation used to model the elevation and
topography of the ground surface in a simulation environment. Heightmaps are an efficient way to
create realistic and detailed terrains, especially for large outdoor scenes. A heightmap is essentially
a 2D grid of elevation values, where each cell in the grid represents a point on the terrain, and the
value in the cell determines the height or elevation of that point above a reference level, typically the
ground level (Z = 0). The elevation values can be measured in meters, feet, or other units, depending
on the scale of the simulation.

Figure 7 is a heightmap that we utilize. Essentially, it is a grayscale image. In the Gazebo
environment model file, this heightmap can be configured to automatically generate the terrain
model. In order for Gazebo to successfully load the heightmap and generate the terrain model,
the original map needs to be cropped to the pixel size of (2n+1, 2n+1). In this project, the original
heightmap was cropped to the pixel size of (1025, 1025).
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At the same time, in order to make the generated terrain model more realistic, maps are used on
the surface of the terrain. In the terrain model shown in Figure 8, three maps of water, grass, and
sand are used, and different maps are used in different height threshold ranges. Figure 9 is a partial
enlargement of the terrain model in Gazebo. The mountains in the figure are automatically generated
terrain, and the height of the mountains can be scaled in the model profile.
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4.3. No-Fly Zones
There are some areas where the flying of aircraft, drones, or other aerial vehicles is restricted

or prohibited due to safety, security, or regulatory concerns. These zones are often established to
prevent potential conflicts with other air traffic, protect sensitive areas, maintain privacy, and ensure
public safety.

The restricted airspace designed in this study consists of multiple hemisphere models and
cylindrical models. In our simulation scenario, the size and coverage of these no-fly zones are not
fixed and remain dynamically deployable. The no-fly zone models are dynamically generated based
on the terrain model designed in Section 4.2. Prior to launching the simulation program, we have the
flexibility to customize the number, type, coverage area, and world coordinates of the no-fly zones.
Therefore, a wide variety of different no-fly zone configurations can be applied on the same terrain
model. Furthermore, during the aircraft flight simulation, it is possible to dynamically add additional
no-fly zones to the original simulation environment. These zones can also be specified to undergo
certain changes, such as translation with a fixed speed, based on predefined rules.

For the aircraft, the information about these no-fly zones is known. It can either be known to
the aircraft before takeoff, including all the no-fly zones and threat areas, or it can be received in
real-time by external perception devices (such as satellite remote sensing) through a data link. Based
on this known information about no-fly zones and threat areas, the aircraft can plan its flight path in
advance. When encountering newly acquired information about no-fly zones, the aircraft needs to
perform dynamic avoidance maneuvers and replan its flight path accordingly.

The hemispherical no-fly zone model is formulated as follows:

Li(x, y, z) = ∑(x− xi)
2 + (y− yi)

2 + z2 = R2
Rimax z ≥ 0 (20)

where the coordinate of the hemispherical no-fly zone i is (xi, yi, zi), and RRimax is the maximum
detection radius of the ground no-fly detector.

The Gazebo terrain model includes multiple hemispheres as no-fly zones, which can be cus-
tomized in position, radius size, and color, as shown by the five red semi-transparent hemispheres
in Figure 10.
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Figure 10. Hemisphere models in Gazebo. On the foundation of the terrain model, some custom
semi-transparent red hemisphere regions are added as no-fly zones.

The cylindrical no-fly zone model is formulated as follows:

Li(x, y, z) = (x− xi)
2 + (y− yi)

2 − R2
Mimax = 0 zi = [0, Zih] (21)

where Li(x, y, z) represents the hemispherical no-fly zone i, (xi, yi) represents the center coordinate
of the cylinder i, RMimax represents the horizontal threat radius of the cylinder i, and Zih represents
the vertical threat altitude of the cylinder i.

Multiple cylinders are added to the Gazebo terrain model as no-fly zones; these cylinders are
customizable in position, radius size, and color, as shown by the five purple translucent cylinders
in Figure 11.
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5. Comprehensive Simulation
In this section, we combine the V-tail aircraft designed in Section 3 with the flight threat scenario

proposed in Section 4. The aircraft model performs flight simulation in the Gazebo simulator and
collects and uses ROS to manage the data of the aircraft, such as position, attitude angle, angular
velocity, and angular acceleration.

Figure 12 illustrates the main modules and primary data flow within the comprehensive
simulation. Gazebo serves as the simulation platform for comprehensive control experiments of the
V-tail aircraft, deployed within a large-scale 3D flight environment. We have designed two Python
programs and use ROS for data management. The first program is utilized to retrieve the aircraft
model’s state data in Gazebo at each simulation time step. It extracts the aircraft’s attitude and
velocity data from the raw state data. The second program is responsible for controlling the desired
state of the aircraft model. It includes attitude angle controllers and a flight speed controller, both
employing PID control algorithms. These controllers output the deflection angles of the ailerons and
V-tail, as well as the engine thrust magnitude, which are used to control the aircraft model in Gazebo.

The controller program for the V-tail fixed-wing UAV primarily consists of an attitude angle
controller, flight speed controller, and altitude controller, as depicted in Figure 13. The attitude
angle controller comprises three distinct control programs: pitch, roll, and yaw. The roll controller
controls the aircraft’s roll angle through adjusting the aileron control surface. Both the pitch and yaw
controllers use the deflection angles of the V-tail’s two control surfaces as outputs. Consequently,
there is coupling between pitch and yaw control in V-tail aircraft. We use the pitch controller’s output
control surface angle as a baseline, and the control surface angle output from the yaw controller
is added to this baseline. This approach allows us to achieve yaw control while maintaining the
desired pitch angle.

The flight speed controller adjusts the engine thrust to maintain the desired flight speed. The
altitude hold controller is a two-loop controller, where the outer loop takes the desired altitude as
input and outputs the pitch angle magnitude. The inner loop is the pitch angle controller. In this
study, these controllers all use PID control algorithms.

In order to control the aircraft model in Gazebo from an external program, we established a
link between ROS and Gazebo, as shown in Figure 14, where the oval box represents the ROS node
and the connecting line represents the ROS topic, “/gazebo_gui” is the visual simulation interface of
Gazebo, and “/gazebo” contains a variety of Gazebo simulation data, which is used to obtain and
set the state of the model. “/object_position_publisher” retrieves multiple state data of the model
from “/gazebo/model_states”, extracts the position and pose of the model, and publishes them
through the topic “/plane_pose”. “/aircraft_command” publishes the angle and throttle controls of
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the aircraft, using three PID controllers to control the angles, corresponding to the pitch, roll, and yaw
control of the aircraft. The desired angles are input by the keyboard key, and the controllers output
the control values of the aircraft rudder surfaces.
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Figure 15 depicts the comprehensive simulated flight environment, primarily composed of
two terrain models. One is the runway model, utilized for taxiing and takeoff, while the other
is the mountainous terrain model, simulating potential mountain obstacles that the aircraft may
encounter during flight missions. We have designed an aircraft flight state controller program that



Drones 2023, 7, 601 15 of 20

enables control over the aircraft’s flight attitude angles and throttle through keyboard commands,
as shown in Figure 16. The program continuously prints expected and actual flight states in real
time. Using this control program, we have accomplished fundamental aircraft maneuvers such as
climbing and rolling.
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Figure 15. Comprehensive simulation flight scenario. The flight environment consists of two parts:
one is the runway scene used for taxiing and takeoff of the aircraft, and the other is the terrain model
used to simulate obstacles encountered by the aircraft during flight.
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allows controlling the aircraft’s attitude and throttle through keyboard inputs. It also prints the
desired and actual values in real time.
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Figure 17 illustrates the simulated aircraft’s attitude angle data over a period of time. The deep
blue line represents the roll angle data, the red line represents the pitch angle data, and the light
blue line represents the yaw angle data. During the flight simulation, in conjunction with the flight
controller program, the desired aircraft attitude angles are set through keyboard inputs. The attitude
angle controller employs a PID control algorithm to manipulate the ailerons and V-tail to achieve
the desired angles.
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Figure 17. Attitude angle data of the aircraft. During flight testing, a segment of attitude angle data
is recorded. Through configuring different desired attitude angles, the attitude angle controller steers
the aircraft to reach the desired angles.

We tested the pitch angle controller of the aircraft. In the takeoff phase, the pitch angle was set
to −0.3 radians, and the throttle was increased at the same time. The aircraft experienced overshoot
and fluctuation in the pitch angle during the climbing phase, and finally stabilized at −0.3 radians as
shown in Figure 18. Figure 19 shows the simulation screenshot of the aircraft in the climbing phase,
and the PID controller of pitch angle outputs the maximum angular control (0.52 radians) to the tail.
Figure 20 is a simulation screenshot of the aircraft reaching the pitch angle set point of −0.3 radians.
In the pitch angle PID controller, set Kp = −3, Ki = −0.05, Kd = 0.05.
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recorded. At the moment of takeoff, the desired pitch angle is set to −0.3 radians. After a period of
angular fluctuations, the pitch angle eventually stabilizes at −0.3 radians.



Drones 2023, 7, 601 17 of 20Drones 2023, 7, x FOR PEER REVIEW 19 of 22 
 

 
Figure 19. Aircraft is in the climbing phase. The aircraft’s V-tail control surface is set to rotate 
within the range of −0.52 radians to 0.52 radians. At takeoff, the pitch angle is set to −0.3 radians, at 
which point the V-tail control surface is at its maximum deflection. 

 
Figure 20. The pitch angle of the aircraft is stable at −0.3 radians. When the aircraft’s pitch angle 
stabilizes at −0.3 radians, due to excessive lift, the V-tail control surface needs to rotate downward 
by a certain angle to maintain pitch stability. 

A PD controller is employed for the aircraft’s roll angle control, with PD controller 
parameters set as follows: Kp = −5 and Kd = −0.05. Figure 21 displays the roll angle curve 
of the aircraft, demonstrating that the use of the PD controller effectively stabilizes the 
aircraft’s roll angle. It’s important to note that the roll angle control involves a system with 
significant delays. This is why we opted not to introduce integral control, as it could po-
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shot of the aircraft’s roll angle stabilizing at 0.42 radians. 

Figure 19. Aircraft is in the climbing phase. The aircraft’s V-tail control surface is set to rotate within
the range of −0.52 radians to 0.52 radians. At takeoff, the pitch angle is set to −0.3 radians, at which
point the V-tail control surface is at its maximum deflection.
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Figure 20. The pitch angle of the aircraft is stable at −0.3 radians. When the aircraft’s pitch angle
stabilizes at −0.3 radians, due to excessive lift, the V-tail control surface needs to rotate downward by
a certain angle to maintain pitch stability.

A PD controller is employed for the aircraft’s roll angle control, with PD controller parameters
set as follows: Kp = −5 and Kd = −0.05. Figure 21 displays the roll angle curve of the aircraft,
demonstrating that the use of the PD controller effectively stabilizes the aircraft’s roll angle. It’s
important to note that the roll angle control involves a system with significant delays. This is why we
opted not to introduce integral control, as it could potentially affect the stability of the control system.
Figure 22 depicts a 3D simulation snapshot of the aircraft’s roll angle stabilizing at 0.42 radians.
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Figure 22. The roll angle of the aircraft is stable at 0.42 radians. A screenshot of the aircraft maintaining
a roll angle of 0.42 radians is taken. At this moment, the aileron control surface is essentially not
deflected. Due to excessive lift generated by the high aircraft speed, the V-tail control surface rotates
downward by a certain angle to maintain pitch stability.

6. Conclusions
Nowadays, large fixed-wing UAVs are being utilized for a variety of tasks. Relevant research

indicates that V-tail configurations can effectively reduce aerodynamic drag and enhance flight
endurance. However, achieving efficient customized development and various intelligent functional-
ities in a specific domain remains an unresolved challenge. This study integrates SolidWorks model
design with aircraft simulation technology, establishing a comprehensive aircraft simulation system
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in Gazebo that encompasses kinematics, dynamics, and collision characteristics. Additionally, a simu-
lation environment modeling approach for obstacle avoidance in no-fly zones is presented, creating a
large-scale flight environment model that includes mountains, wind disturbances, and no-fly zones.
Data communication and motion control are achieved through ROS, and the aircraft’s attitude control
is implemented using a PID algorithm. The primary contribution of this research lies in providing
a 3D visualization simulation platform for dynamic obstacle avoidance, trajectory planning, and
formation flying applications in the context of large-scale fixed-wing unmanned aircraft.

Currently, this research is at the initial stage, and there is still a lot of work to be done. The
following outlines the future directions of the study:

(1) Develop trajectory planning and tracking algorithms for the research aircraft to achieve obstacle
avoidance flight with minimal cost.

(2) Investigate multi-aircraft formation flying algorithms, aiming to maintain formation while
avoiding threat areas as effectively as possible.
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