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Abstract: Recently, electric vertical take-off and landing (eVTOL) aircraft have become a top priority
for urban air transportation due to their ability to overcome urban ground traffic congestion. In this
research, a new type of scaled lift–cruise ‘Dragonfly’ has been designed. The ‘Dragonfly’ combines
the characteristics of an octocopter and a fixed-wing aircraft. Compared with the same type of eVTOL
aircraft, it has a longer wingspan and a more stable aircraft structure, it can not only take off and land
vertically without the need for a runway, but also fly quickly in a straight line and hover in mid-air.
In order to ensure the success of the flight test, it was also simulated in this paper. A simulation
scenario highly fitting with the flight test environment of eVTOL is designed in the Gazebo simulation
platform, and then combined with the PX4 flight control platform, the system SITL of the constructed
aircraft simulation model is carried out on the Gazebo platform, Finally, simulation flight test data
for accurate analysis are obtained, the accuracy and stability of the control algorithm are fed back,
and scientific support for the follow-up ‘Dragonfly’ aircraft hardware-in-the-loop simulation and
physical flight test is provided.

Keywords: drone; eVTOL; aircraft design; simulation verification

1. Introduction

Recently, in order to overcome urban ground traffic congestion, reduce travel time,
make effective use of urban airspace, and ultimately achieve safe and efficient passenger
transportation in urban areas, electric vertical take-off and landing (eVTOL) aircraft have
been proposed as a typical urban air transport vehicle. The aircraft has the characteristics
of vertical take-off and landing, high-speed cruising, and short-distance flight. Compared
to traditional aircraft, it is pollution-free, low-noise, greener, and sustainable [1–3]. This
makes it an ideal product for the future air traffic system and a key solution to many
problems in urban transportation. At present, the main types of eVTOL aircraft being
developed worldwide can be categorized into three types: vector propulsion, multi-rotor,
and lift–cruise.

A vector propulsion eVTOL is a low-altitude aircraft with high commercial value at
present. Compared to other configurations, it has a heavy load, long range, and higher
cruising speed. And it does not need to change the thrust direction to achieve vertical
take-off, landing, and cruising. At present, the main vector propulsion eVTOLs are the
‘Vahana’ (Boeing) as shown in Figure 1a and the ‘E20’ aircraft (Tcab Technology Co., Ltd,
China) as shown in Figure 1b. A multi-rotor aircraft has the same propulsion device, lacks
aerodynamic force, features a simple design, operates at low speeds, carries small loads, and
has a limited range. Recently, the typical products mainly include ‘Velocity’ (Volocopter)
as shown in Figure 1c and ‘ehang-216’ (NASDAQ/EH) aircraft as shown in Figure 1d. A
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lift–cruise eVTOL combines the characteristics of rotorcraft and fixed-wing aircraft. The
market access time is delayed, and the overall performance combines the advantages of the
two mentioned above. The typical prototypes include ‘Boing-PAV’ (Boeing) as shown in
Figure 1e and ‘V1500M’ (Autoflight) as shown in Figure 1f [4–6].

Figure 1. (a) ‘Vahana’ (Airbus), (b) ‘E20’ (Tcab Tech. Co., Ltd.), (c) ‘VoloCity’ (Volocopter), (d) ‘ehang-
216’ (NASDAQ/EH), (e) ‘Boeing-PAV’ (Boeing), (f) ‘V1500M’ (Autoflight).

In this research, the scaled verification ‘Dragonfly’ eVTOL, which is a new type of
lift–cruise aircraft, is proposed and designed. The prototype design of the ‘Dragonfly’
is shown in Figure 2a, and the physical drawing is shown in Figure 2b. ‘Dragonfly’ is
designed for inter-city transportation. Its unique structure combines the characteristics of
eight-rotor and fixed-wing aircraft. Compared with the same type of eVTOL aircraft, it has
a longer wingspan and a more stable aircraft structure; it can not only take off and land
vertically without the need for a runway, but also fly quickly in a straight line and hover
in mid-air. In the future, it will be able to carry two people and hand luggage. At present,
the scaled verification aircraft is fully electric-powered, with a range of 15 km, a maximum
speed of 20 m/s, eight lift propellers, one thrust propeller, and a maximum endurance of
1 h. The characteristic information of the prototype is shown in Table 1.

Figure 2. (a) The prototype design of the ‘Dragonfly’ eVTOL; (b) the prototype design of the
‘Dragonfly’ eVTOL.

The overall design of the ‘Dragonfly’ includes aircraft design, avionics, information
and communication, sensors, and materials technology. When the overall, aerodynamic,
structural design, and assembly work for the ‘Dragonfly’ is completed, issues such as
improper operation, poor flight control laws, and low robustness during take-off, cruising,
and landing due to the lengthy and frequent testing process will inevitably be encountered.
At this time, the aircraft under test may experience a sudden drop, posing unpredictable
dangers. This situation is not conducive to testing various parameters of the aircraft and
may even hinder the progress of the entire project.
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Table 1. Basic specifications of Dragonfly aircraft.

Category Specifications

Type Lift–cruise

Power Electricity

Maximum speed ≈20 m/s

Flight range ≈15 km

Effective load ≈1 kg

Propeller Eight lift propellers and one thrust propeller

Endurance time ≈1 h

Aircraft materials Compound material

Aircraft simulation software, such as Matlab/Simulink, or flight simulators, like
FlightGear, are frequently utilized by developers and researchers to simulate rotor and
fixed-wing EVTOL systems. On the one hand, although these simulation tools provide
a simulation framework, a lot of work still needs to be performed for advanced control
simulation, including sensors [7]. On the other hand, commercial simulators have the
limitation of providing users with only limited functions and restricting the modification or
enhancement of these functions. Due to these limitations, ROS/Gazebo provides a modular
and standardized simulation framework in the development of robotics. It also has an
active open-source community that promotes the integration of resources. ROS/Gazebo
is a powerful tool that can assist researchers in easily reconfiguring and simulating the
availability of hardware components, such as sensors. It also allows for flexible environ-
ment settings, all at a low cost, low risk, and high reliability. Gazebo is widely used in
the field of ground robot simulation, particularly for manipulator control in industrial
settings. Through the modeling of the manipulator in Gazebo and the utilization of ROS
programming technology, the manipulator is able to perform grasping, rotation, and other
actions. The effectiveness of the algorithm is verified by outputting dynamic simulation
results [8]. In addition, ROS/Gazebo can easily build a working scene where service robots
are used in shopping malls, airports, banks, and other places. It enables the simulation
of task planning, obstacle avoidance, and navigation control in this environment [9]. It is
critical and necessary to use ROS/Gazebo simulation technology to conduct simulation
tests prior to the flight testing of eVTOL aircraft.

Recently, with the development of EVTOL technology and the increasing design
requirements, ROS and Gazebo have become popular open-source and free tools for
EVTOL development. They are widely used in various areas such as EVTOL control system,
navigation system, and power system development and simulation. Unmanned aerial
vehicles can also be regarded as a special kind of aerial robot. Compared to ground-based
mobile robots, the impact of aerodynamics on aircraft in high-speed, high-altitude flight
cannot be ignored, in addition to their basic kinematic properties. Gazebo, on the other
hand, is widely used in simulation experiments of EVTOL with aerodynamic requirements
because it can be set up with relevant physics engines, so it can provide more realistic
feedback on the physical scene. Relevant research in China includes the use of ROS/Gazebo
technology to simulate the autonomous landing and control system of EVTOLs [10], the
simulation of multi-rotor EVTOL cluster formation control systems [11], and the simulation
of flight control and obstacle avoidance systems [12]. Meanwhile, foreign researchers K. D.
Nguyen et al. used ROS/Gazebo to conduct a vision-based EVTOL software-in-the-loop
simulation [13]. C. McCord et al. conducted a distributed formation control simulation of
multiple EVTOLs in the ROS/Gazebo environment [14]. S. Khaliq et al. used Gazebo to
simulate the multi-platform hardware-in-the-loop simulation of multi-EVTOL distributed
group communication [15]. In brief, ROS/Gazebo is widely used by the majority of aircraft
researchers and designers due to its open-source characteristics and powerful functions.
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This platform is of great significance in simulating eVTOL aircraft before conducting
flight tests.

The focus of this research was on the design and simulation of a new eVTOL aircraft
called ‘Dragonfly’. The simulation model and scene are built using ROS/Gazebo. In
the simulation scenario, the system software uses the flight control algorithm based on
quaternion PID and the Px4 flight control platform to simulate the aircraft model in the
loop-in-the-loop simulation. Through the Gazebo platform and ROS visualization program,
real-time sensor and attitude data can be obtained. In this paper, a new type of eVTOL
aircraft with a longer wingspan, more stable structure, stronger endurance, and better
control performance is designed, and a safer and more reliable simulation experiment
method combined with the Gazebo&PX4 platform is designed. This research method is
very effective and necessary for the low-cost design and testing of future aircraft.

2. ROS/Gazebo Simulation Platform

Gazebo is a free and open-source 3D robot simulator that can be utilized for algorithm
testing and robot design. It also allows for the creation of intricate indoor and outdoor
environments for robots. Furthermore, the platform features a powerful physics engine,
high-quality graphics display capability, practical programming, and a graphical interface.

ROS is a flexible framework for robot programming that can integrate multiple plugins
and provide a communication architecture for it. There are three levels of ROS architecture:
the OS layer, the middle layer, and the application layer. The OS layer of ROS relies on the
Linux operating system, so the Ubuntu system, which is officially supported by ROS, is
widely used in the OS layer. In the middle layer, ROS primarily relies on the TCP/UDP
ROS communication system to facilitate data transmission using various communication
mechanisms. Based on the communication mechanism, ROS provides various libraries
for robot development, including coordinate transformation and motion control. The
smallest processing unit in ROS is the node. In the application layer, ROS designates the
master as the central management center for the nodes. The master is responsible for
ensuring the proper functioning of each node and the entire system. The communication
mechanism between nodes is divided into topic-based publish/subscribe communication,
service-based publish/subscribe communication, and an RPC-based parameter server.

The eVTOL aircraft integrates aircraft design technology, avionics technology, infor-
mation and communication technology, sensor technology, and material technology, and it
is a high-tech, complex-design, and expensive aircraft. When conducting tests such as take-
off, cruise, and landing on eVTOL aircraft that have completed the overall, aerodynamic,
structural design and assembly, due to the long and frequent testing process, it is inevitable
that there will be improper operation, poor flight control law, and low robustness, which
may lead to the fall of the aircraft under test, causing unpredictable dangers, which is not
conducive to the testing of various parameters of the aircraft and even slows down the
progress of the entire engineering project.

Aircraft simulation software (e.g., Matlab/Simulink) or flight simulators (e.g., Flight-
Gear) are often used by developers or researchers to simulate and simulate rotor- and
fixed-wing EVTOL systems. On the one hand, although these simulation tools provide a
framework for simulation, there is still a lot of work to be performed for advanced control
simulation, including sensors. Business simulators, on the other hand, are characterized by
offering only limited features to users and restricting modifications or enhancements. Due
to these limitations, ROS/Gazebo provides a modular standard simulation framework in
the development of the robotics field and has an active open-source community that facili-
tates the integration of resources. ROS/Gazebo is a powerful tool that allows researchers to
easily reconfigure and simulate the availability of hardware components such as sensors
and flexibly set up environments with low cost, low risk, and high reliability. It is crucial
and necessary to use ROS/Gazebo simulation technology to simulate the whole robot
before the flight test of the eVTOL aircraft.
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Robot developers use the URDF function package provided by ROS to simulate and
develop robots. This function includes a C++ parser for parsing URDF files. URDF is a file
in XML format, composed of special XML tags. These XML tags are used to describe the
components, joints, and dimensions of the robot, as well as the kinematics and dynamic
description, visual shape, and collision model of the robot [16–18].

When using URDF to describe a robot, the rigid links of the robot can be seen as a tree
structure. This means that the robot consists of rigid links connected by joints. However,
URDF cannot represent flexible links. The XML tag of URDF can support the modeling of
the robot. Therefore, a file must be created to define the relationship between each rigid link
and joint in the robot. The file should be saved with the extension ‘.urdf’. The following
are commonly used tags to create a URDF robot model [19]:

(a) <link> label: It represents the rigid body of a part of the robot. Using this tag for
‘Dragonfly’, the appearance and physical properties of the robot’s rigid body can be
established including size, shape, and color, and a 3D mesh can even be imported
to represent the appearance of the rigid body. The <link> can also provide rigid
body inertia parameters and collision attributes. One <link> includes three attributes:
<visual>, <inertial>, and <collision>. Among them, <visual> can describe the appear-
ance of the link and represent the real link of a robot. < Inertial> can describe the
inertia parameters of the link. The area around the real link is the <collision> attribute,
and this attribute is wrapped with the real link, to support aircraft in detecting the
collision before hitting the link.

(b) <joint> label: It refers to an aircraft model joint, which is used to describe the kinematic
and dynamic characteristics of the joint. At the same time, it can also determine the
position and speed of the joint’s motion based on the parent link and the child link.
<Joint> tags support various types of joint motion, including revolution, continuous,
prismatic, fixed, floating, and planar.

(c) <robot> label: The <robot> tag represents the whole aircraft model and belongs to the
top tag of the model. Both <link> and <joint> tags are required to be included in the
<robot> tag, which can be considered as a sub-tag of <robot>. In addition, a complete
robot is composed of a series of <link> and <joint> tags.

(d) <gazebo> label: URDF can only specify the kinematic and dynamic characteristics of
a single aircraft model. It cannot specify the position of the model itself in the Gazebo
environment and lacks attributes such as friction and elasticity. Moreover, URDF
cannot describe attributes such as lighting and altitude maps. Therefore, Gazebo
provides a Simulation Description Format (SDF) to solve the shortcomings of URDF.
SDF is the default format supported by Gazebo. Therefore, to use URDF files in
Gazebo, some additional special simulation labels must be added to ensure proper
functionality with Gazebo. The labels typically describe the parameters necessary for
simulation in Gazebo, including model materials, plugins, etc.

3. Simulation Model Construction

A. Three-Dimensional and URDF Model

In order to accurately depict the external features of the ‘Dragonfly’ aircraft on a
simulation platform, it is necessary to first design the 3D model of the ‘Dragonfly’ in order
to construct the aircraft simulation model. When using Gazebo to simulate the ‘Dragonfly’,
its internal detailed structures, such as wing ribs, trusses, and connectors, can be ignored.
Referring to the overall and structural design of the aircraft, the geometric parameters of the
aircraft’s fuselage, wings, control surfaces, propulsion systems, and other components can
be determined. The 3D model of the aircraft was created using solid filling in SolidWorks
2014 software, as shown in Figure 3.
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Figure 3. Three-dimensional model diagram of ‘Dragonfly’ aircraft.

Similar to robots, aircraft can also be described using URDF. The system consists of
various complex mechanisms, including actuators, drive systems, sensor systems, and
control systems. Meanwhile, it also has the ability of perception, planning, action, and
coordination.

In order to enhance simulation speed and accuracy, the 3D structure of the aircraft
should be further simplified. Except for the propeller and actuating surfaces, all other
structures are considered part of a rigid body. The simplified basic components include the
body, propeller, flap, aileron, and rudder, as shown in Figure 4.

Figure 4. Structural components of simplified aircraft model.

Based on the simplified model, the reference axis of each rigid body is further set
in SolidWorks. Additionally, the rigid body model file can be exported in the ‘stl’ file
format. Among them, each rigid body is described with a <link> label. The ‘stl’ file is an
important parameter of the sub-tag <mesh> of the visual tag <visual> in the <link> tag.
The connection, relationship, and motion type of rigid bodies can be described using the
term “joint”. The control surface of the aircraft rotates at a specific angle as a result of the
propeller’s continuous rotation. As a result, the primary types of joint motion used are
mainly continuous and rotational. According to the simplified URDF model, the body is
referred to as the ‘base_link’. Propellers, flaps, ailerons, and other structures are considered
as sub-links, which are connected to the ‘base_link’ through a <joint>. According to the
overall structure of the URDF model of the ‘Dragonfly’ aircraft shown in Figure 5, the entire
body consists of 20 links and 19 joints.
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Figure 5. Overall structure diagram of aircraft URDF model.

Taking the connection between ‘base_link’ and ‘lf1_propeller_link’ as an example,
XML tags are used to describe the framework and code architecture of the <visual> visual
attributes, as shown in Figure 6. Other links and joints of the aircraft URDF model are
implemented in the same logical manner as described above.

Figure 6. ‘base_ link’ and ‘lf1_ prop_ link’ connection diagram.

B. Improvements to the ‘Dragonfly’ URDF model

In order to accurately display and simulate the model of a dragonfly aircraft in Gazebo,
inertia and collision attributes must be added to the URDF model. In particular, the label
<inertia> must be added, and the configuration of inertia parameters primarily involves
mass and inertia matrix.

According to the hierarchical relationship between the labels of the URDF model
shown in Figure 7, all rigid body links are added with <inertia> and <collision> labels at
the same level as the <visual> label. The URDF model of the aircraft is basically completed,
and it is loaded into Gazebo as shown in Figure 8. In addition, Gazebo does not support
URDF’s description of its material properties; that is, the <material> and <color> labels do
not work.
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Figure 7. URDF model label hierarchy of aircraft.

Figure 8. Display interface of aircraft simulation model in Gazebo.

In order to address the issue of lengthy description code in URDF models, ROS
offers an enhanced version of URDF called Xacro. Xacro is a compact, reusable, and
modular description format. Xacro can define constants and function blocks by creating
macro definitions. It also supports programmable interfaces, such as constants, variables,
mathematical formulas, and conditional statements. This allows for code reuse, reducing
the amount of code and making the model code modular and readable. Therefore, in this
article, we use the Xacro format to describe the ‘Dragonfly’ aircraft.

C. Dynamic Model

For the ‘Dragonfly’ aircraft, there is a close relationship between the dynamic system
and the control system. A more accurate dynamic model must be established to ensure the
effectiveness of the data output by the control system during the development and testing
process.

For dynamic simulation, Gazebo provides a motor model plugin called ‘gazebo_motor
_model’ for common rotorcraft, and a pneumatic model plugin called ‘liftdragplugin’ for
fixed-wing aircraft. In particular, the ‘gazebo_motor_model’ involves parameters such as
the pull coefficient, torque coefficient, and maximum speed of the propeller, which are
provided by the propeller. Through macro definition, ‘gazebo_motor_model’ is defined as
a standard module, allowing the aircraft simulation model to be used in rotor mode.
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In order to obtain the position information of the ‘Dragonfly’ aircraft, the dynamic
equation of the center of mass movement of the EVTOL is established in the geographic
system as follows:

m


.

Vxg.
Vyg.
Vzg

 = LB
b

 Tx
Ty
−Tz

+ Ls
a

−D
Y
−L

+

 0
0

mg

 (1)

In Equation (1), m is the mass of the drone;
.

Vxg,
.

Vyg,
.

VzB are the triaxial components
of the velocity of the ‘Dragonfly’ aircraft in the geographic system, respectively. Lg

b , Lg
a

represent the transformation matrices from the body coordinate system to the ground
coordinate system and the velocity coordinate system to the ground coordinate system,
respectively, as follows:

Lε
b =

 cθcϕ cθsϕ −sθ

−cφsϕ + sφsθcϕ cφcϕ + sφsθsϕ sφcθ
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 (2)

LE
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 cγcχ −sγcχc + sχs sγcχs + sχc
sγ cγc −cγs

−cγsχ sγsXc + cχs −sγsXs + cχc

 (3)

According to the moment of momentum theorem, the dynamic equation for the
rotation of the ‘Dragonfly’ aircraft around the center of mass in the coordinate system of
the body is 

p = I−1
x

[(
Iy − Iz

)
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]
q = I−1

y
[
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]
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z
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Ix − Iy
)
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] (4)

In Equation (4), p, q, r are the roll, pitch, and yaw angular velocities of the ‘Dragonfly’
aircraft in the coordinate system of the fuselage, respectively. Ix, Iy, Iz are the moments of
inertia of the EVTOL.

From the mutual conversion relationship between coordinate systems, the following
kinematic equations can be derived:

.
φ
.
θ
.
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
sβ = cχcγ

(
cϕsθsφ − sψcφ

)
+ sχcγ

(
sϕsθsφ + cϕcφ

)
−
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(
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)
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(
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)
−
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s =
[
cαsβsθ −

(
sαsβcφ − cβsφ

)
cθ

]
/cγ

(7)

In Equations (5)–(7), φ, θ, ψ are the roll, pitch, and yaw angles of the ‘Dragonfly’ aircraft,
respectively; p, q, r are the triaxial components of the angular velocity vector of the EVTOL
in the coordinate system of the airframe, respectively. α, β, are the angle of attack, sideslip
angle, and track roll angle of the EVTOL, respectively; γ, χ are the trajectory inclination
and the trajectory declination of the drone, respectively.
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Figure 9 shows the angle of attack (AOA) and coefficient of lift (C) curves of the Drag-
onfly after the installation of the ‘liftdragplugin’ plugin, where the red is the transformation
of the lift coefficient with the angle of attack, and the green color fits the curve into two
segments; the first half is the normal condition, and the second half is the stall condition.
Here, the key parameters are as follows:

CLa: lift curve slope;
CLa,stall: slope of the lift curve after stalling;
αstall: stall angle of attack.

Figure 9. Diagram of the angle of attack and coefficient of lift.

In the small angle of attack range, the lift coefficient and torque coefficient of the
aircraft exhibit a linear relationship with the angle of attack, whereas the drag coefficient
demonstrates a nonlinear variation with the angle of attack. When the angle of attack
increases beyond a certain value, the aircraft will stall.

According to this principle, the ‘liftdragplugin’ provided by Gazebo linearizes the
curve of the aerodynamic coefficient of the airfoil, which varies with the angle of attack, into
two segments. This linearization occurs at the position where the stall angle of attack occurs.

In this research, the RONCZ1082 airfoil is used for the wing of the aircraft, while the
NACA0015 airfoil is used for the vertical tail. According to the aerodynamic characteristic
curve of the airfoil, the overall and aerodynamic design of the aircraft calculates the lift
coefficient, drag coefficient, torque coefficient, slope of the angle, and other parameters in
the ‘liftdragplugin’. Then, the plugins and input parameters are added to the URDF model
file of this aircraft through the <gazebo> and <plugin> labels [20,21].

The “Dragonfly” flight control system comprises two main flight control computers
that are redundant and heterogeneous with each other and two auxiliary flight control
computers that are redundant and heterogeneous with each other, and also includes a flight
mission module, a state performance detection module, a flight mode switching module, a
real-time flight guidance module, a flight protection module, and a control law matching
module connected with the main flight control computer and the auxiliary flight control
computer. This is shown in Figure 10.
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Figure 10. Schematic diagram of the principal architecture of the “Dragonfly” flight control system.

The flight mission module is used to generate flight route planning tasks and conduct
virtual demonstrations of the generated flight route planning tasks to obtain flight route
mission instructions that do not conflict with the flight environment.

The state performance detection module is used to detect the state performance
parameters of the EVTOL aircraft.

The flight protection module is used to calculate whether the state performance pa-
rameters of the EVTOL aircraft meet the requirements of the flight route mission command
and optimize the flight route mission command.

The flight mode switching module switches the EVTOL aircraft to the corresponding
flight mode according to the flight mode requirements in the flight route mission command.

The real-time flight guidance module collects the real-time flight parameters and exter-
nal environment data of the EVTOL aircraft and generates real-time guidance instructions
according to the real-time flight parameters and external environment data.

The control law matching module comprehensively solves the real-time guidance
instructions and flight route mission instructions to generate control law instructions and
controls the servo system and power system of the EVTOL aircraft in real time through the
control law instructions.

D. Sensor Plugin

When the ‘Dragonfly’ aircraft flies in a real physical environment, the control system
requires sensor data, such as the current attitude, speed, position, temperature, air pressure,
and other parameters from the environment, to be obtained. After being processed by the
control system, the control commands are outputted to control the aircraft and complete
the flight task according to the planned route. In this research, simulating control in the
Gazebo environment also necessitates sensor data. Therefore, it is essential to incorporate
analog sensors into the aircraft simulation model.

The Gazebo environment supports the simulation of sensor data and noise simultane-
ously. In this environment, the observation model of the sensor can be described by the
following equations:

Vm = Vr + Ed + N0, (8)

Ed = Nb (9)
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Here, Vm refers to the measured value, Vr indicates the actual value, Ed represents the
drift error, N0 represents Gaussian noise, and Nb represents the rate of change in drift error
over time.

Gazebo provides eight types of sensor plugins, including magnetometer, IMU, barom-
eter, and more, as shown in Table 2. ‘Xacro’ is used to define the input parameters of these
sensor data in the form of a macro definition. This method makes it easy to modify the input
parameters of the sensor plugin, and it is also convenient for using other simulation models
to enhance the multiplex code rate. According to the labels shown in Figure 11, the IMU is
connected to the simulation model of the aircraft using the <gazebo> and <plugin> labels.

Table 2. Sensor plugin provided by Gazebo.

Category Specifications

Inertial measurement unit (IMU) gazebo_imu_plugin

GPS gazebo_gps_plugin

Barometer gazebo_barometer_plugin

Magnetometer gazebo_magnetormeter_plugin

Camera gazebo_ros_camera

Lidar gazebo_ros_laser

Binocular camera gazebo_ros_multicamera

Depth camera gazebo_ros_openni_kinect

Figure 11. Add sensors by using <gazebo> and <plugin> labels.

As shown in Figure 11, the contents within the <plugin> tag are the input parameters
for the sensor plugin. These parameters include the name of the published IMU topic, the
link name, the noise value, etc. In addition, airspeed meters, magnetometers, and barome-
ters can be directly used through the <gazebo> and <plugin> labels. In particular, the noise
settings and parameter meanings of gyroscopes, accelerometers, and magnetometers are
associated with the parameters in the sensor model, as illustrated in Table 3.
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Table 3. Characteristics of sensor noise parameters.

Parameters Specifications

Noise Density Standard deviation of Gaussian noise

Bias Correlation Time Relevant time of drift error

Turn-On Bias Sigma Initial standard deviation of drift error

After adding sensors, it is necessary to load the simulation model of the aircraft into
the Gazebo 11 software and select the sensor topic interface in Gazebo. The interface is
user-friendly for real-time observation and data evaluation. For the creation of documents,
the sensor data need to be exported and visualized using MATLAB or other drawing tools.

E. Data Transmission Plugin

Various sensors added to the aircraft simulation model should communicate with the
flight controller through a communication protocol in order to sense external environmental
information or receive control commands. In this research, the adoption of Mavlink for
the communication between Gazebo and the Px4 flight controller [22,23] is recommended.
Mavlink allows for the interaction with control commands and sensor information.

The ‘gazebo_mavlink_interface’ provided by the Gazebo plugin can serve as a com-
munication link with Px4. For example, in the control of motors and actuators, Mavlink
provides control commands, and Px4 maps the ‘actuator_control’ from the controller to the
‘actuator_output’ message. The simulator module then subscribes to the message, converts
it into a Mavlink format message, and sends it to the ‘gazebo_mavlink_interface’ plugin.

For motors, the ‘gazebo_mavlink_interface’ plugin can send parameters to the ‘gazebo
_motor_model’ plugin through the ‘gztopic’ of Gazebo for dynamic model calculation.
Here, the reference value of the motor’s actual speed needs to be processed by a first-order
filter in order to simulate the dynamic process of motor acceleration and deceleration.

For the steering motors, the ‘gazebo_mavlink_interface’ plugin will determine whether
to use the dynamic model based on the ‘joint_control_type’ parameter. When set to
‘position_kinematic’, the actuator’s angle is directly set as the reference value. While setting
the ‘position’, the actuator is a position servo system controlled by a PID controller.

In addition, the IMU, GPS, barometer, and other sensors can communicate between
the ‘simulator’ module and the ‘gazebo_mavlink_interface’ plugin. Many parameters in
this plugin can be set through the <gazebo> and <plugin> tags provided by URDF, such as
the TCP/UDP communication port, subscription topic, and actuator parameters.

4. Simulation and Analysis

The eVTOL ‘Dragonfly’ system contains sensing, control, and propulsion systems.
Among them, the sensing system is responsible for obtaining the current position, geo-
magnetic data, three-axis angular velocity, three-axis acceleration, altitude, and airspeed
data of aircraft for input into the control system. Then, through analysis, calculation, and
processing of these data, the control system can obtain the attitude, position, and other
information of the aircraft. The control system can receive control commands through
human–machine interaction or automatic driving and convert them into PWM signals for
the driving system. Finally, the driving system can control the attitude and position of
the eVTOL.

A. Building of Simulation Scenarios

As a new type of eVTOL aircraft designed for short-distance urban traffic, the ‘Drag-
onfly’ is greatly affected by the urban environment, which in turn impacts its performance.
For the system simulation analysis of this aircraft, it is essential to have a simulation
scenario that closely resembles the actual physical environment. The speed and altitude
data, as well as the aircraft’s pitch and yaw angle, can reflect the influence of various
environmental factors such as wind speed, temperature, air pressure, and buildings on the
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eVTOL in urban environments. For example, a collision between an aircraft and buildings
in the environment may cause the aircraft to fall or lose control. The overall design of
the simulation scene is based on city buildings, which are divided into several blocks and
arranged according to their distance. This method can approximate the actual distribution
of urban buildings, better reflect the real working environment of aircraft, and enhance the
accuracy of the simulation.

Gazebo offers a range of methods for constructing simulation scenes, including the
use of Blender 3.5, SolidWorks, or other 3D software to design environment models. The
models are packaged to create a library of Gazebo models, which can be easily used and
placed within the Gazebo environment.

Compared with using the ‘building editor’ model editor provided by Gazebo to
directly construct the model, the model library provided by the open-source community
not only enables the creation of intricate urban model scenes, but also decreases the
time required to build the simulation environment. Ultimately, it enables the creation of
simulation scenes that closely resemble real environments.

B. Software-in-the-Loop (SITL) Simulation

The software-in-the-loop (SITL) simulation serves as the foundation for both hardware-
in-the-loop (HITL) simulation and flight testing. In SITL, the parameters of the algorithm
can be adjusted to meet the requirements of the HITL and outdoor flight tests later. In
addition, SITL can also be used to test the accuracy and stability of the algorithm.

In this research, ROS/Gazebo and Px4 combined with a quaternion-based PID control
algorithm were used to simulate the eVTOL system. The architecture of the system software-
in-the-loop simulation is depicted in Figure 12. Mavros is a tool provided by PX4 to send
and receive MAVLink messages within the ROS environment. It can not only send Mavlink
messages to the PX4 platform to control the aircraft but also read topic data (position, speed,
attitude, etc.) from PX4.

Figure 12. The architecture of system software-in-the-loop simulation.

In order to obtain real-time data on the attitude of the aircraft, it is necessary to launch
multiple software programs in the system simulation at the same time. The launch file
provided by ROS can start multiple ROS node programs simultaneously, eliminating the
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need to use multiple terminals. The ‘roslaunch’ command, which is used to execute the
launch file, allows access to all components of the simulation architecture. The node
relationship diagram is shown in Figure 13. According to Figure 12, the SITL simulation of
the ‘Dragonfly’ aircraft system can be conducted in the following steps: Firstly, Gazebo is
started and loaded into the simulation scene called ‘world’. Then, using the ‘gazebo_ros’
function package, the URDF model of the aircraft is generated. Secondly, the port address,
Px4 configuration, Px4 SITL, and other related parameters are set. Then, the control
algorithm is specified, and finally, SITL and Mavros are started. The ‘QGroundControl’
interface is adopted to connect Px4 and issue flight commands such as take-off, landing,
and cruise flight. The process also includes using the remote control handle and connecting
“QGroundControl” to transmit control commands for flight tests.

Figure 13. Diagram of ROS nodes.

C. Analysis of Simulation Results

As illustrated in Figure 14, a typical flight path has been planned to verify the aircraft’s
flight performance. This path includes vertical take-off/landing, mode switching, climb,
cruise, and glide. Compared to other traditional aircraft, the ‘Dragonfly’ aircraft can
integrate the characteristics of vertical take-off and landing of rotorcraft with the high-
speed cruise of fixed-wing aircraft. It operates in rotor mode during take-off and landing,
and it transitions to fixed-wing mode for cruising once it reaches a specific altitude and
speed. Figure 15 demonstrates the flight simulation test diagram of ‘Dragonfly’ throughout
the entire flight profile, as well as the flight trajectory of the aircraft.

Figure 14. The planned flight path.
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Figure 15. The flight simulation test diagram in the whole flight profile.

As shown in Figure 16, the SITL simulation of the system software provides informa-
tion on the take-off climb, cruise, glide down, and landing. The flight log files in ulog format
can be obtained from ‘Q Ground Control’ and converted into CSV files using the ‘ulog2csv’
tool with MATLAB. Combined with real-time data and the visualization function of the
Gazebo platform, the changes in attitude, altitude, and speed of the aircraft throughout the
entire flight profile can be analyzed.

Figure 16. The flight simulation diagram at each stage: (a) climb, (b) cruise, (c) glide, (d) landing.
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Figure 17 shows the raw data output from the IMU and magnetometer sensors. At the
beginning of loading the aircraft model into the Gazebo environment, there is significant
vibration in the data from the IMU and magnetometer sensors. When the URDF model
is loaded into Gazebo, the collision attribute of the simulation model affects the aircraft’s
balance. As a result, the aircraft collides with the building in the simulation scene, causing
it to enter an unstable state and experience strong shaking.

Figure 17. The raw data output by IMU and magnetometer sensors.

Figure 18 shows the change in flight attitude of the aircraft throughout the entire
flight trajectory. The orange curve represents the attitude estimation value, while the blue
curve represents the expected value. The horizontal axis indicates the flight time. The
raw data from IMU and magnetometer sensors are inputted into the position/attitude
predictor of the Px4 flight control stack. The attitude data are obtained using the data
fusion algorithm of Px4. Figure 19 reflects the changes in barometric/absolute altitude and
indicated/vacuum airspeed throughout the entire flight. Combined with the data changes
in Figures 18 and 19, it can be observed that the aircraft collides with objects in the scene
before take-off and produces strong vibrations. In particular, the maximum error caused by
the vibration of the attitude angle is greater than 50◦. Over time, the vibration gradually
stabilizes, with the pitch and roll angles tending towards 0◦, while the yaw angle settles at
a stable value of 40◦.

(a) Taking-off status: As shown in Figure 18a–c, the aircraft began to take off vertically at
a speed of 1 m/s at 64 s, and its attitude maintained a pitch angle and roll angle of
0◦ and a yaw angle of 40◦. During this time, the attitude was closely monitored. As
shown in Figure 19, at 72 s, the aircraft reached a flying altitude of about 28.2 m, and
the barometric altitude gradually increased to approximately 519 m as the barometric
pressure decreased. At this time, the aircraft transitioned from rotor mode to fixed-
wing mode. During this time, the flight altitude dropped to 27 m. Furthermore, in this
scenario, there is a noticeable discrepancy between the air pressure altitude, which is
calculated based on the standard air pressure surface, and the absolute altitude of the
aircraft, which is measured relative to sea level.

(b) Climbing status: According to Figures 18a–c and 19, when the mode switched, the
propulsion motor activated, the elevator deflected upward, the aircraft pitched up,
and the pitch angle increased to 40◦. As a result, the maximum speed decreased to
17 m/s. When the aircraft climbed to approximately 52.5 m, it reduced its speed to
15 m/s and entered a stable condition. At 82 s, the aircraft hovered and climbed
with a roll angle of 42.5◦, a pitch angle of 16◦, and a speed of 18 m/s. As observed
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from Figure 19, during the climb from 82 s to 102 s, the speed fluctuated at 18 m/s.
However, the performance of maintaining a consistent speed was slightly weak. The
interface of the climbing status is depicted in Figure 16a.

(c) Cruising status: Figures 18 and 19 indicate that the aircraft reached a steady altitude
of approximately 164 m after 110 s and encountered varying cruising speeds. The
stability of the aircraft was slightly poor, at approximately 21 m/s. However, the
attitude path can be accurately tracked. Figure 16b illustrates the interface of the
cruise status.

(d) Sliding status: The aircraft began to descend at 116 s by adjusting its flight attitude and
speed, as observed in Figures 18a–c and 19. During the sliding phase, the maximum
speed reached 32 m/s, and the flight altitude also rapidly decreased to about 13.5 m
at 189 s. At this point, it transitioned from fixed-wing mode to rotor mode. Judging
from the change in attitude data during the glide, the aircraft’s attitude estimation has
successfully tracked the target. Figure 16c illustrates the interface of the slide status.

(e) Landing status: In this period, the aircraft switched to rotor mode at 191 s, and the
pitch and roll angles were close to 0◦. The aircraft adjusted its yaw angle and landed
at a speed of 1.5 m/s. At this time, the attitude estimation can be tracked quickly. The
interface of the landing status is shown in Figure 16d.

From the entire flight simulation analysis, it can be concluded that the attitude esti-
mation of the ‘Dragonfly’ aircraft achieved good tracking performance after the change
in attitude. However, the stability of speed and height maintenance was slightly poor.
It still requires further parameter modification. The simulation results demonstrate that
this aircraft can successfully complete the basic flight task in SITL. This provides valuable
technical support for future HITL and actual flight tests.

Figure 18. The change in flight attitude: (a) roll, (b) pitch, (c) yaw, (d) three-axis attitude angle.
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(a)

(b)

Figure 19. (a) The changes in barometric/absolute altitude; (b) the changes in indicated/vacuum airspeed.

5. Conclusions and Future Works

In this study, a simulation of a new small eVTOL aircraft called “Dragonfly” and
the design of a real aircraft were completed. Compared to similar eVTOL aircraft, the
wingspan is longer, and the aircraft structure is more stable; it can not only take off and land
vertically without the need for a runway, but also fly quickly in a straight line and hover
in mid-air. In addition, a novel semi-physical simulation test based on Gazebo and PX4 is
proposed to verify the reading of aircraft sensor data, such as data from attitude sensors
and magnetometers. In addition, in the take-off stage, climb stage, cruise stage, taxiing
stage, landing stage, and five other flight stages, the real-time display of aircraft altitude,
speed, heading angle, pitch angle, yaw angle, and other status information is verified. At
the same time, the accuracy of the control algorithm is also verified. The co-simulation test
based on PX4 and ROS/Gazebo proposed in this paper can provide a safer, lower cost, and
more scientific aircraft simulation experiment than traditional physical experiments and
provide a reference for aircraft manufacturing and design. Compared with the same type of
Matlab/Simulink and FlightGear simulation software, it has the advantages of being more
scientific, more intuitive, and more referential. Firstly, the simulation model of the aircraft
in the Gazebo environment has been completed using the URDF robot modeling method
provided by ROS. Secondly, a simulation scene highly fitting the working environment of
the aircraft is designed. Finally, the framework for the in-loop simulation of the aircraft
system software has been established. The flight test, conducted under the flight profile,
has been carried out, and the test results have been analyzed. Based on the above research,
the following conclusions can be obtained: (1) By utilizing the parameters derived from
the overall and structural design of the aircraft, along with the relevant plugins available
on the Gazebo platform, we can create a URDF model that closely resembles the physical
properties of the aircraft. This model can then be simulated on the Gazebo platform. (2) The
in-loop simulation framework of the aircraft system software has been built and completed.
The control algorithm within the framework can be easily transplanted, and the parameters
can be adjusted. (3) According to the software-in-the-loop simulation framework, the
system simulation allows for qualitative analysis of changes in flight attitude and other
data. This analysis is performed through a compiled real-time data display program and
the visualization provided by the Gazebo platform. Additionally, the simulation results can
be quantitatively analyzed, and the feasibility of the model can be preliminarily verified by
the simulation flight experiment established by PX4 and Gazebo.

There are still some problems in this research that need to be addressed in future studies:
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(1) The number of control channels of the ‘Dragonfly’ aircraft drive/actuator is insuf-
ficient. For this problem, the method for modifying the mixer controller in the Px4
firmware should be adopted. The mixer controls the motor or steering motor by re-
ceiving commands and converting them into actual actuator commands. The control
channel of the hybrid controller should be added to operate the aircraft’s actuator.

(2) In the simulation scenario, in order to verify the flight control module related to the
power and control of the aircraft, only collision attributes and other influencing factors
were added. Wind or other plugins can be incorporated into the simulation scenario
as needed to simulate more severe weather conditions.
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